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**Основы управления памятью**

Если статья находится в процессе, это значит, что прямо в эти минуты я ее правлю и возможно, часть информации не является достоверной

**Обзор**

Когда вы думаете о разработке любого .NET приложения до недавних пор можно было себе позволить считать, что приложение, которое вы делаете, будет всегда работать на одной и той же платформе: это операционная система Windows, запущенная поверх технологического стека Intel. Сейчас же с каждым прожитым днем мы входим в новую эпоху: платформа .NET стала поистине кроссплатформенной, пустив новые корни в сторону всех доступных настольных операционных систем. Это - прекрасное время и наш долг сейчас не потерять нить и остаться востребованными специалистами. Ведь когда toolset становится кроссплатформенным, это означает что мы обязаны начать смотреть внутрь. Изучать, как работает двигатель нашей платформы. Чтобы понимать, почему тот ведет себя, так или иначе, на различных системах.

Подсистему управления памятью мы будем изучать по слоям. Начнем от слоя, близкого к пониманию ее работы "на пальцах" и закончим - слоем архитектуры на самом низком уровне - процессорном. Ведь чтобы до конца понимать всю проблематику работы с памятью - надо знать все, начиная от процессорных кэшей заканчивая оптимизациями работы c кучами .NET.

**Основы основ**

Если взять любое приложение и попробовать грубо разделить его на две части, то получится, что любое приложение состоит фактически из двух самых важных вещей: кода, который исполняется процессором, и данных, которыми этот код оперирует в своей работе. Причем если с кодом все более-менее ясно, то данные можно поделить на несколько больших секций:

* **Thread stack** - область памяти, которая есть у любого потока и через которую работают все вызовы всех методов, плюс там же организовано хранилище для локальных переменных методов;
* **Code Heap** - это область памяти, куда JITter складывает результаты компиляции MSIL;
* **Small Objects Heap** - это куча маленьких объектов. Как бы это не звучало, именно так это и называется. По своей сути это - хранилище объектов, размер которых не превышает 85К байт;
* **Large Objects Heap** - это куча больших объектов. Сюда попадают объекты, размеры которых превышают 85K байт;
* **TypeRefs Heap** - куча Type References - описателей типов .NET - со стороны подсистемы CLR (со стороны .NET типов выступает подсистема Reflection)
* **MethodRefs Heap** - куча Methods References - описателей методов .NET - со стороны подсистемы CLR (со стороны .NET типов выступает подсистема Reflection)
* И многие другие

**Управление памятью**

**Пара слов перед стартом**

Когда я разговаривал с различными людьми и рассказывал, как работает Garbage Collector (для меня по началу это было большим и странным увлечением), то весь рассказ умещался максимум минут на 15. После чего, мне задавали один вопрос: «а зачем это знать? Ведь работает как-то и работает». После чего в голове начиналась путаница: с одной стороны я понимал, что они в большинстве случаев правы. И рассказывал про то самое меньшинство случаев, где эти знания прекрасно себя чувствуют и используются. Но поскольу таких случаев было всё-таки меньшинство, в глазах собеседника оставалось некоторое чувство недоверия.

На уровне тех знаний, которые нам давали раньше в немногочисленных источниках, люди, которых собеседуют на позицию разработчика обычно говорят: есть три поколения, пара хипов больших и малых объектов. Еще максимум можно услышать - про наличие неких сегментов и таблицы карт. Но обычно дальше поколений и хипов люди не уходят. И все почему? Ведь **вовсе не потому**, что чего-то не знают, а потому, что действительно **не понятно, зачем это знать**. Ведь та информация, которая нам давалась, выглядела как рекламный буклет к чему-то большому, закрытому. Ну знаем мы про три поколения, ну и что?.. Всё это, согласитесь, какое-то эфемерное.

Сейчас же, когда Microsoft открыли исходники, я ожидал нескольких бенефитов от этого. Первый бенефит - это то, что сообщество накинется и начнет какие-то баги исправлять. И оно накинулось! И исправило все грамматические ошибки в комментариях. Много запятых исправлено и опечаток. Иногда даже написано, что, например, свойство IsEnabled возвращает признак того, что что-то включено. Можно даже подать на членство в .NET Foundation, опираясь на множесто вот таких вот комментариев (и, понятное дело, не получить). Сейчас же можно: дорога открыта для граммар-наци. Второй бенефит, который ожидался - это предложение нового и полезного функционала в готовом виде. Этот бенефит, насколько я знаю, время от времени также срабатывает, но это очень редкие кейсы. Например, один разработчик очень ускорил получение символа по индексу в строке. Как выяснилось, ранее это работало не очень эффективно.

Наш рассказ про менеджмент памяти будет идти от общего к частному. Т.е. для начала мы посмотрим на алгоритмы с высоты птичьего полёта, не сильно вдаваясь в подробности. Ведь если мы начнем сразу с подробностей, придётся делать отсылки к будущим главам, а оттуда - обратно - в ранние главы. Это крайне не удобно как для написания, так и в чтении. Напротив, сделав вводную, мы поймем все основы. А потом - начнем погружаться в детали.

**Введение в управление памятью**

Мы пишем разные программы: консольные, сервисы, web-сервисы и другие. Все они работают примерно одинаково. Но есть очень важное отличие - это стиль работы с памятью. Консольные приложения, скорее всего, работают в рамках базовой, выделенной при старте приложения, памяти. Такое приложение всю или частично ее использует и больше ничего не запросит: запустилось и вышло. Иногда речь идет о сервисах, которые долго работают, перерабатывают память постоянно. И делают это не по изолированным запросам, в отличие от сервисов ASP.NET и WCF (которые мы вызвали, из базы что-то достали и забыли). А именно как какой-то расчётный сервис: есть поток данных на вход, с которыми сервис работает и так может работать очень долго, выделяя и освобождая память. И это уже совершенно другой стиль расхода памяти: ведь в этом случае память необходимо контролировать, смотреть как она расходуется, течет или не течет.

А если это ASP.NET, то это уже третий способ управления памятью. Надо понимать, что нас вызвал внешний код, мы отработаем достаточно быстро и исчезнем. Отсюда, если мы во время запроса выделяем некоторую память, можно сделать всё так, чтобы не волноваться по поводу её освобождения: ведь метод завершит свою работу и все объекты потеряют свои корни: локальные переменные метода, обрабатывающего запрос.

Как же этим всем управлять? С точки зрения разработки Garbage Collector'а, с точки зрения системы менеджмента памяти у нас есть совершенно разные стили и мы должны в них идеально хорошо работать. У нас же может быть машина, на которой запустилось консольное приложение, а есть машина, на которой приложение забирает 256 Гб. Эти системы помимо различия в объёме пожираемой памяти также отличаются по ряду других признаков: например, в стиле её выделения и освобождения путём обнуления ссылок (или их ненужности. при выходе из метода локальные переменные более не нужны, но они не обнуляются). Поэтому, для начала надо как-то классифицировать эту память: а от классификации памяти танцевать в сторону оптимизации её выделения и освобождения в зависимости от того, с каким классом памяти мы в данный момент работаем.

**Возможные классификации памяти исходя из логики**

Как можно классифицировать память? Чисто интуитивно можно разделять выделяемые участки памяти исходя из размеров объекта, который выделяется. Например, понятно, что если мы говорим о больших структурах данных, то управлять ими надо совершенно по-другому, нежели маленькими: потому что они тяжелые и их трудно перемещать при надобности. А маленькие, соотвественно, занимают мало места и из-за того, что они образуют группы, перемещать легко. Однако из-за того что их намного больше, ими тяжелее управлять: знать о положении в памяти каждого из них. А значит, для них без всякой статистики и так понятно, что должен быть другой подход.

Если разделять по времени жизни, то тут тоже возникают идеи. Например, если объекты короткоживущие, то, возможно, к ним надо чаще присматриваться, чтобы побыстрее от них избавляться (желательно, сразу, как только они стали не нужны). Если объекты долгоживущие, то можно уже посмотреть на статистику. Например, можно пофантазировать и решить, что эту область памяти анализировать на предмет ненужных объектов можно и пореже: ведь большие объекты редко создают траффик в памяти. А если смотреть редко, это сокращает время на собрку мусора сумме, но увеличивает - каждый вызов GC.

Или же по типу данных. Можно легко предположить, что все типы, которые отнаследованы от типа Attribute или в зоне Reflection, будут жить почти всегда вечно. Или строки, которые представляют собой массив символов: к ним тоже может быть свой подход.

Видов может быть сколько угодно много и в зависимости от классификаций может оказаться, что управление памятью для конкретной классификации может быть более эффективно, если учитывать её особенности.

Когда создавали архитектуру нашего GC, то выбрали первые два вида классификаций: размер и время жизни (хотя, если присмотреться к делению типов на классы и структуры, то можно подумать, что классификации на самом деле три. Однако, различие свойств классов и структур можно свести к размеру и времени жизни).

**Как это работает у нас. Обоснование выбора архитекторов**

Если мы с вами будем досконально разбираться, почему были выбраны именно эти два алгоритма управления памятью: Sweep и Compact, нам для этого придётся рассматривать десятки алгоритмов управления памятью, которые существуют в мире: начиная обычными словарями, заканчивая очень сложными lock-free структурами. Вместо этого, оставив голову мыслям о полезном, мы просто *обоснуем* выбор и тем самым *поймём*, почему выбор был сделан именно таким. Мы более не смотрим в рекламный буклет ракеты-носителя: у нас на руках полный набор документации.

Я выбрал формат рассуждения чтобы вы почувствовали себя архитекторами платформы и сами пришли к тем же самым выводам, к каким пришли реальные архитекторы в штаб-квартире Microsoft в Рэдмонде.

Определимся с терминологией: менеджмент памяти - это структура данных и ряд алгоритмов, которые позволяют "выделять" память и отдавать её внешнему потребителю и освобождать её, регистрируя как свободный участок. Т.е. если взять, например, какой-то массив байт (линейный кусок памяти), написать алгоритмы разметки массива на объекты .NET (запросили новый объект: мы подсчитали его размер, пометили у себя что этот вот кусок и есть новый объект, отдали указатель на объект внешней стороне) и алгоритмы освобождения памяти (когда нам говорят, что объект более не нужен, а потому память из-под него можно выдать кому-то другому).

Исходя из классификации выделяемых объектов на основании их размера можно разделить места под выделение памяти на два больших раздела: на место с объектами размером ниже определенного порога и на место с размером выше этого порога и посмотреть, какую разницу можно внести в управление этими группами (исходя из их размера) и что из этого выйдет. Рассмотрим каждую категорию в отдельности.

Если рассматривать вопросы **управления условно** "*маленьких*" объектов, то можно заметить, что если придерживаться идеи сохранения информации о каждом объекте, нам будет очень дорого поддерживать структуры данных управления памятью, которые будут хранить в себе ссылки на каждый такой объект. В конечном счёте может оказаться, что для того, чтобы хранить информацию об одном объекте понадобится столько же памяти, сколько занимает сам объект. Вместо этого стоит подумать: если при сборке мусора мы будем помечать достижимые объекты обходом графа объектов (понять это легко, зная, откуда начинать обход графа), а линейный проход по куче нам понадобится *только* для идентификации всех остальных, т.е. мусорных объектов, так ли нам необходимо в алгоритмах менеджмента памяти хранить информацию о каждом объекте? Ответ очевиден: надобности в этом нет никакой. Ведь если мы будем размещать объекты друг за другом и при этом сделать возможным узнать размер каждого из них, сделать итератор кучи очень просто:

var current = memory\_start;

while(current < memory\_end)

{

var size = current.typeInfo.size;

current += size;

}

А значит, можно попробовать исходить из того, что такую информацию мы хранить не должны: пройти кучу мы можем линейно, зная размер каждого объекта и смещая указатель каждый раз на размер очередного объекта.

В куче нет дополнительных структур данных, которые хранят указатели на каждый объект, которым управляет куча.

Однако, тем не менее, когда память нам более не нужна, мы должны её освобождать. А при освобождении памяти нам становится трудно полагаться на линейное прохождение кучи: это долго и не эффективно. Как следствие, мы приходим к мысли, что надо как-то хранить информацию о свободных участках памяти.

В куче есть списки свободных участков памяти: набор указателей на их начала + размер.

Если, как мы решили, хранить информацию о свободных участках, и при этом при освобождении памяти из под объектов эти участки оказались слишком малы для размещения в них чего-либо полезного, то во-первых мы приходим к той-же проблеме хранения информации о свободных участках, с которой столкнулись при рассмотрении занятых: хранить информацию о таких малышах может оказаться слишком дорого. Это снова звучит расточительно, согласитесь: не всегда выпадает удача освобождения группы объектов, следующих друг за другом. Обычно они освобождаются в хаотичном порядке, образуя небольшие просветы свободной памяти, где сложно выделить что-либо ещё. Но всё-таки в отличии от занятых участков, которые нам нет надобности линейно искать, искать свободные участки нам необходимо потому что при выделении памяти они нам снова могут понадобиться. А потому возникает вполне естественное желание уменьшить фрагментацию и сжать кучу, переместив все занятые участки на места свободных, образовав тем самым большую зону свободного участка, где можно совершенно спокойно выделять память.

Отсюда рождается идея алгоритма сжатия кучи Compacting.

Но, подождите, скажите вы. Ведь эта операция может быть очень тяжёлой. Представьте только, что вы освободили объект в самом начале кучи. И что, скажете вы, надо двигать вообще всё?? Ну конечно, можно пофантазировать на тему векторных инструкций CPU, которыми можно воспользоваться для копирования огромного занятого участка памяти. Но это ведь только начало работы. Надо ещё исправить все указатели с полей объектов на объекты, которые подверглись передвижениям. Эта операция может занять дичайше длительное время. Нет, надо исходить из чего-то другого. Например, разделив весь отрезок памяти кучи на сектора и работать с ними по отдельности. Если работать отдельно в каждом секторе (для предсказуемости времени работы алгоритмов и масштабирования этой предсказмуемости - желательно, фиксированных размеров), идея сжатия уже не кажется такой уж тяжёлой: достаточно сжать отдельно взятый сектор и тогда можно даже начать рассуждать о времени, которое необходимо для сжатия одного такого сектора.

Теперь осталось понять, на основании чего делить на сектора. Тут надо обратиться ко второй классификации, которая введена на платформе: разделение памяти, исходя из времени жизни отдельных её элементов.

Деление простое: если учесть, что выделять память мы будем по мере возрастания адресов, то первые выделенные объекты (в младших адресах) становятся самыми старыми, а те, что находятся в старших адресах - самыми молодыми. Далее, проявив смекалку, можно прийти к выводам, что в приложениях объекты делятся на две группы: те, что создали для долгой жизни и те, которые были созданы жить очень мало. Например, для временного хранения указателей на другие объекты в виде коллекции. Или те же DTO объекты. Соответственно, время от времени сжимая кучу мы получаем ряд долгоживущих объектов - в младших адресах и ряд короткоживущих - в старших.

Таким образом мы получили *поколения*.

Разделив память на поколения, мы получаем возможность реже заглядывать за сборкой мусора в объекты старшего поколения, которых становится всё больше и больше.

Но возникает еще один вопрос: если мы будем иметь всего два поколения, мы получим проблемы:

* Либо мы будем стараться, чтобы GC отрабатывал маскимально быстро: тогда размер *младшего поколения мы будем стараться делать минимальных размеров*. Как результат - недавно созданные объекты при вызове GC будут случайно уходить в старшее поколение (если GC сработал "прям вот сейчас, во время яростного выделения памяти под множество объектов"), хотя если бы он сработал чуть позже, они бы остались в младшем, где были бы собраны за короткие сроки.
* Либо, чтобы минимизировать такое случайное "проваливание", мы *увеличим размер младшего поколения*. Однако, в этом случае GC на младшем поколении будет работать достаточно долго, замедляя и подтормаживая тем самым всё приложение.

Выход - введение "среднего" поколения. Подросткового. Суть его введения сводится к получению баланса между *получением минимального по размеру младшего поколения* и *максимально-стабильного старшего поколения*, где лучше ничего не трогать. Это - зона, где судьба объектов еще не решена. Первое (не забываем, что мы считаем с нуля) поколение создается также небольшим, но чуть крупнее, чем младшее и потому GC туда заглядывает реже. Он тем самым дает возможность объектам, которые находятся во временном, "подростковом" поколении, не уйти в старшее поколение, которое собирать крайне тяжело.

Так мы получили идею трёх поколений.

Следующий слой оптимизации - попытка отказаться от сжатия. Ведь если его не делать, мы избавляемся от огромного пласта работы. Вернемся к вопросу свободных участков.

Если после того, как мы израсходовали всю доступную в куче память и был вызван GC, возникает естественное желание отказаться от сжатия в пользу дальнейшего выделения памяти внутри освободившихся участков, если их размер достаточен для размещения некоторого количества объектов. Тут мы приходим к идее второго алгоритма освобождения памяти в GC, который называется Sweep: память не сжимаем, для размещения новых объектов используем пустоты от освобожденных объектов.

Так мы описали и обосновали все основы алгоритмов GC.

Далее спускаться мы не будем, иначе я не оставлю себе почвы для размышлений. Замечу только, что мы рассмотрели все предпосылки и выводы к существующим алгоритмам менеджмента памяти.

**Как это работает у нас**

Теперь мы зайдём с другой стороны. Я буду выполировывать факты так, что даже если у вас плохая память на вычитке текста, вы всё равно запомните, как работает менеджмент памяти в .NET.

Итак, мы знаем, что у нас существует два способа классифицировать память: исходя из времени жизни сущностей и исходя из их размера. Подумаем, что мы имеем, исходя из размеров объектов. Если у нас объекты имеют большие размеры, то нам не выгодно часто делать Сompact. Потому что в этом случае мы все объекты перетаскиваем на освободившиеся участки. То есть копируем их. А если объект огромен, то копировать дорого и каждый раз прибегая к сжатию кучи можно сильно просесть по производительности. В данной ситуации удобен только Sweep. Об этом способе мы подробно поговорим позже, но если совсем коротко, то память освобождается и свободный кусок сохраняется в список свободных участков и дальше переиспользуется при выделении объектов. Вызов Compact может быть выгоден в редких случаях: когда *есть понимание*, что из-за Sweep и траффика буферов большого размера существует некоторая фрагментация в зоне крупных объектов (Large Objects Heap. Давайте уже начнём называть вещи своими именами). И ручной вызов GC с указанием метода сбора мусора Compact в этом случае может нам помочь. Однако, давайте не будем углубляться: у нас для этого есть очень много времени.

Остановимся лишь на том, что в LOH метод сбора мусора Sweep имеет абсолютное преимущество перед Sweep

А если объекты маленькие, то наоборот: хоть и не всегда, но удобен Compact. Например, у нас была куча объектов и мы потеряли ссылку на объекты через одного, и получается, что занятые участки и свободные чередуются, например по 24 байта. И может так оказаться, что такими маленькими участками мы воспользоваться не сможем потому что дальше мы будем аллоцировать более крупные объекты. Возникает дилемма: либо наращивать кучу либо избавиться от фрагментации. Поэтому тут, возможно, стоит сжать кучу. Однако, если объекты ушли на покой группой, то нам в данном случае по-прежнему выгоден Sweep, поскольку тот не сжимает кучу, а использует для дальнейшей аллокации освободившееся место.

Отсюда можно сделать простой вывод: в обоих кучах память управляется одинаково. Но в LOH в отличии от SOH отключен автоматический вызов Compact. Он доступен только для прямого вызова.

Тут возникает проблема: у нас есть хип маленьких объектов и хип больших. Они, соответственно, разделены. Но по факту мы всегда аллоцируем маленькие объекты. Их в любом случае будет больше: возможно, миллионы. GC проходит через разные стадии: стадия планирования, стадия маркировки, сбора мусора. На 200гб памяти, если так получится, любая из стадий будет очень дорогой, а потому память надо как-то дополнительно сегментировать, чтобы оптимизировать работу с ними.

Поэтому, второй тип сегментации работает исходя из времени жизни объектов. Куча растет у нас в одном направлении. Аллокация идет с младших адресов к старшим. Соответственно, при выделении памяти берется указатель на первый свободный участок и затем он сдвигается на размер выделенного объекта и всё: куча растет в одном направлении. Отсюда, используя наши ранние рассуждения можно сделать вывод о том, как легко поделить на три поколения. Нулевое поколение - место, где объекты аллоцируются. Первое поколение - это место, где объекты не были собраны Garbage Collector, но в них пока еще нет уверенности: мы хотим созранить стабильность во втором поколении и даём объектам еще один шанс быть собранными. И, соответственно, второе поколение, где объекты в идеале будут находиться без сборки мусора.

Как я уже говорил, если объекты живут долго, то туда можно реже заглядывать, чтобы запускать GC. Поэтому, если мы сделаем нулевое поколение определенных, малых и заранее известных размеров, мы сможем обходить его за *гарантированно короткий* промежуток времени. И Microsoft гарантирует, что нулевое поколение будет собираться за какие-то определенные миллисекунды. Т.е. GC быстро что-то сделал и дальше пошел, а никто даже и не заметил, что он отработал.

LOH имеет другую структуру. Сюда попадает все, что больше или равно 85 тысячам байт. Цифра странная, но нам полезно ее знать: её можно использовать, например, чтобы определить размер для аллоцируемого массива, чтобы он не ушел в кучу больших объектов. Если аллоцируете массив int-ов, то нужно грубо поделить на четыре и получится примерно 20 тысяч int-ов, которые туда прекрасно лягут и не уйдут в LOH. Также интересно, что в LOH уходят массивы double от тысячи элементов и выше.

Проверить это все очень легко. Можно написать такой код:

var arr1 = new double[999]; // -> Gen 0

var arr2 = new double[1000]; // -> Gen 2

и первый массив пойдет в нулевое, а второй - во второе поколение. Какие еще классификации типов существуют для GC? У нас есть две основных, которые мы только что рассмотрели. Однако, хоть эта классификация в общем смысле нам и не доступна, она нам доступна в узком смысле: классификация по типу. Все мы знаем про интернированные строки. Если мы предполагаем, что какая-то строка будет часто встречаться, то ее стоит интернировать, тогда мы сэкономим на памяти.

Как они хранятся? Если строка интернирована, то она хранится как обычная строка в куче. Но ее надо как-то найти, чтобы проверить, что точно такая же строка уже существует. Куча иногда может достигать нескольких сотен гигабайт и поиск будет очень дорогим решением. Поэтому интернированные строки хранятся отдельно (предполагается, что их будет не так много).

У каждого домена при этом (системного или с базовым типом BaseDomain) есть внутренние таблицы, которая нам не доступны. Среди прочих существует Large Heap Handle Table. Существует два типа внутренних массивов, основанных на bucket-ах. Это массив статиков. Имеются ввиду статические члены классов, которые хранятся в массивах. У каждого домена есть ссылка на массив статиков. И дальше ячейками являются ссылки на значения. И еще одна - pinning handles. Это таблица запиненных элементов. Для тех случаев, когда вы пинуете объект в памяти, можете сделать это двумя путями. Первый - это через API, а второй - через ключевое слово fixed в C#. Это два совершенно разных механизма.

Соответственно, исходя из времени жизни, из-за большого количества объектов, SOH разделен на части, чтобы им было проще управлять. Заполнение SOH идет линейно, поэтому старые объекты живут в младших адресах, свежие - в старших. Старые объекты, как правило, живут долго. Чем дольше объект существует, тем больше вероятность того, что он будет существовать все время работы приложения. Поэтому существует три поколения. Нулевое поколение - это между временем создания объекта и ближайшим GC. Объектов не успевает накопится слишком много и GC успевает их быстро убрать, не залезая в остальную кучу.

Первое поколение живет между первым и вторым GC. Соответственно, для тех, кто не ушел во второе. Оптимизация какая: нулевое собирать быстро, первое - чуть подольше. Это последняя возможность GC собрать объект, прежде чем он ушел во второе, огромное, поколение. Если объект ушел во второе поколение, то, скорее всего, он будет жить долго. Туда можно редко обращаться. А первое - для объекта, который случайно ушел в первое поколение, но на самом деле он короткоживущий. Это такая оптимизация, чтобы его во втором не ловить. И второе поколение для тех, кто решил пожить подольше и если GC туда пришел, то он там останется работать надолго.

Оранжевые кубики - это руты. Руты - это точки, относительно которых, если обходить граф, то гарантированно вы обойдете все объекты, которыми пользуется программа. Если бы фаза маркировки работала на всех поколениях, то она бы работала долго. Поэтому она работает максимально на самых младших. Если мы решили, что собираем нулевое поколение, то она только там и будет работать. Поэтому есть три типа ссылок. Первый тип - ссылка внутри одного поколения. Например, если мы с рута пришли в нулевое поколение, а дальше у нас ссылка из этого объекта, но опять в нулевое поколение. Это внутренняя ссылка. Второй тип ссылок - это ссылка из более старшего поколения в более младшее поколение. Older-to-younger. Он характеризуется тем, что объект, на который мы ссылаемся из первого поколения нет имеет ссылки с рута в нулевом поколении. Это значит, что если мы будем маркировать только нулевое поколение, чтобы на нем GC отработал, то мы пропустим этот объект. Мы должны знать о существовании ссылки с более старшего поколения.

Третий вид ссылок - это ссылка из младшего в старшее поколение. Для нас она не важна. Если мы собираем нулевое поколение - она не имеет значение. При сборке более старших поколений, младшие тоже собираются. Почему? Если собираем, например, первое - оно больше, крупнее. И, поскольку, нулевое поколение собирается намного чаще, то есть высокая степень вероятности, что после сборки первого будет собрано и нулевое. И GC опять запустится. Для того, чтобы два раза не ходить за одним и тем же, пересобираются и более младшие поколения. В этом случае нам нужно знать ссылку из младшего в старшие? Нам это без разницы, она и так есть. При сборке второго поколения та же самая ситуация. С точки зрения фазы маркировки нам важны ссылки внутри поколения и ссылки с более старших на наше поколение.

Если мы находимся в нулевом поколении - как узнать о том, что на нас есть ссылка с более старшего поколения. Есть механизм, который в начале изучения начинает немного пугать. Есть такой код (см. слайд) 35:19.

Кстати, такие сценарии работы GC можно проверять таким способом: мы создаем объект, делаем GC.Collect(), отправляем его в первое поколение. Мы знаем, что он туда уйдет. Дальше создаем ссылку и тем самым фактически создаем ссылку из старшего поколения в младшее. Если дома захочется с чем-то поиграть, то с помощью метода GC.Collect() можно смоделировать такие ситуации.

Что мы здесь видим? У нас есть x, GC.Collect(), инстанс класса Foo уходит в поколение один из нулевого. И дальше x.field присваиваем new Boo(). Это значит, что объект типа Foo начинает ссылаться на новый инстанс объекта типа Boo. То есть из первого в нулевого. Это у нас older-to-younger link.

Что происходит в .NET. В месте присваивания, джиттер, то есть там не просто присваивание, а присваивание с проверкой. Эта техника называется Write Barrier и Remembered Set. В .NET она называется немного по-другому. Если у нас звезды сошлись, что нужно запомнить эту ссылку, то мы запоминаем ее во внутренней структуре джита.

Что это за условие? Значение - это ссылка на экземпляр .NET класса. Точка присваивания находится в управляемой куче и имеет более старшее поколение, чем адрес присваиваемого объекта. Когда мы делаем вот так (см. слайд 37:29), джиттер дополнительно проверяет, что слева поколение старше, чем справа. Если старше, то он запоминает адреса во внутренних структурах, убеждается, что с левой части на правую есть ссылка. Это нужно для дальнейшей сборки мусора. На фазе маркировки отмечается выбранное поколение и если у нас есть ссылки в Remembered Set, если мы запомнили, что где-то сохраняли ссылку из первого в нулевое поколение, они тоже становятся корнями, чтобы пройти маркировку. Но хип получается в итоге огромный и становится страшновато.

Поэтому используется более оптимизированный способ. Он называется механизм карточного стола. Знания об этом механизме не так распространены. Как он работает? Если взять адресное пространство всего огромного хипа, весь кусок памяти, то сбоку есть карточный стол. Это, грубо говоря, массив чисел. Где каждый бит массива отвечает за определенный диапазон памяти. Если бит выставлен в единицу, значит в этом диапазоне памяти есть ссылка на младшее поколение. То есть это массив признаков ссылок на младшее поколение. См. слайд - 40:12

У нас есть память, внизу карточный стол. У нас появилась ссылка, слева на право. Это значит, что бит должен быть выставлен в единицу. Потому что от более старшего поколения пошла ссылка в более младшее. Каждый бит карточного стола отвечает за 128 байт в x86 и за 256 байт в x64. Это, по сути, 32 машинных слова. Машинное слово - это то, с чем работает процессор.

Если учесть, что каждый пустой объект, максимально маленький (например, new Object) занимает четыре машинных слова в среднем, то получается, что один бит карточного стола перекрывает десять объектов. И если хотя бы с одного из них есть ссылка в младшее поколение, то GC должен при обходе в фазе маркировки зайти по этому адресу и просмотреть все десять объектов и найти те, которые ссылаются на младшее поколение. Один байт перекрывает уже 1,2 КБ оперативной памяти. Или 80 объектов. Четыре байта - 320 объектов. Это x86 архитектура. Получается жирновато, если ссылка появилась.

Как это работает. Можно посмотреть код, который будет вызван при присваивании (см. слайд 43:24) по этому адресу на github. Там ассемблеровский код, он достаточно простой, разобраться в нем легко. Есть много комментариев, гораздо больше, чем кода.

Реализация сильно зависит от особенностей. У нас есть Workstation GC, есть серверный GC. У Workstation есть две версии: до и после роста кучи. Как следствие, перемещается gen\_1 gen\_0. И Server GC: есть несколько хипов для SOH и несколько для LOH. Там свои реализации этих методов присваивания, потому что придется параметризовать для какой кучи идет вызов. А так он просто генерирует ставку для новой кучи и все хорошо. Плюс две реализации под x64. Если смотреть базовую, то будет примерно так (см. слайд 44:36). Регистр RCX - это адрес filed. Адрес таргета, куда мы присваиваем. RDX - это ссылка на объект. Когда мы присваивали, должна быть составлена эта инструкция и больше ничего. Но на самом деле нет. Присвоили и дальше этим кодом мы проверяем, находится ли правая часть присваивания внутри эфемерного сегмента (gen\_0, gen\_1). И если находится, то мы берем карточный стол, делим на 2048, получаем адрес ячейки и если флаг не выставлен, то выставить.

Здесь есть две особенности. Первая - почему просто не выставить? Это будет очень долго. Операция записи намного дольше, чем чтения. Чтение происходит из кеша, а чтобы записать надо записать кроме кеша еще и в оперативную память. Поэтому их проверяем. Интересна процедура выставления флага. Он выставляется сразу же 0FF. То есть мы выставляем не один флаг, а сразу группой. Почему? Когда мы будем дальше проверять ссылку из старшего поколения в младшее, нам побитово будет долго проверять. Проще сразу словами делать проверку. Вместо того, чтобы смотреть, на каком бите ссылка и какие 2 КБ смотреть, все работает проще, система оперирует более значительными диапазонами.

Код, получается, проверяет только поколение object, но не target. Target не интересует. Мы проверяем только то, что мы попали в нулевое или первое поколение. В любом этом случае выставляется бит в карточном столе. Когда мы проверяем нулевое поколение, будем проходится по карточному столу, который относится и к первому, и ко второму поколению. Нас устроит, что биты выставлены. Если первое поколение будем просматривать с нулевым, собирать там мусор и у первого и второго, то мы будем просматривать карточный стол второго поколения. Там тоже эти биты будут выставлены. Поэтому мы левую часть смотрим, и не имеет значения первого или второго поколения. Дальше фильтрация уже идет на стадии проверки.

Однако, карточный стол в случае большого хипа (у LOH он может быть феерических размеров) тоже будет огромным. И по нему точно так же будет идти сканирование. Мы собираем нулевое поколение и должны уложиться в несколько миллисекунд, а у нас хип в несколько сотен ГБ. Например, это сервер. Карточный стол придется сканировать весь, а это долго. Выход - двухуровневый карточный стол. Называется это Cards Bundle Table. Это еще один массив, где бит отвечает за 32 слова карт. Этот массив оперирует огромными диапазонами. Получается, 1 бит Cards Bundle Table отвечает за 128 Кб на x86 и за 256 Кб на x64. Одна ячейка - 4 байта, это 8 Мб карт целевой памяти.

Когда мы будем делать GC, собирая нулевое поколение, надо посмотреть, что с первого и второго есть что-то полезное и далее мы уходим в Cards Bundle Table. Сканиурем, и если где-то не ноль, то переходим на карточный стол, в соответствующий его диапазон и ищем ненулевую ячейку. И потом уже переходим в нужный диапазон памяти и сканиурем объекты, которые там находятся, в поисках ссылки со старшего на младшее поколение. И только тогда мы эту ссылку добавляем в руты и маркируем все объекты, на которые эта ссылка ведет.

Есть маленькая оптимизация для Windows. Эта система построена, в первую очередь, на архитектуре x86, где используются механизмы вирутализации памяти процессора, которая основана на страницах памяти. Она поделена на зоны, на странички. Можно выставить флаг MEM\_WRITE\_WATCH. Это означает, что если кто-то будет писать по заданному диапазону, то можно подписаться на обновления. Мы сделали массив и если туда кто-то будет писать, у нас будет дергаться метод из winapi. Почему мы не видим этого когда в ассемблеровском методе расстановки карт? Когда мы записываем, выставляя карты, Windows получает нотификацию от страницы, куда мы пишем, и исходя из этого проставляет бит в Cards Bundle Table.

Базовый вывод, который можно сделать уже сейчас, основываясь на карточных столах, что если вы хотите, чтобы GC протекал быстро и как по маслу, не стоит делать ссылок из старших поколений. Не надо делать вечноживущие массивы, аллоцировать объекты и ссылки на них складывать в эти древние массивы. Но если вы так делаете, надо контролировать, чтобы эти массивы располагались рядом, чтобы их аллоцировать друг за другом. Не распределять их по памяти. Самое неудачное, что можно сделать - это иметь кучу объектов старшего поколения и по какой-то причине выставить ссылки на младшее поколение, но не группой, а вразброс через всю память. Это самый тяжелый сценарий, потому что карточный стол будет забит единицами. А GC, собирая нулевое поколение, будет вынужден проходить все второе, все первое и искать, что там добавлено. Если вы делаете ссылку из старших поколений в младшие, то необходимо эти ссылки группировать: массив, который ссылается на объект младшего поколения. Поскольку это массив, который ссылается на объекты младшего поколения, все ячейки рядом и в карточном столе в идеале это будет просто единица. Дальше мы будем изучать более подробно.

# Стек потока

[Ссылка на обсуждение](https://github.com/sidristij/dotnetbook/issues/58)

## Базовая структура, платформа x86

Существует область памяти, про которую редко заходит разговор. Однако эта область является, возможно, основной в работе приложения. Самой часто используемой, достаточно ограниченной с моментальным выделением и освобождением памяти. Область эта называется "стек потока". Причём поскольку указатель на него кодируется по своей сути регистрами процессора, которые входят в контекст потока, то в рамках исполнения любого потока стек потока свой. Зачем он необходим?

Итак, разберём элементарный пример кода:

void Method1()

{

Method2(123);

}

void Method2(int arg)

{

// ...

}

В данном коде не происходит ничего примечательного, однако не будем его пропускать, а наоборот: посмотрим на него максимально внимательно. Когда любой Method1 вызывает любой Method2, то абсолютно любой такой вызов (и не только в .NET, но и в других платформах) осуществляет следующие операции:

1. Первое, что делает код, скомпилированный JIT'ом: он сохраняет параметры метода в стек (начиная с третьего). При этом первые два передаются через регистры. Тут важно помнить, что первым параметром экземплярных методов передаётся указатель на тот объект, с которым работает метод. Т.е. указатель this. Так что в этих (почти всех) случаях для регистров остаётся всего один параметр, а для всех остальных - стек;
2. Далее компилятор ставит инструкцию вызова метода call, которая помещает в стек адрес возврата из метода: адрес следующей за call инструкцией. Таким образом любой метод знает, куда ему необходимо вернуться, чтобы вызывающий код смог продолжить работу;
3. После того как все параметры переданы, а метод вызван, нам надо как-то понять, как стек восстановить в случае выхода из метода, если мы не хотим заботиться о подсчёте занимаемых нами в стеке байтов. Для этого мы сохраняем значение регистра EBP, который всегда хранит указатель на начало текущего кадра стека (т.е. участка, где хранится информация для конкретного вызванного метода). Сохраняя при каждом вызове значение этого регистра, мы тем самым фактически создаём односвязный список стековых кадров. Но прошу заметить, что по факту они идут чётко друг за другом, без каких-либо пробелов. Однако для упрощения освобождения памяти из-под кадра и для отладки приложения (отладчик использует эти указатели, чтобы отобразить Stack Trace) строится односвязный список;
4. Последнее, что надо сделать при вызове метода, - выделить участок памяти под локальные переменные. Поскольку компилятор заранее знает, сколько её понадобится, то делает он это сразу, сдвигая указатель на вершину стека (SP/ESP/RSP) на необходимое количество байт;
5. И наконец, на пятом этапе выполняется код метода, полезные операции;
6. Когда происходит выход из метода, то вершина стека восстанавливается из EBP - места, где хранится начало текущего стекового кадра;
7. Далее, последним этапом осуществляется выход из метода через инструкцию ret. Она забирает со стека адрес возврата, заботливо оставленный ранее инструкцией call и делает jmp по этому адресу.

Те же самые процессы можно посмотреть на изображении:
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Также замечу, что стек "растёт", начиная со старших адресов и заканчивая младшими, т.е. в обратную сторону.

Глядя на все это, невольно приходишь к выводу, что если не большинство, то минимум половина всех операций, которыми занимается процессор - это обслуживание структуры программы, а не её полезной нагрузки. Т.е. обслуживание вызовов методов, проверки типов на возможность привести один к другому, компиляцию Generic вариаций, поиск методов в таблицах интерфейсов... Особенно если мы вспомним, что большинство современного кода написано с подходом работы через интерфейсы, разбивку на множество пусть маленьких, но выполняющих каждый - своё - методов… А работа при этом часто идёт с базовыми типами и приведением типов то к интерфейсу, то к наследнику. При всех таких входящих условиях вывод о расточительности инфраструктурного кода вполне может назреть. Единственное, что я могу вам на это все сказать: компиляторы, в том числе и JIT, обладают множеством техник, позволяющим им делать более продуктивный код. Где можно - вместо вызова метода вставляется его тело целиком, а где возможно вместо поиска метода в VSD интерфейса осуществляется его прямой вызов. Что самое грустное, инфраструктурную нагрузку очень сложно замерить: надо чтобы JITter либо какой-либо компилятор вставлял бы какие-то метрики до и после мест работы инфраструктурного кода. Т.е. до вызова метода, а внутри метода - после инициализации кадра стека. До выхода из метода, после выхода из метода. До компиляции, после компиляции. И так далее. Однако, давайте не будем о грустном, а поговорим лучше о том, что мы можем с вами сделать с полученной информацией.

## Немного про исключения на платформе x86

Если мы посмотрим внутрь кода методов, то мы заметим ещё одну структуру, работающую со стеком потока. Посудите сами:

void Method1()

{

try

{

Method2(123);

} catch {

// ...

}

}

void Method2(int arg)

{

Method3();

}

void Method3()

{

try

{

//...

} catch {

//...

}

}

Если исключение возникнет в любом из методов, вызванных из Method3, то управление будет возвращено в блок catch метода Method3. При этом если исключение обработано не будет, то его обработка начнётся в методе Method1. Однако если ничего не случится, то Method3 завершит свою работу, управление перейдёт в метод Method2, где также может возникнуть исключение. Однако по естественным причинам обработано оно будет не в Method3, а в Method1. Вопрос такого удобного автоматизма заключается в том, что структуры данных, образующие цепочки обработчиков исключений, также находятся в стековом кадре метода, где они объявлены. Про сами исключения мы поговорим отдельно, а здесь скажу только, что модель исключений в .NET Framework CLR и в Core CLR отличается. CoreCLR вынуждена быть разной на разных платформах, а потому модель исключений там другая и представляется в зависимости от платформы через прослойку PAL (Platform Adaption Layer) различными имплементациями. Большому .NET Framework CLR это не нужно: он живёт в экосистеме платформы Windows, в которой есть уже много лет общеизвестный механизм обработки исключений, который называется SEH (Structured Exception Handling). Этот механизм используется практически всеми языками программирования (при конечной компиляции), потому что обеспечивает сквозную обработку исключений между модулями, написанными на различных языках программирования. Работает это примерно так:

1. При вхождении в блок try на стек кладётся структура, которая первым полем указывает на предыдущий блок обработки исключений (например, вызывающий метод, у которого также есть try-catch), тип блока, код исключения и адрес обработчика;
2. В TEB потока (Thread Environment Block, по сути - контекст потока) меняется адрес текущей вершины цепочки обработчиков исключений на тот, что мы создали. Таким образом, мы добавили в цепочку наш блок.
3. Когда try закончился, производится обратная операция: в TEB записывается старая вершина, снимая таким образом наш обработчик из цепочки;
4. Если возникает исключение, то из TEB забирается вершина и по очереди по цепочке вызываются обработчики, которые проверяют, подходит ли исключение конкретно им. Если да, выполняется блок обработки (например, catch).
5. В TEB восстанавливается тот адрес структуры SEH, который находится в стеке ДО метода, обработавшего исключение.

Как видите, совсем не сложно. Однако вся эта информация также находится в стеке.

## Совсем немного про несовершенство стека потока

Давайте немного подумаем о вопросе безопасности и возможных проблемах, которые чисто теоретически могут возникнуть. Для этого давайте ещё раз глянем на структуру стека потока, которая по своей сути - обычный массив. Диапазон памяти, в котором строятся фреймы, организован так, что он растёт с конца в начало. Т.е. более поздние фреймы располагаются по более ранним адресам. Так же, как уже было сказано, фреймы связаны односвязным списком. Это сделано потому, что размер фрейма не является фиксированным и должен быть "считан" любым отладчиком. Процессор при этом не разграничивает фреймы между собой: любой метод по своему желанию может считать всю область памяти целиком. А если учесть при этом, что мы находимся в виртуальной памяти, которая поделена на участки, являющиеся реально выделенной памятью, то можно при помощи специальной функции WinAPI по любому адресу со стека получить диапазон выделенной памяти, в которой этот адрес находится. Ну а разобрать односвязный список - дело техники:

// переменная находится в стеке

int x;

// Забрать информацию об участке памяти, выделенной под стек

MEMORY\_BASIC\_INFORMATION \*stackData = new MEMORY\_BASIC\_INFORMATION();

VirtualQuery((void \*)&x, stackData, sizeof(MEMORY\_BASIC\_INFORMATION));

Это даёт нам возможность получить и модифицировать все данные, которые находятся в качестве локальных переменных у методов, которые нас вызвали. Если приложение никак не настраивает песочницу, в рамках которой вызываются сторонние библиотеки, расширяющие функционал приложения, то сторонняя библиотека сможет утащить данные, даже если тот API, который вы ей отдаёте, этого не предполагает. Методика эта может показаться вам надуманной, однако в мире C/C++, где нет такой прекрасной вещи как AppDomain с настроенными правами атака по стеку - это самое типичное, что только можно встретить из взлома приложений. Мало того, можно через рефлексию посмотреть на тип, который нам необходим, повторить его структуру у себя, и, пройдя по ссылке со стека на объект, заменить адрес VMT на наш, перенаправив таким образом всю работу с конкретным экземпляром к нам. SEH, кстати говоря, также вовсю используется для взлома приложений. Через него вы также можете, меняя адрес обработчика исключения, заставлять ОС выполнить вредоносный код. Но вывод из всего этого очень простой: всегда настраивайте песочницу, когда хотите работать с библиотеками, расширяющими функционал вашего приложения. Я, конечно же, имею ввиду всяческие плагины, аддоны и прочие расширения.

## Большой пример: клонирование потока на платформе х86

Чтобы запомнить все, что мы прочитали до мельчайших подробностей, надо зайти к вопросу освещения какой-либо темы с нескольких сторон. Казалось бы, какой пример можно построить для стека потока? Вызвать метод из другого? Магия... Конечно же, нет: это мы делаем ежедневно по много раз. Вместо этого мы склонируем поток исполнения. Т.е. сделаем так, чтобы после вызова определённого метода у нас вместо одного потока оказалось бы два: наш и новый, но продолжающий выполнять код с точки вызова метода клонирования так, как будто он сам туда дошёл. А выглядеть это будет так:

void MakeFork()

{

// Для уверенности что все склонировалось мы делаем локальные переменные:

// В новом потоке их значения обязаны быть такими же как и в родительском

var sameLocalVariable = 123;

var sync = new object();

// Замеряем время

var stopwatch = Stopwatch.StartNew();

// Клонируем поток

var forked = Fork.CloneThread();

// С этой точки код исполняется двумя потоками.

// forked = true для дочернего потока, false для родительского

lock(sync)

{

Console.WriteLine("in {0} thread: {1}, local value: {2}, time to enter = {3} ms",

forked ? "forked" : "parent",

Thread.CurrentThread.ManagedThreadId,

sameLocalVariable,

stopwatch.ElapsedMilliseconds);

}

// При выходе из метода родительский вернёт управления в метод,

// который вызвал MakeFork(), т.е. продолжит работу как ни в чем ни бывало,

// а дочерний завершит исполнение.

}

// Примерный вывод:

// in forked thread: 2, local value: 123, time to enter = 2 ms

// in parent thread: 1, local value: 123, time to enter = 2 ms

Согласитесь, концепт интересный. Конечно же, тут можно много спорить про целесообразность таких действий, но задача этого примера - поставить жирную точку в понимании работы этой структуры данных. Как же сделать клонирование? Для ответа на данный вопрос надо ответить на другой вопрос: что вообще определяет поток? А поток определяют следующие структуры и области данных:

1. Набор регистров процессора. Все регистры определяют состояние потока исполнения инструкций: от адреса текущей инструкции исполнения до адресов стека потока и данных, которыми он оперирует;
2. [Thread Environment Block](https://en.wikipedia.org/wiki/Win32_Thread_Information_Block) или TIB/TEB, который хранит системную информацию по потоку, включая адреса обработчиков исключений;
3. Стек потока, адрес которого определяется регистрами SS:ESP;
4. Платформенный контекст потока, который содержит локальные для потока данные (ссылка идёт из TIB)

Ну и наверняка что-то ещё, о чем мы можем не знать. Да и знать нам всего для примера нет никакой надобности: в промышленное использование данный код не пойдёт, а скорее будет служить нам отличным примером, который поможет разобраться в теме. А потому он не будет учитывать всего, а только самое основное. А для того чтобы он заработал в базовом виде, нам понадобится скопировать в новый поток набор регистров (исправив SS:ESP, т.к. стек будет новым), а также подредактировать сам стек, чтобы он содержал ровно то что нам надо.

Итак. Если стек потока определяет, по сути, какие методы были вызваны и какими данными они оперируют, то получается что по идее, меняя эти структуры, можно поменять как локальные переменные методов, так и вырезать из стека вызов какого-то метода, поменять метод на другой или же добавить в любое место цепочки свой. Хорошо, с этим определились. Теперь давайте посмотрим на некий псевдокод:

void RootMethod()

{

MakeFork();

}

Когда вызовется MakeFork(), что мы ожидаем с точки зрения стек трейсов? Что в родительском потоке все останется без изменений, а дочерний будет взят из пула потоков (для скорости), в нем будет сымитирован вызов метода MakeFork вместе с его локальными переменными, а код продолжит выполнение не с начала метода, а с точки, следующей после вызова CloneThread. Т.е. стек трейс в наших фантазиях будет выглядеть примерно так:

// Parent Thread

RootMethod -> MakeFork

// Child Thread

ThreadPool -> MakeFork

Что у нас есть изначально? Есть наш поток. Также есть возможность создать новый поток либо запланировать задачу в пул потоков, выполнив там свой код. Также мы понимаем, что информация по вложенным вызовам хранится в стеке вызовов и что при желании мы можем ею манипулировать (например, используя C++/CLI). Причём, если следовать соглашениям и вписать в верхушку стека адрес возврата для инструкции ret, значение регистра EBP и выделить место под локальные (если необходимо), то можно имитировать вызов метода. Ручную запись в стек потока возможно сделать из C#, однако нам понадобятся регистры и их очень аккуратное использование, а потому без ухода в C++ нам не обойтись. Тут к нам на помощь впервые в жизни (лично у меня) приходит CLI/C++, который позволяет писать смешанный код: часть инструкций - на .NET, часть - на C++, а иногда даже уходить на уровень ассемблера. Именно то, что нам надо.

Итак, как будет выглядеть стек потока, когда наш код вызовет MakeFork, который вызовет CloneThread, который уйдёт в unmanaged мир CLI/C++ и вызовет метод клонирование (саму реализацию) - там? Давайте посмотрим на схему (ещё раз напомню, что стек растёт от старших адресов к младшим. Справа налево):
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Ну а для того чтобы не тащить всю простыню со схемы на схему, упростим, отбросив то, что нам не нужно:
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Когда мы создадим поток либо возьмём готовый из пула потоков, в нашей схеме появляется ещё один стек, пока ещё ничем не проинициализированный:
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Теперь наша задача - сымитировать запуск метода Fork.CloneThread() в новом потоке. Для этого мы должны в конец его стека потока дописать серию кадров: как будто из делегата, переданного ThreadPool'у был вызван Fork.CloneThread(), из которого через враппер C++ кода managed обёрткой был вызван CLI/C++ метод. Для этого мы просто скопируем необходимый участок стека в массив (замечу, что со склонированного участка на старый "смотрят" копии регистров EBP, обеспечивающих построение цепочки кадров):
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Далее чтобы обеспечить целостность стека после операции копирования склонированного на предыдущем шаге участка, мы заранее рассчитываем, по каким адресам будут находиться поля EBP на новом месте, и сразу же исправляем их, прямо на копии:
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Последним шагом, очень аккуратно, задействуя минимальное количество регистров, копируем наш массив в конец стека дочернего потока, после чего сдвигаем регистры ESP и EBP на новые места. С точки зрения стека мы сымитировали вызов всех этих методов:
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Но пока не с точки зрения кода. С точки зрения кода нам надо попасть в те методы, которые только что создали. Самое простое - просто сымитировать выход из метода: восстановить ESP до EBP, в EBP положить то, на что он указывает и вызвать инструкцию ret, инициировав выход из якобы вызванного C++ метода клонирования потока, что приведёт к возврату в реальный wrapper CLI/C++ вызова, который вернёт управление в MakeFork(), но в дочернем потоке. Техника сработала.

Теперь давайте взглянем на код. Первое что мы сделаем - это возможность для CLI/C++ кода создать .NET поток. Для этого мы его должны создать в .NET:

extern "C" \_\_declspec(dllexport)

void \_\_stdcall MakeManagedThread(AdvancedThreading\_Unmanaged \*helper, StackInfo \*stackCopy)

{

AdvancedThreading::Fork::MakeThread(helper, stackCopy);

}

На типы параметров пока не обращайте внимания. Они нужны для передачи информации о том, какой участок стека необходимо у себя рисовать из родительского потока в дочерний. Метод создания потока оборачивает в делегат вызов unmanaged метода, передаёт данные и ставит делегат в очередь на обработку пулом потоков.

[MethodImpl(MethodImplOptions::NoInlining | MethodImplOptions::NoOptimization | MethodImplOptions::PreserveSig)]

static void MakeThread(AdvancedThreading\_Unmanaged \*helper, StackInfo \*stackCopy)

{

ForkData^ data = gcnew ForkData();

data->helper = helper;

data->info = stackCopy;

ThreadPool::QueueUserWorkItem(gcnew WaitCallback(&InForkedThread), data);

}

[MethodImpl(MethodImplOptions::NoInlining | MethodImplOptions::NoOptimization | MethodImplOptions::PreserveSig)]

static void InForkedThread(Object^ state)

{

ForkData^ data = (ForkData^)state;

data->helper->InForkedThread(data->info);

}

И, наконец, сам метод клонирования (вернее, его .NET часть):

[MethodImpl(MethodImplOptions::NoInlining | MethodImplOptions::NoOptimization | MethodImplOptions::PreserveSig)]

static bool CloneThread()

{

ManualResetEvent^ resetEvent = gcnew ManualResetEvent(false);

AdvancedThreading\_Unmanaged \*helper = new AdvancedThreading\_Unmanaged();

int somevalue;

// \*

helper->stacktop = (int)(int \*)&somevalue;

int forked = helper->ForkImpl();

if (!forked)

{

resetEvent->WaitOne();

}

else

{

resetEvent->Set();

}

return forked;

}

Чтобы понимать, где в цепочке кадров стека находится данный метод, мы сохраняем себе адрес стековой переменной (\*). Использовать этот адрес мы будем в методе клонирования, речь о котором пойдёт чуть ниже. Также, чтобы вы понимали, о чем идёт речь, приведу код структуры, необходимой для хранения информации о копии стека:

public class StackInfo

{

public:

// Копия значений регистров

int EAX, EBX, ECX, EDX;

int EDI, ESI;

int ESP;

int EBP;

int EIP;

short CS;

// Адрес копии стека

void \*frame;

// Размер копии

int size;

// Диапазоны адресов оригинального стека нужны,

// чтобы поправить адреса на стеке если они есть на новые

int origStackStart, origStackSize;

};

Работа же самого алгоритма разделена на две части: в родительском потоке мы подготавливаем данные для того, чтобы в дочернем потоке отрисовать нужные кадры стека. Вторым же этапом восстанавливаются данные в дочернем потоке, накладываясь на свой собственный стек потока исполнения, имитируя, таким образом, вызовы методов, которые в реальности вызваны не были.

### Метод подготовки к копированию

Описание кода я буду делать блоками. Т.е. единый код будет разбит на части, и каждая из частей будет отдельно прокомментирована. Итак, приступим. Когда внешний код вызывает Fork.CloneThread(), то через внутреннюю обёртку над неуправляемым кодом и через ряд дополнительных методов, если код работает под отладкой (так называемые debugger assistants). Именно поэтому мы в .NET части запомнили адрес переменной в стеке: для C++ метода этот адрес является своеобразной меткой: теперь мы точно знаем, какой участок стека мы можем спокойно копировать.

int AdvancedThreading\_Unmanaged::ForkImpl()

{

StackInfo copy;

StackInfo\* info;

Первым делом, до того как произойдёт хоть какая-то операция, чтобы не получить запорченные регистры, мы их копируем локально. Также дополнительно необходимо сохранить адрес кода, куда будет сделан goto, когда в дочернем потоке стек будет сымитирован, и необходимо будет произвести процеруду выхода из CloneThread из дочернего потока. В качестве "точки выхода" мы выбираем JmpPointOnMethodsChainCallEmulation и не просто так: после операции сохранения этого адреса "на будущее" мы дополнительно закладываем в стек число 0.

// Save ALL registers

\_asm

{

mov copy.EAX, EAX

mov copy.EBX, EBX

mov copy.ECX, ECX

mov copy.EDX, EBX

mov copy.EDI, EDI

mov copy.ESI, ESI

mov copy.EBP, EBP

mov copy.ESP, ESP

// Save CS:EIP for far jmp

mov copy.CS, CS

mov copy.EIP, offset JmpPointOnMethodsChainCallEmulation

// Save mark for this method, from what place it was called

push 0

}

После чего, после JmpPointOnMethodsChainCallEmulation мы достаём это число из стека и проверяем: там лежит 0? Если да, мы находимся в том же самом потоке: а значит у нас ещё много дел, и мы переходим на NonClonned. Если же там не 0, а по факту 1, это значит, что дочерний поток закончил "дорисовку" стека потока до необходимого состояния, положил на стек число 1 и сделал goto в эту точку (замечу, что goto он делает из другого метода). А это значит, что настало время для выхода из CloneThread в дочернем потоке, вызов которого был сымитирован.

JmpPointOnMethodsChainCallEmulation:

\_asm

{

pop EAX

cmp EAX, 0

je NonClonned

pop EBP

mov EAX, 1

ret

}

NonClonned:

Хорошо, мы убедились, что мы все ещё мы, а значит надо подготовить данные для дочернего потока. Чтобы более не спускаться на уровень ассемблера, работать мы будем со структурой ранее сохранённых регистров. Достанем из неё значение регистра EBP: он по сути является полем "Next" в односвязном списке кардов стека. Перейдя по адресу, который там содержится, мы очутимся в кадре метода, который нас вызвал. Если и там возьмём первое поле и перейдём по тому адресу, то окажемся в ещё более раннем кадре. Так мы сможем дойти до managed части CloneThread: ведь мы сохранили адрес переменной в её стековом кадре, а значит, прекрасно знаем, где остановиться. Этой задачей и занимается цикл, приведённый ниже.

int \*curptr = (int \*)copy.EBP;

int frames = 0;

//

// Calculate frames count between current call and Fork.CloneTherad() call

//

while ((int)curptr < stacktop)

{

curptr = (int\*)\*curptr;

frames++;

}

Получив адрес начала кадра managed метода CloneThread, мы теперь знаем, сколько надо копировать для имитации вызова CloneThread из MakeFork. Однако поскольку нам MakeFork также нужен (наша задача выйти именно в него), то мы делаем дополнительно ещё один переход по односвязному списку: \*(int \*)curptr. После чего создаём массив под сохранение стека и сохраняем его простым копированием.

//

// We need to copy stack part from our method to user code method including its locals in stack

//

int localsStart = copy.EBP; // our EBP points to EBP value for parent method + saved ESI, EDI

int localsEnd = \*(int \*)curptr; // points to end of user's method's locals (additional leave)

byte \*arr = new byte[localsEnd - localsStart];

memcpy(arr, (void\*)localsStart, localsEnd - localsStart);

Ещё одна задача, которую надо будет решить, - это исправление адресов переменных, которые попали на стек и при этом указывающих на стек. Для решения этой проблемы мы получаем диапазон адресов, которые нам выделила операционная система под стек потока. Сохраняем полученную информацию и запукаем вторую часть процесса клонирования, запланировав делегат в пул потоков:

// Get information about stack pages

MEMORY\_BASIC\_INFORMATION \*stackData = new MEMORY\_BASIC\_INFORMATION();

VirtualQuery((void \*)copy.EBP, stackData, sizeof(MEMORY\_BASIC\_INFORMATION));

// fill StackInfo structure

info = new StackInfo(copy);

info->origStackStart = (int)stackData->BaseAddress;

info->origStackSize = (int)stackData->RegionSize;

info->frame = arr;

info->size = (localsEnd - localsStart);

// call managed ThreadPool.QueueUserWorkitem to make fork

MakeManagedThread(this, info);

return 0;

}

### Метод восстановления из копии

Этот метод вызывается как результат работы предыдущего: нам переданы копия участка стека родительского потока, а также полный набор его регистров. Наша задача в нашем потоке, взятом из пула потоков, дорисовать все вызовы, скопированные из родительского потока таким образом, как будто мы сами их осуществили. Завершив работу, MakeFork дочернего потока попадёт обратно в этот метод, который, завершив работу, освободит поток и вернёт его в пул потоков.

void AdvancedThreading\_Unmanaged::InForkedThread(StackInfo \* stackCopy)

{

StackInfo copy;

Первым делом мы сохраняем значения рабочих регистров, чтобы, когда MakeFork завершит свою работу, мы смогли их безболезненно восставновить. Чтобы в дальнейшем минимально влиять на регистры, мы выгружаем переданные нам параметры к себе на стек. Доступ к ним будет идти только через SS:ESP, что для нас будет предсказуемым.

short CS\_EIP[3];

// Save original registers to restore

\_\_asm pushad

// safe copy w-out changing registers

for(int i = 0; i < sizeof(StackInfo); i++)

((byte \*)&copy)[i] = ((byte \*)stackCopy)[i];

// Setup FWORD for far jmp

\*(int\*)CS\_EIP = copy.EIP;

CS\_EIP[2] = copy.CS;

Наша следующая задача - это исправить в копии стека значения EBP, которые образуют односвязный список кадров на их будущие новые положения. Для этого мы рассчитываем дельту между адресом нашего стека потока и родительского стека потока, дельту между копией диапазона стека родительского потока и самим родительским потоком.

// calculate ranges

int beg = (int)copy.frame;

int size = copy.size;

int baseFrom = (int) copy.origStackStart;

int baseTo = baseFrom + (int)copy.origStackSize;

int ESPr;

\_\_asm mov ESPr, ESP

// target = EBP[ - locals - EBP - ret - whole stack frames copy]

int targetToCopy = ESPr - 8 - size;

// offset between parent stack and current stack;

int delta\_to\_target = (int)targetToCopy - (int)copy.EBP;

// offset between parent stack start and its copy;

int delta\_to\_copy = (int)copy.frame - (int)copy.EBP;

Используя эти данные, мы в цикле идём по копии стека и исправляем адреса на их будущие новые положения.

// In stack copy we have many saved EPBs, which where actually one-way linked list.

// we need to fix copy to make these pointers correct for our thread's stack.

int ebp\_cur = beg;

while(true)

{

int val = \*(int\*)ebp\_cur;

if(baseFrom <= val && val < baseTo)

{

int localOffset = val + delta\_to\_copy;

\*(int \*)ebp\_cur += delta\_to\_target;

ebp\_cur = localOffset;

}

else

break;

}

Когда правка односвязного списка завершена, мы должны исправить значения регистров в их копии, чтобы, если там присутствуют ссылки на стек, они были бы исправлены. Тут на самом деле алгоритм совсем не точен. Ведь если там по некоторой случайности окажется не удачное число из диапазона адресов стека, то оно будет исправлено по ошибке. Но наша задача не для продукта концепт написать, а просто понять работу стека потока. Потому для этих целей нам данная методика подойдёт.

CHECKREF(EAX);

CHECKREF(EBX);

CHECKREF(ECX);

CHECKREF(EDX);

CHECKREF(ESI);

CHECKREF(EDI);

Теперь, основная и самая ответственная часть. Когда мы скопируем в конец нашего стека копию диапазона родительского, все будет хорошо до момента, когда MakeFork в дочернем потоке захочет выйти (сделать return). Нам надо указать ему, куда он должен выйти. Для этого мы также имитируем вызов самого 'MakeFork' из этого метода. Мы закладываем в стек адрес метки RestorePointAfterClonnedExited, как будто инструкция процессора call заложила в стек адрес возврата, а также положили текущий EBP, сымитировав построение односвязного списка цепочек кадров методов. После чего закладываем в стек обычной операцией push копию родительского стека тем самым отрисовав все методы, которые были вызваны в родительском стеке из метода MakeFork, включая его самого. Стек готов!

// prepare for \_\_asm nret

\_\_asm push offset RestorePointAfterClonnedExited

\_\_asm push EBP

for(int i = (size >> 2) - 1; i >= 0; i--)

{

int val = ((int \*)beg)[i];

\_\_asm push val;

};

Далее поскольку мы также должны восстановить и регистры, восстанавливаем и их самих.

// restore registers, push 1 for Fork() and jmp

\_asm {

push copy.EAX

push copy.EBX

push copy.ECX

push copy.EDX

push copy.ESI

push copy.EDI

pop EDI

pop ESI

pop EDX

pop ECX

pop EBX

pop EAX

А вот теперь самое время вспомнить тот странный код с закладыванием 0 в стек и проверки на 0. В этом потоке мы закладываем 1 и делаем дальний jmp в код метода ForkImpl. Ведь по стеку мы находимся именно там, а реально все ещё тут. Когда мы туда попадём, то ForkImpl распознает смену потока и осуществит выход в метод MakeFork, который, завершив работу, попадёт в точку RestorePointAfterClonnedExited, т.к. немного ранее мы сымтировали вызов MakeFork из этой точки. Восстановив регистры до состояния "только что вызваны из TheadPool", мы завершаем работу, отдавая поток в пул потоков.

push 1

jmp fword ptr CS\_EIP

}

RestorePointAfterClonnedExited:

// Restore original registers

\_\_asm popad

return;

}

Проверим? Это - скриншот до вызова клонирования потока:
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И после:

[![https://github.com/sidristij/dotnetbook/raw/master/book/ru/Memory/imgs/ThreadStack/ForkAfterEnter.png](data:image/png;base64,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)](https://github.com/sidristij/dotnetbook/blob/master/book/ru/Memory/imgs/ThreadStack/ForkAfterEnter.png)

Как мы видим, теперь вместо одного потока внутри ForkImpl мы видим два. И оба - вышли из этого метода.

# Пара слов об уровне пониже

Если мы заглянем краем глаза на ещё более низкий уровень, то узнаем или же вспомним, что память на самом деле является виртуальной и что она поделена на страницы объёмом 8 или 4 Кб. Каждая такая страница может физически существовать или же нет. А если она существует, то может быть отображена на файл или же реальную оперативную память. Именно этот механизм виртуализации позволяет приложениям иметь раздельную друг от друга память и обеспечивает уровни безопасности между приложением и операционной системой. При чем же здесь стек потока? Как и любая другая оперативная память приложения стек потока является её частью и также состоит из страниц объёмом 4 или 8 Кб. По краям от выделенного для стека пространства находятся две страницы, доступ к которым приводит к системному исключению, нотифицирующему операционную систему о том, что приложение пытается обратиться в невыделенный участок памяти. Внутри этого региона реально выделенными участками являются только те страницы, к которым обратилось приложение: т.е. если приложение резервирует под поток 2Мб памяти, это не значит, что они будут выделены сразу же. Отнюдь, они будут выделены по требованию: если стек потока вырастет до 1 Мб, это будет означать, что приложение получило именно 1 Мб оперативной памяти под стек.

Когда приложение резервирует память под локальные переменные, то происходят две вещи: наращивается значение регистра ESP и зануляется память под сами переменные. Поэтому, когда вы напишете рекурсивный метод, который уходит в бесконечную рекурсию, вы получите StackOverflowException: заняв всю выделенную под стек память (весь доступный регион), вы напоритесь на специальную страницу, Guard Page, доступ к которой вызовет нотификацию операционной системы, которая инициирует StackOverflow уровня ОС, которое уйдёт в .NET, будет перехвачено и выбросется исключение StackOverflowException для .NET приложения.

# Выделение памяти на стеке: stackalloc

В C# существует достаточно интересное и очень редко используемое ключевое слово stackalloc. Оно настолько редко встречается в коде (тут я даже со словом "немного" преуменьшил. Скорее, "никогда"), что найти подходящий пример его использования достаточно трудно, а уж придумать тем более трудно: ведь если что-то редко используется, то и опыт работы с ним слишком мал. А все почему? Потому что для тех, кто наконец решается выяснить, что делает эта команда, stackalloc становится более пугающим чем полезным: тёмная сторона stackalloc - unsafe код. Тот результат, что он возвращает не является managed указателем: значение - обычный указатель на участок не защищённой памяти. Причём если по этому адресу сделать запись уже после того, как метод завершил работу, вы начнёте писать в локальные переменные некоторого метода или же вообще перетрёте адрес возврата из метода, после чего приложение закончит работу с ошибкой. Однако наша задача - проникнуть в самые уголки и разобраться, что в них скрыто. И понять, в частности, что если нам дали этот инструмент, то не просто же так, чтобы мы смогли найти секретные грабли и наступить на них со всего маху. Наоборот: нам дали этот инструмент чтобы мы смогли им воспользоваться и делать поистине быстрый софт. Я, надеюсь, вдохновил вас? Тогда начнём.

Чтобы найти правильные примеры использования этого ключевого слова надо проследовать прежде всего к его авторам: компании Microsoft и посмотреть как его используют они. Сделать это можно поискав полнотекстовым поиском по репозиторию [coreclr](https://github.com/dotnet/coreclr). Помимо различных тестов самого ключевого слова мы найдём не более 25 использований этого ключевого слова по коду библиотеки. Я надеюсь, что в предыдущем абзаце я достаточно сильно вас мотивировал, чтобы вы не остановили чтение, увидев эту маленькую цифру, и не закрыли мой труд. Скажу честно: команда CLR куда более дальновидная и профессиональная чем команда .NET Framework. И если она что-то сделала, то это нам сильно в чем-то должно помочь. А если это не использовано в .NET Framework... Ну, тут можно предположить, что там не все инженеры в курсе, что есть такой мощный инструмент оптимизации. Иначе бы объёмы его использования были бы гораздо больше.

**Класс Interop.ReadDir** [/src/mscorlib/shared/Interop/Unix/System.Native/Interop.ReadDir.cs](https://github.com/dotnet/coreclr/blob/b29f6328510207970763580d6f4db864e4b198af/src/mscorlib/shared/Interop/Unix/System.Native/Interop.ReadDir.cs#L71-L83)

unsafe

{

// s\_readBufferSize is zero when the native implementation does not support reading into a buffer.

byte\* buffer = stackalloc byte[s\_readBufferSize];

InternalDirectoryEntry temp;

int ret = ReadDirR(dir.DangerousGetHandle(), buffer, s\_readBufferSize, out temp);

// We copy data into DirectoryEntry to ensure there are no dangling references.

outputEntry = ret == 0 ?

new DirectoryEntry() { InodeName = GetDirectoryEntryName(temp), InodeType = temp.InodeType } :

default(DirectoryEntry);

return ret;

}

Для чего здесь используется stackalloc? Как мы видим, после выделения памяти код уходит в unsafe метод для заполнения созданного буфера данными. Т.е. unsafe метод, которому необходим участок для записи, выделяется место прямо на стеке: динамически. Это отличная оптимизация, если учесть, что альтернативы: запросить участок памяти у Windows или fixed (pinned) массив .NET, который помимо нагрузки на кучу нагружает GC тем, что массив прибивается гвоздями, чтобы GC его не пододвинул во время доступа к его данным. Выделяя память на стеке, мы не рискуем ничем: выделение происходит почти моментально, и мы можем совершенно спокойно заполнить его данными и выйти из метода. А вместе с выходом из метода исчезнет и stack frame метода. В общем, экономия времени значительнейшая.

Давайте рассмотрим ещё один пример:

**Класс Number.Formatting::FormatDecimal** [/src/mscorlib/shared/System/Number.Formatting.cs](https://github.com/dotnet/coreclr/blob/efebb38f3c18425c57f94ff910a50e038d13c848/src/mscorlib/shared/System/Number.Formatting.cs#L287-L311)

public static string FormatDecimal(decimal value, ReadOnlySpan<char> format, NumberFormatInfo info)

{

char fmt = ParseFormatSpecifier(format, out int digits);

NumberBuffer number = default;

DecimalToNumber(value, ref number);

ValueStringBuilder sb;

unsafe

{

char\* stackPtr = stackalloc char[CharStackBufferSize];

sb = new ValueStringBuilder(new Span<char>(stackPtr, CharStackBufferSize));

}

if (fmt != 0)

{

NumberToString(ref sb, ref number, fmt, digits, info, isDecimal:true);

}

else

{

NumberToStringFormat(ref sb, ref number, format, info);

}

return sb.ToString();

}

Это - пример форматирования чисел, опирающийся на ещё более интересный пример класса [ValueStringBuilder](https://github.com/dotnet/coreclr/blob/efebb38f3c18425c57f94ff910a50e038d13c848/src/mscorlib/shared/System/Text/ValueStringBuilder.cs), работающий на основе Span<T>. Суть данного участка кода в том, что для того чтобы собрать текстовое представление форматированного числа максимально быстро, код не использует выделения памяти под буфер накопления символов. Этот прекрасный код выделяет память прямо в стековом кадре метода, обеспечивая тем самым отсутствие работы сборщика мусора по экземплярам StringBuilder, если бы метод работал на его основе. Плюс уменьшается время работы самого метода: выделение памяти в куче тоже время занимает. А использование типа Span<T> вместо голых указателей вносит чувство безопасности в работу кода, основанного на stackalloc.

Также, перед тем как перейти к выводам, стоит упомянуть, как делать нельзя. Другими словами, какой код может работать хорошо, но в один прекрасный момент выстрелит в самый не подходящий момент. Опять же, рассмотрим пример:

void GenerateNoise(int noiseLength)

{

var buf = new Span(stackalloc int[noiseLength]);

// generate noise

}

Код мал да удал: нельзя вот так брать и передавать размер для выделения памяти на стеке извне. Если вам так нужен заданный снаружи размер, примите сам буфер:

void GenerateNoise(Span<int> noiseBuf)

{

// generate noise

}

Этот код гораздо информативнее, т.к. заставляет пользователя задуматься и быть аккуратным при выборе чисел. Первый вариант при неудачно сложившихся обстоятельствах может выбросить StackOverflowException при достаточно неглубоком положении метода в стеке потока: достаточно передать большое число в качестве параметра. Второй вариант, когда размер принимать всё-таки можно - это когда этот метод вызывается в конкретных случаях и при этом вызывающий код "знает" алгоритм работы этого метода. Без знания о внутреннем устройстве метода нет конкретного понимания возможного диапазона для noiseLength и как следствие - возможны ошибки

Вторая проблема, которую я вижу: если нам случайным образом не удалось попасть в размер того буфера, который мы сами себе выделили на стеке, а терять работоспособность мы не хотим, то, конечно, можно пойти несколькими путями: либо довыделить памяти, опять же на стеке, либо выделить её в куче. Причём, скорее всего второй вариант в большинстве случаев окажется более предпочтительным (так и поступили в случае ValueStringBuffer), т.к. более безопасен с точки зрения получения StackOverflowException.

## Выводы к stackalloc

Итак, для чего же лучше всего использовать stackalloc?

* Для работы с неуправляемым кодом, когда необходимо заполнить неуправляемым методом некоторый буфер данных или же принять от неуправляемого метода некий буфер данных, который будет использоваться в рамках жизни тела метода;
* Для методов, которым нужен массив, но опять же на время работы самого метода. Пример с форматированием очень хороший: этот метод может вызываться слишком часто чтобы он выделял временные массивы в куче;

Использование данного аллокатора может сильно повысить производительность ваших приложений.

# Выводы к разделу

Конечно же, в общем виде нам нет надобности редактировать стек в продуктовом коде: только если захочется занять своё свободное время интересной задачкой. Однако понимание его структуры даёт нам видимость простоты задачи получения данных из него и его редактирования. Т.е. если вы разработаете API для расширения функционала вашего приложения и если это API не предоставляет доступа к каким-либо данным это не значит что эти данные невозможно получить. Потому всегда проверяйте ваше приложение на устойчивость к взломам.

# Время жизни сущностей

Один из вопросов, которые могут очень сильно влиять на производительность наших приложений - это политика выбора типа сущности: класс или структура, и контроль за их временем жизни. Ведь архитекторы платформы не просто так выделили для нас эти два типа данных. Это деление в первую очередь обусловлено возможностями оптимизации приложений, архитектура которых учитывает особенности обоих групп типов.

Как уже было сказано в главе [Ссылочные и значимые типы данных](https://github.com/sidristij/dotnetbook/blob/master/book/ru/ReferenceTypesVsValueTypes.md), огромным преимуществом значимых типов данных является то, что их не надо аллоцировать. Т.е. другими словами если кто-то располагает экземпляр значимого типа в локальных переменных или параметрах метода, то расположение идёт на стеке (не выделяя дополнительной памяти в куче). Эта операция - та, о которой вам надо мечтать, т.к. именно она максимально быстра и эффективна. Если же структура располагается в полях ссылочного типа (класса), то под нее операция выделения памяти также не вызывается: ведь она является структурной частью этого ссылочного типа. Однако всё гораздо сложнее с ссылочными типами. Ведь, если речь идет о них, то мы имеем целый набор сложностей при выделении памяти под их экземпляры. Причём, что самое печальное, а может быть даже обидное - от нас почти никак не зависит, на какой из алгоритмов выделения памяти мы напоремся: на самый быстрый вариант из четырёх или же на самый тяжеловесный.

## Ссылочные типы

### Общий обзор

Для целостности картины при дальнейшем чтении рассмотрим особенности времени жизни экземпляров ссылочных типов данных. Ссылочные типы обладают следующими свойствами в вопросе времени собственной жизни:

* У ссылочных типов в отличии от значимых детерменированное начало жизни. Другими словами они порождаются тогда и только тогда, когда кто-либо запросил их создание;
* Однако, они имеют недетерменированный освобождение: мы не знаем, когда произойдет освобождение памяти из под них. Мы не можем вызвать GC для конкретного экземпляра даже для случая с Large Objects Heap, где эта операция могла бы быть вполне уместна;

Эти два свойства дают нам немного пищи для размышлений:

* экземпляры классов уничтожаются в случайное время в неопределенно отдаленном будущем;
* их уничтожение обуславливается утерей ссылок на них;
* поэтому с одной стороны это значит, что операция освобождения последней ссылки на объект превращается в детерменированную операцию "удаления" объекта из зоны видимости приложения. Он ещё есть, существует, но недосягаем для всего остального приложения;
* однако, с другой стороны мы далеко не всегда в курсе, какое именно обнуление ссылки будет последним, что лишает нас свойства детерменированности в обнулении последней ссылки.

Еще одним очень важным свойством является наличие виртуального метода финализации объекта. Этот метод вызывается во время срабатывания сборщика мусора: т.е. в неопределенном будущем. И необходим данный метод для одного: корректного закрытия неуправляемых ресурсов, которыми владеет объект в тех и только тех случаях, когда что-то пошло не так (например, было выброшено исключение) и программа более не сможет самостоятено это сделать (код, который отвечает за освобождение данных ресурсов никогда более не вызовется вследствие срабатывания исключительной ситуации). И, поскольку время вызова данного метода ровно как и освобождение памяти из под объекта от нас не зависят, его вызов также не является детерменированным. Мало того, он является асинхронным, т.к. осуществяется в отдельном потоке во время исполнения приложения. Это важно помнить, т.к. если, например, ваше приложение имеет логику повторной попытки работы с ресурсом и если произошла какая-то ошибка (например, ThreadAbortException), в результате которой ресурсы "повисли" в очереди на финализацию, то это значит, что вы не сможете открыть этот ресурс (например, файл), пока не отработает очередь на финализацию, в которой этот ресурс будет освобождён.

Однако, там где есть неопределенность, программисту всегда хочется внести определенность и как результат, возник интерфейс IDisposable, речь о котором пойдет чуть позже, в следующей главе. Я сейчас могу сказать лишь одно: он реализуется если необходимо, чтобы внешний код мог самостоятельно отдать команду на освобождение ресурсов объекта. Т.е. детерменированно сообщить объекту, что он более не нужен.

### В защиту текущего подхода

Мы никогда не задумывались (а может только я?) над тем, что было бы, будь всё по-другому: если бы память освобождалась детерменированно. Текущий подход с автоматической памятью, когда мы не задумываемся, где выделять объекты и когда их освобождать нам не всегда нравится: ведь бывают случаи, когда готовых к освобождению объектов накапливается слишком много и их освобождение тормозит всё приложение. Однако, в защиту текущего подхода давайте немного отвлечемся на сценарии, о которых иногда начинаешь задумываться, мечтая сменить текущий набор алгоритмов:

* если вместо того чтобы освобождать объекты по срабатыванию GC мы будем освобождать их с потерей последней ссылки, что произойдёт? Вот наш код присваивает некоторой переменной null. Тогда получается, что на каждом присвоении необходимо проверять, идёт ли присвоение null или какой-либо другой рабочей ссылки. Если да, то надо понять, последняя ли это была ссылка. Каждый раз считать входящие с кучи ссылки, перебирая все объекты SOH/LOH - дорого. Значит, надо чтобы каждый объект считал все входящие ссылки сам: инкрементируя и декрементируя счётчик на каждой операции. Это - дополнительное место + дополнительные действия. Плюс ко всему получается, что мы уже не можем сжимать кучу: после каждого присваивания это делать слишком дорого: подходит только метод Sweep. Как мы видим, уже на поверхности всплывает очень много проблем, не говоря уже о подробностях;
* если ввести оператор delete, чтобы как в C++ освобождать объекты по требованию, дополнительно воскрешает деструктор, как средство детерменированного освобождения памяти: ведь если мы освобождаем объект оператором delete, необходимо таким же образом освобождать те объекты, которыми этот объект владеет. Значит, необходим метод, который будет вызываться при разрушении объекта: деструктор экземпляра типа. Это приведет к увеличению сложности разработки и удорожанию сопровождения программ: утечки будут постоянно. Плюс ко всему прочему возникнет путаница при освобождении памяти: мы лишаемся возможности освобождать её в последней точке использования. Т.е. теперь мы должны это делать в строго отведенном месте.
* если вводить смешанный алгоритм: в целом чтобы работало как сейчас, но чтобы был оператор delete. Например, вы мне скажете, вам захочется освобождать массивы данных, которые были использованы под скачивание изображений ровно в определенный момент. Потому что если наше приложение качает изображения друг за другом и при этом они достаточно быстро становятся не нужны, то мы вхолостую выделяем кучу памяти, которая быстро копится и приводит к вызову GC. Это особенно актуально для мобильных приложений на Xamarin и элемента управления "виртуальный список", где при быстром скролле изображений они в больших количествах грузятся, а потом становятся ненужными. Если удалять их сразу, то не будет ситуации с большим GC, который испортит анимацию прокрутки. Однако, тут возникнут сложности для GC. При ручном освобождении памяти, последняя в свою очередь станет фрагментирована и может перестать вмещать в себя те массивы данных, которые вы запросите под следующие изображения. Как следствие - всё равно произойдет GC. Если блоки памяти с ручным управлением располагать в LOH, то ручное освобождение хорошо "ляжет" на его алгоритмы. Однако, всё также будет приводить к фрагментации и дальнейшему срабатыванию полного GC. Единственно верное решение - использовать пул массивов и Span/Memory для доступа к поддиапазону индексов. Но тогда зачем вводить delete?

Тогда получается, что текущее решение - прекрасно и надо просто научиться им правильно пользоваться. Этим мы чуть позже и займемся.

### Предварительные выводы

Из всего сказанного можно увидеть, что у любого объекта есть некоторое время его существования. Это может показаться тривиальной мыслью, которая лежит на поверхности, но не все так однозначно:

* важно понимать, как, когда и при каких иных условиях объект создается. Ведь его создание занимает некоторое не всегда короткое время. И вы не можете заранее угадать, по какому алгоритму он будет создан: простым переносом указателя в случае наличия места в allocation context, вследтвие необходимости расширения или переноса allocation context, необходимости сжатия эфимерного сегмента или же необходимости создания нового эфимерного сегмента с его полным структурированием;
* также стоит понимать, насколько "популярным" будет объект во время его жизни и как долго он будет существовать: какое количество иных объектов будет на него ссылаться и как долго. Этот фактор влияет как на сборку мусора, фрагментацию кучи, время создания других объектов и что самое интересное - на время обхода графа объектов в фазе маркировки достижимых объектов сборщиком мусора;
* а также, что логично и очень важно: как объект будет достигать состояния освобождения (состояние выброшенности звучит грустно). Это значит, будет ли осуществляться детерменированное его разрушение или нет. Например, при помощи IDisposable.Dispose
* и освобождаться - быть подхваченным Garbage Collector'ом с дальнейшей возможностью вызова финализатора.

Каждый из этих этапов определяет производительность приложения и логичность его архитектуры. Рассмотрим каждый этап в отдельности.

## Создание объекта

Все начинается с операции запроса памяти к подсистеме управления памятью:

var x = new A();

Эта казалось бы самая простая операция платформы .NET кроет в себе огромный пласт работы, который будет описан в отдельной главе.
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**Шаблон Disposable (Disposable Design Principle)**

[Ссылка на обсуждение](https://github.com/sidristij/dotnetbook/issues/54)

Сейчас, наверное, практически любой программист, который разрабатывает на платформе .NET, скажет, что ничего проще этого паттерна нет. Что это известный из известнейших шаблонов, которые применяются на платформе. Однако даже в самой простой и известнейшей проблемной области всегда найдется второе дно, а за ним еще ряд скрытых кармашков, в которые вы никогда не заглядывали. Однако, как для тех, кто смотрит тему впервые, так и для всех прочих (просто для того, чтобы каждый из вас вспомнил основы (не пропускайте эти абзацы (я слежу!))) - опишем всё от самого начала и до самого конца.

**IDisposable**

Если спросить, что такое IDisposable, вы наверняка ответите, что это

public interface IDisposable

{

void Dispose();

}

Для чего же создан интерфейс? Ведь если у нас есть умный Garbage Collector, который за нас чистит всю память и делает так, чтобы мы вообще не задумывались о том, как её чистить, то становится не совсем понятно, зачем её вообще заниматься этим вопросом. Однако есть нюансы. Существует некоторое заблуждение, что IDisposable сделан, чтобы освобождать неуправляемые ресурсы. И это только часть правды. Чтобы одномоментно понять, что это не так, достаточно вспомнить примеры неуправляемых ресурсов. Является ли неуправляемым класс File? Нет. Может быть, DbContext? И опять же - нет. Неуправляемый ресурс - это то, что не входит в систему типов .NET. То, что не было создано платформой, и находящееся вне её скоупа. Простой пример - это дескриптор открытого файла в операционной системе. Дескриптор - это некоторое число, которое однозначно идентифицирует открытый операционной системой файл. Не вами, а именно операционной системой (вы только просите, а открывает его всё-таки оперционная система). Т.е. все управляющие структуры (такие как координаты файла на файловой системе, его фрагменты в случае фрагментации и прочая служебная информация, номера цилиндра, головки, сектора - в случае магнитного HDD) находятся не внутри платформы .NET, а внутри ОС. И единственным неуправляемым ресурсом, который уходит в платформу .NET, является IntPtr - число. Это число в свою очередь оборачивается FileSafeHandle, который в свою очередь оборачивается классом File. Т.е. класс File сам по себе неуправляемым ресурсом не является, но аккумулирует в себе, используя дополнительную прослойку в виде IntPtr, неуправляемый ресурс – дескриптор открытого файла. Как происходит чтение из такого файла? Через ряд методов WinAPI или ОС Linux.

Вторым примером неуправляемых ресурсов являются примитивы синхронизации в многопоточных и мультипроцессных программах. Такие как мьютексы, семафоры. Или же массивы данных, которые передаются через P/Invoke.

Стоит заметить, что ОС не просто передаёт приложению дескриптор неуправляемого ресурса, но дополнительно сохраняет его в таблице открытых дескрипторов процесса. Cохраняя при этом за собой возможность корректного закрытия этих ресурсов при завершении работы приложения. Т.е. другими словами при выходе из приложения ресурсы закрыты будут в любом случае. Однако время работы приложения может быть разным и как результат - можно получить заблокированный надолго ресурс.

Хорошо. С неуправляемыми ресурсами разобрались. Зачем же IDisposable в этих случаях? Затем, что .NET Framework понятия не имеет о том, что происходит там, где его нет. Если вы открываете файл при помощи функций ОС, .NET ничего об этом не узнаёт. Если вы выделите участок памяти под собственные нужды (например, при помощи VirtualAlloc), .NET также ничего об этом не узнает. А если он ничего об этом не знает, он не освободит память, которая была занята вызовом VirtualAlloc. Или не закроет файл, открытый напрямую через вызов API ОС. Последствия этого могут быть совершенно разными и непредсказуемыми. Вы можете получить OutOfMemory, если выделяете слишком много памяти и не будете её освобождать (а, например, по старой памяти будете просто обнулять указатель) либо заблокируете на долгое время файл на файловой шаре, если он был открыт через средства ОС, но не был закрыт. Пример с файловыми шарами особенно хорош, потому что блокировка останется даже после закрытия соединения с сервером - на стороне IIS. А прав на освобождение блокировки у вас может не быть и придётся делать запрос администраторам на iisreset либо ручное закрытие ресурсов при помощи специализированного ПО. Таким образом, решение этой проблемы может стать не тривиальной задачей на удалённом сервере.

Во всех этих случаях необходим универсальный и узнаваемый *протокол взаимодействия* между системой типов и программистом, который однозначно будет идентифицировать те типы, которые требуют принудительного закрытия. Этот *протокол* и есть интерфейс IDisposable. И звучит это примерно так: если тип содержит реализацию интерфейса IDisposable, то после того, как вы закончите работу с его экземпляром, вы обязаны вызвать Dispose().

И ровно по этой причине есть два стандартных пути его вызова. Ведь, как правило, вы либо создаёте экземпляр сущности, чтобы быстренько с ней поработать в рамках одного метода, либо в рамках времени жизни экземпляра этой сущности.

Первый вариант - это когда вы оборачиваете экземпляр в using(...){ ... }. Т.е. вы прямо указываете, что по окончании блока using объект должен быть уничтожен. Т.е. должен быть вызван Dispose(). Второй вариант - уничтожить его по окончании времени жизни объекта, который содержит ссылку на тот, который надо освободить. Но ведь в .NET кроме метода финализации нет ничего, что намекало бы на автоматическое уничтожение объекта. Правильно? Но финализация нам совсем не подходит по той причине, что она будет неизвестно когда вызвана. А нам надо освобождать именно тогда, когда необходимо нам: сразу после того, как нам более не нужен, например, открытый файл. Именно поэтому мы также должны реализовать IDisposable у себя и в методе Dispose вызвать Dispose у всех, кем мы владели, чтобы освободить и их тоже. Таким образом, мы соблюдаем *протокол*, и это очень важно. Ведь если кто-то начал соблюдать некий протокол, его должны соблюдать все участники процесса: иначе будут проблемы.

**Вариации реализации IDisposable**

Давайте пойдём в реализациях IDisposable от простого к сложному.

Первая и самая простая реализация, которая только может прийти в голову, - это просто взять и реализовать IDisposable:

public class ResourceHolder : IDisposable

{

DisposableResource \_anotherResource = new DisposableResource();

public void Dispose()

{

\_anotherResource.Dispose();

}

}

Т.е. для начала мы создаём экземпляр некоторого ресурса, который должен быть освобождён: этот ресурс и освобождается в методе Dispose(). Единственное, чего здесь нет и что делает реализацию не консистентной, - это возможность дальнейшей работы с экземпляром класса после его разрушения методом Dispose():

public class ResourceHolder : IDisposable

{

private DisposableResource \_anotherResource = new DisposableResource();

private bool \_disposed;

public void Dispose()

{

if(\_disposed) return;

\_anotherResource.Dispose();

\_disposed = true;

}

[MethodImpl(MethodImplOptions.AggressiveInlining)]

private void CheckDisposed()

{

if(\_disposed) {

throw new ObjectDisposedException();

}

}

}

Вызов CheckDisposed() необходимо вызывать первым выражением во всех публичных методах класса. Однако, если для разрушения управляемого ресурса, коим является DisposableResource, полученная структура класса ResourceHolder выглядит нормально, то для случай инкапсулирования неуправляемого ресурса - нет.

Давайте придумаем вариант с неуправляемым ресурсом.

public class FileWrapper : IDisposable

{

IntPtr \_handle;

public FileWrapper(string name)

{

\_handle = CreateFile(name, 0, 0, 0, 0, 0, IntPtr.Zero);

}

public void Dispose()

{

CloseHandle(\_handle);

}

[DllImport("kernel32.dll", EntryPoint = "CreateFile", SetLastError = true)]

private static extern IntPtr CreateFile(String lpFileName,

UInt32 dwDesiredAccess, UInt32 dwShareMode,

IntPtr lpSecurityAttributes, UInt32 dwCreationDisposition,

UInt32 dwFlagsAndAttributes,

IntPtr hTemplateFile);

[DllImport("kernel32.dll", SetLastError=true)]

private static extern bool CloseHandle(IntPtr hObject);

}

Так какая разница в поведении двух последних примеров? В первом варианте у нас описано взаимодействие управляемого ресурса с другим управляемым. Это означает, что в случае корректной работы программы ресурс будет освобождён в любом случае. Ведь DisposableResource у нас - управляемый, а значит, .NET CLR о нём прекрасно знает и, в случае некорректного поведения освободит из-под него память. Заметьте, что я намеренно не делаю никаких предположений о том, что тип DisposableResource инкапсулирует. Там может быть какая угодно логика и структура. Она может содержать как управляемые, так и неуправляемые ресурсы. *Нас это волновать не должно*. Нас же не просят каждый раз декомпилировать чужие библиотеки и смотреть, какие типы что используют: управляемые или неуправляемые ресурсы. А если *наш тип* использует неуправляемый ресурс, мы не можем этого не знать. Это мы делаем в классе FileWrapper. Так что же произойдёт в этом случае?

Если мы используем неуправляемые ресурсы, получается, что у нас опять же два варианта: когда всё хорошо и метод Dispose вызвался (тогда всё хорошо) и когда что-то случилось и метод Dispose отработать не смог. Сразу оговоримся, почему этого может не произойти:

* Если мы используем using(obj) { ... }, то во внутреннем блоке кода может возникнуть исключение, которое перехватывается блоком finally, который нам не видно (это синтаксический сахар C#). В этом блоке неявно вызываетcя Dispose. Однако есть случаи, когда этого не происходит. Например, StackOverflowException, который не перехватывается ни catch, ни finally. Это всегда надо учитывать. Ведь если у вас некий поток уйдёт в рекурсию и в некоторой точке вылетит по StackOverflowException, то те ресурсы, которые были захвачены и не были освобождены, забудутся рантаймом .NET. Ведь он понятия не имеет, как освобождать неуправляемые ресурсы: они повиснут в памяти до тех пор, пока ОС не освободит их сама (например, при выходе из вашей программы, а иногда и неопределённое время уже после завершения работы приложения).
* Если мы вызываем Dispose() из другого Dispose(). Тогда может так получиться, что опять же мы не сможем до него дойти. И тут вопрос вовсе не в забывчивости автора приложения: мол, забыл Dispose() вызвать. Нет. Опять же, вопрос в любых исключениях. Но теперь речь идёт не только об исключениях, обрушающих поток приложения. Тут уже речь идёт вообще о любых исключениях, которые приведут к тому, что алгоритм не дойдёт до вызова внешнего Dispose(), который вызовет наш.

Во всех таких случаях возникнет ситуация подвешенных в воздухе неуправляемых ресурсов. Ведь Garbage Collector понятия не имеет, что их нужно собрать. Максимум что он сделает - при очередном проходе поймёт, что на граф объектов, содержащих наш объект типа FileWrapper, потеряна последняя ссылка и память перетрётся теми объектами, на которые ссылки есть.

Как же защититься от подобного? Для этих случаев мы обязаны реализовать финализатор объекта. Финализатор не случайно имеет именно такое название. Это вовсе не деструктор, как может показаться изначально из-за схожести объявления финализаторов в C# и деструкторов в C++. Финализатор, в отличии от деструктора, вызовется *гарантированно*, тогда как деструктор может и не вызваться (ровно как и Dispose()). Финализатор вызывается, когда запускается Garbage Collection (пока этого знания достаточно, но по факту всё несколько сложнее), и предназначен для гарантированного освобождения захваченных ресурсов, если *что-то пошло не так*. И для случая освобождения неуправляемых ресурсов мы *обязаны* реализовывать финализатор. Также, повторюсь, из-за того, что финализатор вызывается при запуске GC, в общем случае вы понятия не имеете, когда это произойдёт.

Давайте расширим наш код:

public class FileWrapper : IDisposable

{

IntPtr \_handle;

public FileWrapper(string name)

{

\_handle = CreateFile(name, 0, 0, 0, 0, 0, IntPtr.Zero);

}

public void Dispose()

{

InternalDispose();

GC.SuppressFinalize(this);

}

private void InternalDispose()

{

CloseHandle(\_handle);

}

~FileWrapper()

{

InternalDispose();

}

/// other methods

}

Мы усилили пример знаниями о процессе финализации и тем самым обезопасили приложение от потери информации о ресурсах, если что-то пошло не так и Dispose() вызван не будет. Дополнительно, мы сделали вызов GC.SuppressFinalize для того, чтобы отключить финализацию экземпляра типа, если для него был вызван Dispose(). Нам же не надо дважды освобождать один и тот же ресурс? Также это стоит сделать по другой причине: мы снимаем нагрузку с очереди на финализацию, ускоряя случайный участок кода, в параллели с которым будет в случайном будущем отрабатывать финализация.

Теперь давайте ещё усилим наш пример:

public class FileWrapper : IDisposable

{

IntPtr \_handle;

bool \_disposed;

public FileWrapper(string name)

{

\_handle = CreateFile(name, 0, 0, 0, 0, 0, IntPtr.Zero);

}

public void Dispose()

{

if(\_disposed) return;

\_disposed = true;

InternalDispose();

GC.SuppressFinalize(this);

}

[MethodImpl(MethodImplOptions.AggressiveInlining)]

private void CheckDisposed()

{

if(\_disposed) {

throw new ObjectDisposedException();

}

}

private void InternalDispose()

{

CloseHandle(\_handle);

}

~FileWrapper()

{

InternalDispose();

}

/// other methods

}

Теперь наш пример реализации типа, инкапсулирующего неуправляемый ресурс, выглядит законченным. Повторный Dispose(), к сожалению, является де-факто стандартом платформы, и мы позволяем его вызвать. Замечу, что зачастую люди допускают повторный вызов Dispose() для того, чтобы избежать мороки с вызывающим кодом, и это не правильно. Однако пользователь вашей библиотеки с оглядкой на документацию MS может так не считать и допускать множественные вызовы Dispose(). Вызов же других публичных методов в любом случае ломает целостность объекта. Если мы разрушили объект, значит с ним работать более нельзя. Это в свою очередь означает, что мы обязаны вставлять вызов CheckDisposed в начало каждого публичного метода.

Однако в этом коде существует очень серьёзная проблема, которая не даст ему работать так, как задумали мы. Если мы вспомним, как отрабатывает процесс сборки мусора, то заметим одну деталь. При сборке мусора GC *в первую очередь* финализирует всё, что напрямую унаследовано от *Object*, после чего принимается за те объекты, которые реализуют *CriticalFinalizerObject*. У нас же получается, что оба класса, которые мы спроектировали, наследуют Object: и это проблема. Мы понятия не имеем, в каком порядке мы уйдём на "последнюю милю". Тем не менее, более высокоуровневый объект может пытаться работать с объектом, который хранит неуправляемый ресурс - в своём финализаторе (хотя это уже звучит как плохая идея). Тут нам бы сильно пригодился порядок финализации. И для того чтобы его задать - мы должны унаследовать наш тип, инкапсулирующий unmanaged ресурс, от CriticalFinalizerObject.

Вторая причина имеет более глубокие корни. Представьте себе, что вы позволили себе написать приложение, которое не сильно заботится о памяти. Аллоцирует в огромных количествах без кеширования и прочих премудростей. Однажды такое приложение завалится с OutOfMemoryException. А когда приложение падает с этим исключением, возникают особые условия исполнения кода: ему нельзя что-либо пытаться аллоцировать. Ведь это приведёт к повторному исключению, даже если предыдущее было поймано. Это вовсе не обозначает, что мы не должны создавать новые экземпляры объектов. К этому исключению может привести обычный вызов метода. Например, вызов метода финализации. Напомню, что методы компилируются тогда, когда они вызываются в первый раз. И это обычное поведение. Как же уберечься от этой проблемы? Достаточно легко. Если вы унаследуете объект от *CriticalFinalizerObject*, то *все* методы этого типа будут компилироваться сразу же, при загрузке типа в память. Мало того, если вы пометите методы атрибутом *[PrePrepareMethod]*, то они также будут предварительно скомпилированы и будут безопасными с точки зрения вызова при нехватке ресурсов.

Почему это так важно? Зачем тратить так много усилий на тех, кто уйдёт в мир иной? А всё дело в том, что неуправляемые ресурсы могут повиснуть в системе очень надолго. Даже после того, как ваше приложение завершит работу. Даже после перезагрузки компьютера: если пользователь открыл в вашем приложении файл с сетевого диска, тот будет заблокирован удалённым хостом и отпущен либо по тайм-ауту, либо когда вы освободите ресурс, закрыв файл. Если ваше приложение вылетит в момент открытого файла, то он не будет закрыт даже после перезагрузки. Придётся ждать достаточно продолжительное время для того, чтобы удалённый хост отпустил бы его. Плюс ко всему вам нельзя допускать выброса исключений в финализаторах - это приведёт к ускоренной гибели CLR и окончательному выбросу из приложения: вызовы финализаторов не оборачиваются *try .. catch*. Т.е. освобождая ресурс, вам надо быть уверенными в том, что он ещё может быть освобождён. И последний не менее интересный факт - если CLR осуществляет аварийную выгрузку домена, финализаторы типов, производных от *CriticalFinalizerObject*, также будут вызваны, в отличие от тех, кто наследовался напрямую от *Object*.

**SafeHandle / CriticalHandle / SafeBuffer / производные**

У меня есть некоторое ощущение, что я для вас сейчас открою ящик Пандоры. Давайте поговорим про специальные типы: SafeHandle, CriticalHandle и их производные. И закончим уже, наконец, наш шаблон типа, предоставляющего доступ к unmanaged ресурсу. Но перёд этим давайте попробуем перечислить всё, что к нам *обычно* идёт из unmanaged мира:

* Первое и самое ожидаемое, что оттуда обычно идёт, - это дескрипторы (handles). Для разработчика .NET это может быть абсолютно пустым словом, но это очень важная составляющая мира операционных систем. По своей сути handle - это 32-х либо 64-х разрядное число, определяющее открытую сессию взаимодействия с операционной системой. Т.е., например, открываете вы файл, чтобы с ним поработать, а в ответ от WinApi-функции получили дескриптор. После чего, используя его, можете продолжать работать именно с ним: делаете *Seek*, *Read*, *Write* операции. Второй пример: открываете сокет для работы с сетью. И опять же: операционная система отдаст вам дескриптор. В мире .NET дескрипторы хранятся в типе *IntPtr*;
* Второе - это массивы данных. Существует несколько путей работы с неуправляемыми массивами: либо работать с ним через unsafe код (ключевое слово unsafe), либо использовать SafeBuffer, который обернёт буфер данных удобным .NET-классом. Замечу, что хоть первый способ быстрее (вы можете сильно оптимизировать циклы, например), то второй способ - намного безопаснее. Ведь он использует SafeHandle как основу для работы;
* Строки. Со строками всё несколько проще, потому что наша задача - определить формат и кодировку строки, которую мы забираем. Далее строка копируется к нам (класс string - immutable) и мы дальше ни о чём не думаем.
* ValueTypes, которые забираются копированием и о судьбе которых думать вообще нет никакой необходимости.

SafeHandle - это специальный класс .NET CLR, который наследует CriticalFinalizerObject и который призван обернуть дескрипторы операционной системы максимально безопасно и удобно.

[SecurityCritical, SecurityPermission(SecurityAction.InheritanceDemand, UnmanagedCode=true)]

public abstract class SafeHandle : CriticalFinalizerObject, IDisposable

{

protected IntPtr handle; // Дескриптор, пришедший от ОС

private int \_state; // Состояние (валидность, счётчик ссылок)

private bool \_ownsHandle; // Флаг возможности освободить handle. Может так получиться, что мы оборачиваем чужой handle и освобождать его не имеем права

private bool \_fullyInitialized; // Экземпляр проинициализирован

[ReliabilityContract(Consistency.WillNotCorruptState, Cer.MayFail)]

protected SafeHandle(IntPtr invalidHandleValue, bool ownsHandle)

{

}

// Финализатор по шаблону вызывает Dispose(false)

[SecuritySafeCritical]

~SafeHandle()

{

Dispose(false);

}

// Выставление hanlde может идти как вручную, так и при помощи p/invoke Marshal - автоматически

[ReliabilityContract(Consistency.WillNotCorruptState, Cer.Success)]

protected void SetHandle(IntPtr handle)

{

this.handle = handle;

}

// Метод необходим для того, чтобы с IntPtr можно было бы работать напрямую. Используется

// для определения того, удалось ли создать дескриптор, сравнив его с одим из ранее

// определённых известных значений. Обратите внимание, что метод опасен по двум причинам:

// - Если дескриптор отмечен как недопустимый с помощью SetHandleasInvalid, DangerousGetHandle

// то всё равно вернёт исходное значение дескриптора.

// - Возвращённый дескриптор может быть переиспользован в любом месте. Это может как минимум

// означать, что он без обратной связи перестанет работать. В худшем случае при прямой передаче

// IntPtr в другое место, он может уйти в ненадёжный код и стать вектором атаки на приложение

// через подмену ресурса на одном IntPtr

[ResourceExposure(ResourceScope.None), ReliabilityContract(Consistency.WillNotCorruptState, Cer.Success)]

public IntPtr DangerousGetHandle()

{

return handle;

}

// Ресурс закрыт (более не доступен для работы)

public bool IsClosed {

[ReliabilityContract(Consistency.WillNotCorruptState, Cer.Success)]

get { return (\_state & 1) == 1; }

}

// Ресурс не является доступным для работы. Вы можете переопределить свойство, изменив логику.

public abstract bool IsInvalid {

[ReliabilityContract(Consistency.WillNotCorruptState, Cer.Success)]

get;

}

// Закрытие ресурса через шаблон Close()

[SecurityCritical, ReliabilityContract(Consistency.WillNotCorruptState, Cer.Success)]

public void Close() {

Dispose(true);

}

// Закрытие ресурса через шаблон Dispose()

[SecuritySafeCritical, ReliabilityContract(Consistency.WillNotCorruptState, Cer.Success)]

public void Dispose() {

Dispose(true);

}

[SecurityCritical, ReliabilityContract(Consistency.WillNotCorruptState, Cer.Success)]

protected virtual void Dispose(bool disposing)

{

// ...

}

// Вы должны вызывать этот метод всякий раз, когда понимаете, что handle более не является рабочим.

// Если вы этого не сделаете, можете получить утечку

[SecurityCritical, ResourceExposure(ResourceScope.None)]

[ReliabilityContract(Consistency.WillNotCorruptState, Cer.Success)]

[MethodImplAttribute(MethodImplOptions.InternalCall)]

public extern void SetHandleAsInvalid();

// Переопределите данный метод, чтобы указать, каким образом необходимо освобождать

// ресурс. Необходимо быть крайне осторожным при написании кода, т.к. из него

// нельзя вызывать нескомпилированные методы, создавать новые объекты и бросать исключения.

// Возвращаемое значение -маркер успешности операции освобождения ресурсов.

// Причём если возвращаемое значение = false, будет брошено исключение

// SafeHandleCriticalFailure, которое в случае включённого SafeHandleCriticalFailure

// Managed Debugger Assistant войдёт в точку останова.

[ReliabilityContract(Consistency.WillNotCorruptState, Cer.Success)]

protected abstract bool ReleaseHandle();

// Работа со счётчиком ссылок. Будет объяснено далее по тексту

[SecurityCritical, ResourceExposure(ResourceScope.None)]

[ReliabilityContract(Consistency.WillNotCorruptState, Cer.MayFail)]

[MethodImplAttribute(MethodImplOptions.InternalCall)]

public extern void DangerousAddRef(ref bool success);

public extern void DangerousRelease();

}

Чтобы оценить полезность группы классов, производных от SafeHandle, достаточно вспомнить, чем хороши все .NET типы: автоматизированностью уборки мусора. Т.о., оборачивая неуправляемый ресурс, SafeHandle наделяет его такими же свойствами, т.к. является управляемым. Плюс ко всему он содержит внутренний счётчик внешних ссылок, которые не могут быть учтены CLR. Т.е. ссылками из unsafe кода. Вручную увеличивать и уменьшать счётчик нет почти никакой необходимости: когда вы объявляете любой тип, производный от SafeHandle, как параметр unsafe метода, то при входе в метод счётчик будет увеличен, а при выходе - уменьшён. Это свойство введено по той причине, что когда вы перешли в unsafe код, передав туда дескриптор, то в другом потоке (если вы, конечно, работаете с одним дескриптором из нескольких потоков) обнулив ссылку на него, получите собранный SafeHandle. Со счётчиком же ссылок всё проще: SafeHandle не будет собран, пока дополнительно не обнулится счётчик. Вот почему вручную менять счётчик не стоит. Либо это надо делать очень аккуратно: возвращая его, как только это становится возможным.

Второе назначение счётчика ссылок - это задание порядка финализации CriticalFinalizerObject, которые друг на друга ссылаются. Если один SafeHandle-based тип ссылается на другой SafeHandle-based тип, то в конструкторе ссылающегося необходимо дополнительно увеличить счётчик ссылок, а в методе ReleaseHandle - уменьшить. Таким образом, ваш объект не будет уничтожен, пока не будет уничтожен тот, на который вы сослались. Однако чтобы не путаться, стоит избегать таких ситуаций.

Давайте напишем финальный вариант нашего класса, но теперь уже с последними знаниями о SafeHandlers:

public class FileWrapper : IDisposable

{

SafeFileHandle \_handle;

bool \_disposed;

public FileWrapper(string name)

{

\_handle = CreateFile(name, 0, 0, 0, 0, 0, IntPtr.Zero);

}

public void Dispose()

{

if(\_disposed) return;

\_disposed = true;

\_handle.Dispose();

}

[MethodImpl(MethodImplOptions.AggressiveInlining)]

private void CheckDisposed()

{

if(\_disposed) {

throw new ObjectDisposedException();

}

}

[DllImport("kernel32.dll", EntryPoint = "CreateFile", SetLastError = true)]

private static extern SafeFileHandle CreateFile(String lpFileName,

UInt32 dwDesiredAccess, UInt32 dwShareMode,

IntPtr lpSecurityAttributes, UInt32 dwCreationDisposition,

UInt32 dwFlagsAndAttributes,

IntPtr hTemplateFile);

/// other methods

}

Что его отличает? Зная, что если в DllImport методе в качестве возвращаемого значения установить **любой** (в том числе и свой) SafeHandle-based тип, то Marshal его корректно создаст и проинициализирует, установив счётчик использований в 1, мы ставим тип SafeFileHandle в качестве возвращаемого для функции ядра CreateFile. Получив его, мы будем при вызове ReadFile и WriteFile использовать именно его (т.к. при вызове счётчик опять же увеличится, а при выходе - уменьшится, что даст нам гарантию существования handle на всё время чтения и записи в файл). Тип этот спроектирован корректно, а это значит, что он гарантированно закроет файловый дескриптор, даже когда процесс аварийно завершит свою работу. А это значит, что нам не надо реализовывать свой finalizer и всё, что с ним связано. Наш тип значительно упрощается.

**Срабатывание finalizer во время работы экземплярных методов**

В процессе сборки мусора есть одна оптимизация, направленная на то чтобы как можно раньше собрать наибольшее количество объектов. Давайте рассмотрим следующий код:

public void SampleMethod()

{

var obj = new object();

obj.ToString();

// ...

// Если в этой точке сработает GC, obj с некоторой степенью вероятности будет собрана

// т.к. она более не используется

// ...

Console.ReadLine();

}

С одной стороны код выглядит достаточно безопасно и не сразу становится ясно, почему это должно нас хоть как-то касаться. Однако достаточно вспомнить, что существуют классы, оборачивающие собой неуправляемые ресурсы как сразу приходит понимание, что если класс будет спроектирован не корректно, то вполне можно получить исключение из unmanaged мира, которое будет говорить о том, что handle, который был получен ранее уже не активен:

// Пример абсолютно не правильной реализации

void Main()

{

var inst = new SampleClass();

inst.ReadData();

// далее inst не используется

}

public sealed class SampleClass : CriticalFinalizerObject, IDisposable

{

private IntPtr \_handle;

public SampleClass()

{

\_handle = CreateFile("test.txt", 0, 0, IntPtr.Zero, 0, 0, IntPtr.Zero);

}

public void Dispose()

{

if (\_handle != IntPtr.Zero)

{

CloseHandle(\_handle);

\_handle = IntPtr.Zero;

}

}

~SampleClass()

{

Console.WriteLine("Finalizing instance.");

Dispose();

}

public unsafe void ReadData()

{

Console.WriteLine("Calling GC.Collect...");

// я специально перевёл на локальную переменную чтобы

// не задействовать this после GC.Collect();

var handle = \_handle;

// Имитация полного GC.Collect

GC.Collect();

GC.WaitForPendingFinalizers();

GC.Collect();

Console.WriteLine("Finished doing something.");

var overlapped = new NativeOverlapped();

// Делаем не важно что

ReadFileEx(handle, new byte[] { }, 0, ref overlapped, (a, b, c) => {;});

}

[DllImport("kernel32.dll", SetLastError = true, CharSet = CharSet.Auto, BestFitMapping = false)]

static extern IntPtr CreateFile(String lpFileName, int dwDesiredAccess, int dwShareMode,

IntPtr securityAttrs, int dwCreationDisposition, int dwFlagsAndAttributes, IntPtr hTemplateFile);

[DllImport("kernel32.dll", SetLastError = true)]

static extern bool ReadFileEx(IntPtr hFile, [Out] byte[] lpBuffer, uint nNumberOfBytesToRead,

[In] ref NativeOverlapped lpOverlapped, IOCompletionCallback lpCompletionRoutine);

[DllImport("kernel32.dll", SetLastError = true)]

static extern bool CloseHandle(IntPtr hObject);

}

Согласитесь: этот код выглядит более-менее прилично. Во всяком случае, явно он никак не сообщает, что есть какая-то проблема. А проблема есть и при том очень серьёзная. Возможна попытка закрытия файла финализатором класса во время чтения из файла. Что практически гарантированно приведёт к ошибке. Причём поскольку в данном случае ошибка будет именно возвращена (IntPtr == -1), то мы этого не увидим, \_handle будет обнулён, дальнейший Dispose не закроет файл, а мы получим утечку ресурса. Для решения этой проблемы необходимо пользоваться SafeHandle, CriticalHandle, SafeBuffer и их производными, которые кроме того, что имеют счётчики использования в unmanaged мире, так ещё и эти счётчики автоматически увеличиваются при передаче в unmanaged методы и уменьшаются - при выходе из него.

**Многопоточность**

Теперь поговорим про тонкий лёд. В предыдущих частях рассказа об IDisposable мы проговорили одну очень важную концепцию, которая лежит не только в основе проектирования Disposable типов, но и в проектировании любого типа: концепция целостности объекта. Это значит, что в любой момент времени объект находится в строго определённом состоянии, и любое действие над ним переводит его состояние в одно из заранее определённых - при проектировании типа этого объекта. Другими словами - никакое действие над объектом не должно иметь возможность перевести его состояние в то, которое не было определено. Из этого вытекает проблема в спроектированных ранее типах: они не потокобезопасный. Есть потенциальная возможность вызова публичных методов этих типов в то время, как идёт разрушение объекта. Давайте решим эту проблему и решим, стоит ли вообще её решать

public class FileWrapper : IDisposable

{

IntPtr \_handle;

bool \_disposed;

object \_disposingSync = new object();

public FileWrapper(string name)

{

\_handle = CreateFile(name, 0, 0, 0, 0, 0, IntPtr.Zero);

}

public void Seek(int position)

{

lock(\_disposingSync)

{

CheckDisposed();

// Seek API call

}

}

public void Dispose()

{

lock(\_disposingSync)

{

if(\_disposed) return;

\_disposed = true;

}

InternalDispose();

GC.SuppressFinalize(this);

}

[MethodImpl(MethodImplOptions.AggressiveInlining)]

private void CheckDisposed()

{

lock(\_disposingSync)

{

if(\_disposed) {

throw new ObjectDisposedException();

}

}

}

private void InternalDispose()

{

CloseHandle(\_handle);

}

~FileWrapper()

{

InternalDispose();

}

/// other methods

}

Установка критической секции на код проверки \_disposed в Dispose() и по факту - установка критической секции на весь код публичных методов. Это решит нашу проблему одновременного входа в публичный метод экземпляра типа и в метод его разрушения, однако создаст таймер замедленного действия для ряда других проблем:

* Интенсивная работа с методами экземпляра типа, а также работа по созданию и разрушению объектов приведёт к сильному проседанию по производительности. Всё дело в том, что взятие блокировки занимает некоторое время. Это время необходимо для аллокации таблиц SyncBlockIndex, проверок на текущий поток и много чего ещё (мы рассмотрим всё это отдельно - в разделе про многопоточность). Т.е. получается, что ради "последней мили" жизни объекта мы будем платить производительностью всё время его жизни!
* Дополнительный memory traffic для объектов синхронизации
* Дополнительные шаги для обхода графа объектов при GC

Второе, и на мой взгляд, самоё важное. Мы допускаем ситуацию одновременного разрушения объекта с возможностью поработать с ним ещё разок. На что мы вообще должны надеяться в данном случае? Что не выстрелит? Ведь если сначала отработает Dispose, то дальнейшее обращение с методами объекта обязано привести к ObjectDisposedException. Отсюда возникает простой вывод: синхронизацию между вызовами Dispose() и остальными публичными методами типа необходимо делегировать обслуживающей стороне. Т.е. тому коду, который создал экземпляр класса FileWrapper. Ведь только создающая сторона в курсе, что она собирается делать с экземпляром класса и когда она собирается его разрушать.

С другой стороны по требованиям к архитектуре классов, реализующих IDisposable вызов Dispose должен выкидывать только критические ошибки (такие как OutOfMemoryException, но не IOException, например). Это в частности значит, что если Dispose вызовется более чем из одного потока одновременно, то может произойти ситуация, когда разрушение сущности будет происходить одновременно из двух потоков (проскочим проверку if(\_disposed) return;). Тут зависит от ситуации: если освобождение ресурсов *может* идти несколько раз, то никаких дополнительных проверок не потребуется. Если же нет, необходима защита:

// Я намеренно не привожу весь шаблон, т.к. пример будет большим

// и не покажет сути

class Disposable : IDisposable

{

private volatile int \_disposed;

public void Dispose()

{

if(Interlocked.CompareExchange(ref \_disposed, 1, 0) == 0)

{

// dispose

}

}

}

**Два уровня Disposable Design Principle**

Какой самый популярный шаблон реализации IDisposable можно встретить в книгах по .NET разработке и во Всемирной Паутине? Какой шаблон ждут от вас люди в компаниях, когда вы идёте собеседоваться на потенциально новое место работы? Вероятнее всего этот:

public class Disposable : IDisposable

{

bool \_disposed;

public void Dispose()

{

Dispose(true);

GC.SuppressFinalize(this);

}

protected virtual void Dispose(bool disposing)

{

if(disposing)

{

// освобождаем управляемые ресурсы

}

// освобождаем неуправляемые ресурсы

}

protected void CheckDisposed()

{

if(\_disposed)

{

throw new ObjectDisposedException();

}

}

~Disposable()

{

Dispose(false);

}

}

Что здесь не так и почему мы ранее в этой книге никогда так не писали? На самом деле шаблон хороший и без лишних слов охватывает все жизненные ситуации. Но его использование повсеместно, на мой взгляд, не является правилом хорошего тона: ведь реальных неуправляемых ресурсов мы в практике почти никогда не видим, и в этом случае полшаблона работает в холостую. Мало того, он нарушает принцип разделения ответственности. Ведь он одновременно управляет и управляемыми ресурсами и неуправляемыми. На мой скромный взгляд, это совершенно не правильно. Давайте взглянем на несколько иной подход. *Disposable Design Principle*. Если коротко, то суть в следующем:

Disposing разделяется на два уровня классов:

* Типы Level 0 напрямую инкапсулируют неуправляемые ресурсы
  + Они являются либо абстрактными, либо запакованными
  + Все методы должны быть помечены:
    - PrePrepareMethod, чтобы метод был скомпилирован вместе с загрузкой типа
    - SecuritySafeCritical, чтобы выставить защиту на вызов из кода, работающего под ограничениями
    - ReliabilityContract(Consistency.WillNotCorruptState, Cer.Success / MayFail)] чтобы выставить CER на метод и все его дочерние вызовы
  + Могут ссылаться на типы нулевого уровня, но должны увеличивать счётчик ссылающихся объектов, чтобы гарантировать порядок выхода на "последнюю милю"
* Типы Level 1 инкапсулируют только управляемые ресурсы
  + Наследуются только от типов Level 1 либо реализуют IDisposable напрямую
  + Не имеют права наследовать типы Level 0 или CriticalFinalizerObject
  + Могут инкапсулировать управляемые типы Level 1 или Level 0
  + Реализуют IDisposable.Dispose путём разрушения инкапсулированных объектов в порядке: сначала типы Level 0, потом типы Level 1
  + Т.к. они не имеют неуправляемых ресурсов - то не реализуют finalizer
  + Должно содержать protected свойство, дающее доступ к Level 0 типам.

Именно поэтому я с самого начала ввёл разделение на два типа: на содержащий управляемый ресурс и содержащий неуправляемый ресурс. Они должны работать совершенно по-разному.

**Как ещё используется Dispose**

Идеологически IDisposable был создан для освобождения неуправляемых ресурсов. Но как и для многих других шаблонов оказалось, что он очень полезен и для других задач. Например, для освобождения ссылок на управляемые ресурсы. Звучит как-то не очень полезно: освобождать управляемые ресурсы. Ведь нам же объяснили, что управляемые ресурсы - они на то и управляемые, чтобы мы расслабились и смотрели в сторону разработчиков C/C++ с едва заметной ухмылкой. Однако всё не совсем так. Мы всегда можем получить ситуацию, когда мы теряем ссылку на объект и думаем, что всё хорошо: GC соберёт мусор, а вместе с ним и наш объект. Однако, выясняется, что память растёт, мы лезем в программу анализа памяти и видим, что на самом деле этот объект удерживается чем-то ещё. Всё дело в том, что как в платформе .NET, так и в архитектуре внешних классов может присутствовать логика неявного захвата ссылки на вашу сущность. После чего, ввиду не явности захвата, программист может пропустить необходимость её освобождения и получить на выходе утечку памяти.

**Делегаты, events**

Взглянем на следующий синтетический пример:

class Secondary

{

Action \_action;

void SaveForUseInFuture(Action action)

{

\_action = action;

}

public void CallAction()

{

\_action();

}

}

class Primary

{

Secondary \_foo = new Secondary();

public void PlanSayHello()

{

\_foo.SaveForUseInFuture(Strategy);

}

public void SayHello()

{

\_foo.CallAction();

}

void Strategy()

{

Console.WriteLine("Hello!");

}

}

Какая проблема здесь демонстрируется? Класс Secondary хранит делегат типа Action в поле \_action, который принимается в методе SaveForUseInFuture. Далее в классе Primary метод PlanSayHello отдаёт в Secondary сигнатуру метода Strategy. Забавно, но если вы здесь будете отдавать статический метод или метод экземпляра, то сам вызов SaveForUseInFuture никак не изменится: просто *неявно* будет или не будет отдаваться ссылка на экземпляр класса Primary. Т.е. внешне выглядит, что вы отдали указание, какой метод стоит вызывать. На самом деле помимо сигнатуры метода делегат строится на основе указателя на экземпляр класса. Вызывающая сторона же должна понимать, для какого экземпляра класса она должна будет вызвать метод Strategy! Т.е. экземпляр класса Secondary неявно получил в удержание указатель на экземпляр класса Primary, хотя явно это не указано. Для нас это должно означать только одно: если мы отдадим указатель \_foo куда-то ещё, а на Primary потеряем ссылку, то GC **не соберёт** объект Primary, т.к. его будет удерживать Secondary. Как избежать таких неприятных ситуаций? Необходим детерминированный подход к освобождению ссылки на нас. И тут к нам на помощь приходит механизм, который прекрасно подходит для наших целей: IDisposable

// Для простоты указана упрощённая версия реализации

class Secondary : IDisposable

{

Action \_action;

public event Action<Secondary> OnDisposed;

public void SaveForUseInFuture(Action action)

{

\_action = action;

}

public void CallAction()

{

\_action?.Invoke();

}

void Dispose()

{

\_action = null;

OnDisposed?.Invoke(this);

}

}

Теперь пример выглядит приемлемо: если экземпляр класса передадут третьей стороне, но при этом в процессе работы будет потеряна ссылка на делегат \_action, то мы его обнулим, а третья сторона будет извещена о разрушении экземпляра класса и затрёт ссылку на него, отправив в мир иной.

Вторая опасность кода, работающего на делегатах, кроется в механизме работы event. Давайте посмотрим, во что они разворачиваются:

// закрытое поле обработчика

private Action<Secondary> \_event;

// методы add/remove помечены как [MethodImpl(MethodImplOptions.Synchronized)],

// что аналогично lock(this)

public event Action<Secondary> OnDisposed {

add { lock(this) { \_event += value; } }

remove { lock(this) { \_event -= value; } }

}

Механизм сообщений в C# скрывает внутреннее устройство event'ов и удерживает все объекты, которые подписались на обновления через event. Если что-то пойдёт не так, ссылка на чужой объект останется в OnDisposed и будет его удерживать. Получается странная ситуация: архитектурно мы имеем понятие "источник событий", которое по своей логике не должно что-либо удерживать. По факту мы имеем неявное удерживание объектов, подписавшихся на обновления. При этом не имеем возможности что-либо менять внутри этого массива делегатов: хоть сущность и является частью нас, нам на это прав не давали. Единственное что мы можем - это затереть весь список полностью, присвоив источнику событий null. Второй способ - явно реализовать методы add/remove чтобы ввести управление над коллекцией делегатов.

Кстати, тут возникает ещё одна неявная ситуация: может показаться, что если вы присвоите источнику событий null, то дальнейшая подписка на события приведёт к NullReferenceException. И на мой скромный взгляд это было бы логичнее. Однако это не так: если внешний код подпишется на события, после того как источник событий будет очищен, FCL создаст новый экземпляр класса Action и положит его в OnDisposed. Эта неясность в языке C# может запутать программиста: работа с обнулёнными полями должна вызывать в вас не чувство спокойствия, а скорее тревогу. Тут же демонстрируется подход, когда излишняя расслабленность может привести программиста к утечкам памяти.

**Лямбды, замыкания**

Особая опасность нас подстерегает при использовании такого синтаксического сахара как лямбды.

Я бы хотел затронуть вопрос синтаксического сахара в целом. На мой взгляд, его стоит использовать достаточно аккуратно и только если вы абсолютно точно знаете, к чему это приведёт. Примеры с лямбда-выражениями: замыкания, замыкания в Expressions и множество других бед, которые можно на себя навлечь.

Ну, скажите себе честно: да, я знаю, что лямбда-выражение создаёт замыкание и тянет за собой риск утечки ресурсов. Но оно ведь такое... лаконичное... приятное... как можно удержаться и не поставить лямбду вместо выделения целого метода, который будет описан отдельно от точки использования? А вот надо на самом деле не повестись на эту провокацию, хотя и не каждый может.

Давайте рассмотрим пример:

button.Clicked += () => service.SendMessageAsync(MessageType.Deploy);

Согласитесь, эта строчка выглядит очень безопасно. Но она в себе таит большую проблему: теперь переменная button неявно ссылается на service и удерживает его. Даже если мы решим, что service нам более не нужен, button так считать не может: кнопка будет удерживать ссылку, пока сама будет жива.

Один из путей решения - воспользоваться шаблоном создания IDisposable из любого Action (System.Reactive.Disposables):

// Создаём из лямбды делегат

Action action = () => service.SendMessageAsync(MessageType.Deploy);

// Подписываемся

button.Clicked += action;

// Создаём отписку

var subscription = Disposable.Create(() => button.Clicked -= action);

// где-то, где надо отписаться

subscription.Dispose();

Получилось, согласитесь, несколько многословно, и при этом теряется весь смысл использования лямбда-выражений. Гораздо проще и безопаснее в плане неявных захватов переменных будет использование обычных приватных методов.

**Защита от ThreadAbort**

Когда разрабатывается библиотека для внешнего разработчика, вы никак не можете гарантировать, как она себя поведёт в чужом приложении. Иногда остаётся только догадываться, что такого с нашей библиотекой сделал чужой программист, что появился тот или иной результат её работы. Один из примеров - работа в многопоточной среде, когда вопрос целостности очистки ресурсов может встать достаточно остро. Причём, если при написании кода Dispose() метода сами мы можем дать гарантии на отсутствие исключительных ситуаций, то мы не можем гарантировать, что прямо во время работы метода Dispose() не вылетит ThreadAbortException, который отключит наш поток исполнения. Тут стоит вспомнить тот факт, что когда бросается ThreadAbortException, то в любом случае выполняются все catch/finally блоки (в конце catch/finally ThreadAbort бросается дальше). Таким образом, чтобы что-то сделать гарантированно (гарантировав неразрывность при помощи Thread.Abort), надо обернуть критичный участок в try { ... } finally { ... }. В этом случае даже если бросят ThreadAbort, код будет выполнен.

void Dispose()

{

if(\_disposed) return;

\_someInstance.Unsubscribe(this);

\_disposed = true;

}

может быть оборван в любой точке при помощи Thread.Abort. Это в частности приведёт к тому, что объект будет частично разрушен и позволит работать с собой в дальнейшем. Тогда как следующий код:

void Dispose()

{

if(\_disposed) return;

// Защита от ThreadAbortException

try {}

finally

{

\_someInstance.Unsubscribe(this);

\_disposed = true;

}

}

защищён от такого прерывания и выполнится гарантированно и корректно, даже если Thread.Abort возникнет между операцией вызова метода Unsubscribe и исполнения его инструкций.

**Итоги**

**Плюсы**

Итак, мы узнали много нового про этот простейший шаблон. Давайте определим его плюсы:

1. Основным плюсом шаблона является возможность детерминированного освобождения ресурсов: тогда, когда это необходимо
2. Введение общеизвестного способа узнать, что конкретный тип требует разрушения его экземпляров в конце использования
3. При грамотной реализации шаблона работа спроектированного типа станет безопасной с точки зрения использования сторонними компонентами, а также с точки зрения выгрузки и разрушения ресурсов при обрушении процесса (например, из-за нехватки памяти)

**Минусы**

Минусов шаблона я вижу намного больше, чем плюсов:

С одной стороны получается, что любой тип, реализующий этот шаблон, отдаёт тем самым команду всем, кто его будет использовать: используя меня, вы принимаете публичную оферту. Причём так неявно это сообщает, что, как и в случае публичных оферт, пользователь типа не всегда в курсе, что у типа есть этот интерфейс. Приходится, например, следовать подсказкам IDE (ставить точку, набирать Dis.. и проверять, есть ли метод в отфильтрованном списке членов класса). И если Dispose замечен, реализовывать шаблон у себя. Иногда это может случиться не сразу, и тогда реализацию шаблона придётся протягивать через систему типов, которая участвует в функционале. Хороший пример: а вы знали что IEnumerator<T> тянет за собой IDisposable?

Зачастую, когда проектируется некий интерфейс, встаёт необходимость вставки IDisposable в систему интерфейсов типа: когда один из интерфейсов вынужден наследовать IDisposable. На мой взгляд, это вносит "кривь" в те интерфейсы, которые мы спроектировали. Ведь когда проектируется интерфейс, вы прежде всего проектируете некий протокол взаимодействия. Тот набор действий, которые можно сделать *с чем-либо*, скрывающимся под интерфейсом. Метод Dispose() - метод разрушения экземпляра класса. Это входит в разрез с сущностью *протокол взаимодействия*. Это по сути - подробности реализации, которые просочились в интерфейс;

Несмотря на детерминированность, Dispose() не означает прямого разрушения объекта. Объект всё ещё будет существовать после его *разрушения*. Просто в другом состоянии. И чтобы это стало правдой, вы обязаны вызывать CheckDisposed() в начале каждого публичного метода. Это выглядит как хороший такой костыль, который отдали нам со словами: "плодите и размножайте!";

Есть ещё маловероятная возможность получить тип, который реализует IDisposable через *explicit* реализацию. Или получить тип, реализующий IDisposable без возможности определить, кто его должен разрушать: сторона, которая выдала, или вы сами. Это породило антипаттерн множественного вызова Dispose(), который, по сути, позволяет разрешать разрушенный объект;

Полная реализация сложна. Причём она различна для управляемых и неуправляемых ресурсов. В этом плане попытка облегчить жизнь разработчикам через GC выглядит немного нелепо. Можно, конечно, вводить некий тип DisposableObject, который реализует весь шаблон, отдав virtual void Dispose() метод для переопределения, но это не решит других проблем, связанных с шаблоном;

Реализация метода Dispose() как правило идёт в конце файла, тогда как сtor объявляется в начале. При модификации класса и вводе новых ресурсов можно легко ошибиться и забыть зарегистрировать disposing для них.

Наконец, использование шаблона на графах объектов, которые полностью либо частично его реализуют, - та ещё морока в определении порядка *разрушения* в многопоточной среде. Я прежде всего имею ввиду ситуации, когда Dispose() может начаться с разных концов графа. И в таких ситуациях лучше всего воспользоваться другими шаблонами. Например, шаблоном Lifetime.

Желание разработчиков платформы сделать управление памятью автоматической вместе с реалиями: приложения очень часто взаимодействуют с неуправляемым кодом + необходимо контролировать освобождение ссылок на объекты, чтобы их собрал Garbage Collector, вносит огромное количество путаницы в понимание вопросов: "как правильно реализовать шаблон? и есть ли шаблон вообще?". Возможно вызов delete obj; delete[] arr; был бы проще?

**Выгрузка домена и выход из приложения**

Если вы сюда дошли, значит, вы стали как минимум увереннее в успешности последующих собеседований. Однако мы обсудили ещё не все вопросы, связанные с этим, казалось бы, простым шаблоном. Последним вопросом у нас идёт вопрос: отличается ли поведение приложения при простом GC, GC во время выгрузки домена и GC во время выхода из приложения? Процедуры Dispose() этот вопрос касается, только если по касательной... Но Dispose() и финализация идут рука об руку, и редко когда мы можем видеть реализации класса, в котором есть финализация, но нет метода Dispose(). Потому давайте договоримся так: саму финализацию мы опишем в разделе, посвящённом финализации, а здесь лишь добавим несколько важных пунктов.

Когда выгружается домен приложения, то выгружаются как сборки, которые были загружены в домен, так и все объекты, которые были созданы в рамках выгружаемого домена. Это значит, что, по сути, происходит очищение (сборка GC) этих объектов, и для них будут вызваны финализаторы. Если наша логика финализатора ждёт финализации других объектов, чтобы быть уничтоженным в правильном порядке, то возможно стоит обратить внимание на свойство Environment.HasShutdownStarted, обозначающее, что приложение в данный момент находится в состоянии выгрузки из памяти, и метод AppDomain.CurrentDomain.IsFinalizingForUnload(), который говорит о том, что данный домен выгружается, что и является причиной финализации. Ведь если наступили эти события, то в целом становится всё равно, в каком порядке мы должны финализировать ресурсы. Задерживать выгрузку домена и приложения мы не можем: наша задача всё сделать максимально быстро.

Вот так эта задача решается в рамках класса [LoaderAllocatorScout](http://referencesource.microsoft.com/#mscorlib/system/reflection/loaderallocator.cs,25551b0f6db5f579)

// Assemblies and LoaderAllocators will be cleaned up during AppDomain shutdown in

// unmanaged code

// So it is ok to skip reregistration and cleanup for finalization during appdomain shutdown.

// We also avoid early finalization of LoaderAllocatorScout due to AD unload when the object was inside DelayedFinalizationList.

if (!Environment.HasShutdownStarted &&

!AppDomain.CurrentDomain.IsFinalizingForUnload())

{

// Destroy returns false if the managed LoaderAllocator is still alive.

if (!Destroy(m\_nativeLoaderAllocator))

{

// Somebody might have been holding a reference on us via weak handle.

// We will keep trying. It will be hopefully released eventually.

GC.ReRegisterForFinalize(this);

}

}

**Типичные ошибки реализации**

Итак, как я вам показал, общего, универсального шаблона для реализации IDisposable не существует. Мало того, некоторая уверенность в автоматизме управления памятью заставляет людей путаться и принимать запутанные решения в реализации шаблона. Так, например, весь .NET Framework пронизан ошибками в его реализации. И чтобы не быть голословными, рассмотрим эти ошибки именно на примере .NET Framework. Все реализации доступны по ссылке: [IDisposable Usages](http://referencesource.microsoft.com/#mscorlib/system/idisposable.cs,1f55292c3174123d,references)

**Класс FileEntry** [cmsinterop.cs](http://referencesource.microsoft.com/#mscorlib/system/deployment/cmsinterop.cs,eeedb7095d7d3053,references)

Этот код явно написан в спешке, чтобы по-быстрому закрыть задачу. Автор явно что-то хотел сделать, но потом передумал и оставил кривое решение

internal class FileEntry : IDisposable

{

// Other fields

// ...

[MarshalAs(UnmanagedType.SysInt)] public IntPtr HashValue;

// ...

~FileEntry()

{

Dispose(false);

}

// Реализация скрыта и затрудняет вызов \*правильной\* версии метода

void IDisposable.Dispose() { this.Dispose(true); }

// Метод публичный: это серьёзная ошибка, позволяющая некорректно разрушить

// экземпляр класса. Мало того, снаружи этот метод НЕ вызывается

public void Dispose(bool fDisposing)

{

if (HashValue != IntPtr.Zero)

{

Marshal.FreeCoTaskMem(HashValue);

HashValue = IntPtr.Zero;

}

if (fDisposing)

{

if( MuiMapping != null)

{

MuiMapping.Dispose(true);

MuiMapping = null;

}

System.GC.SuppressFinalize(this);

}

}

}

**Класс SemaphoreSlim** [System/Threading/SemaphoreSlim.cs](https://github.com/dotnet/coreclr/blob/cbcdbd25e74ff9d963eafa202dd63504ca537f7e/src/mscorlib/src/System/Threading/SemaphoreSlim.cs)

Эта ошибка в топе ошибок .NET Framework касательно IDisposable: SuppressFinalize для класса, где нет финализатора. Встречается очень часто.

public void Dispose()

{

Dispose(true);

// У класса нет финализатора - нет никакой необходимости в GC.SuppressFinalize

GC.SuppressFinalize(this);

}

// Реализация шаблона подразумевает наличие финализатора. А его нет.

// Можно было обойтись одним public virtual void Dispose()

protected virtual void Dispose(bool disposing)

{

if (disposing)

{

if (m\_waitHandle != null)

{

m\_waitHandle.Close();

m\_waitHandle = null;

}

m\_lockObj = null;

m\_asyncHead = null;

m\_asyncTail = null;

}

}

**Вызов Close+Dispose** [Код некоторого проекта NativeWatcher](https://github.com/alexguirre/NativeWatcher/blob/7208d463c41a709f29c60264bc518c6c0c5713cc/NativeWatcher/Forms/FormsManager.cs)

Иногда люди вызывают и Close, и Dispose. Но это не является правильным (хотя ошибка не вызовется, так как повторный Dispose не приводит к генерации исключения). Вопрос в том, что Close - это ещё один шаблон, и введён для того, чтобы людям было понятнее. Но стало непонятнее.

public void Dispose()

{

if (MainForm != null)

{

MainForm.Close();

MainForm.Dispose();

}

MainForm = null;

}

**Общие итоги**

1. IDisposable является стандартом платформы и от качества его реализации зависит качество всего приложения. Мало того, от этого в некоторых ситуациях зависит безопасность вашего приложения, которое может быть подвергнуто атакам через неуправляемые ресурсы
2. Реализация IDisposable должна быть максимально производительной. Особенно это касается секции финализации, которая работает в параллели со всем остальным кодом, нагружая Garbage Collector
3. При реализации IDisposable следует избегать идей синхронизации вызова Dispose() с публичными методами класса. Разрушение не может идти одновременно с использованием: это надо учитывать при проектировании типа, который будет использовать IDisposable объект

Однако стоит защитить одновременный вызов Dispose() из двух потоков: это следует из утверждения, что Dispose() не должен вызывать ошибок

Реализация обёрток над неуправляемыми ресурсами должна идти отдельно от остальных типов. Т.е. если вы оборачиваете неуправляемый ресурс, на это должен быть выделен отдельный тип: с финализацией, унаследованный от SafeHandle / CriticalHandle / CriticalFinalizerObject. Это разделение ответственности приведёт к улучшенной поддержке системы типов и упрощению проектирования системы разрушения экземпляров типов через Dispose(): использующим типам не надо реализовывать финализатор.

В целом шаблон не является удобным как в использовании, так и в поддержке кода. Возможно, следует перейти на Inversion of Control процесса разрушения состояния объектов через шаблон Lifetime, речь о котором пойдёт в следующей части.

# Memory<T> и Span<T>

[Ссылка на обсуждение](https://github.com/sidristij/dotnetbook/issues/55)

Начиная с версий .NET Core 2.0 и .NET Framework 4.5 нам стали доступны новые типы данных: это Span и Memory. Чтобы ими воспользоваться, достаточно установить nuget пакет System.Memory:

* PM> Install-Package System.Memory

И примечательны эти типы данных тем, что специально для них была проделана огромная работа командой CLR чтобы реализовать их специальную поддержку в коде JIT компилятора .NET Core 2.1+, вживив их прямо в ядро. Что это за типы данных и почему на них стоит выделить целую часть книги?

Если говорить о проблематике, приведшей к появлению данного функционала, я бы выбрал три основные. И первая из них - это неуправляемый код.

Как язык, так и платформа существуют уже много лет: и все это время существовало множество средств для работы с неуправляемым кодом. Так почему же сейчас выходит очередной API для работы с неуправляемым кодом, если, по сути, он существовал уже много-много лет? Для того чтобы ответить на этот вопрос, достаточно понять, чего не хватало нам раньше.

Разработчики платформы и раньше пытались нам помочь скрасить будни разработки с использованием неуправляемых ресурсов: это и автоматические врапперы для импортируемых методов, и маршаллинг, который в большинстве случаев работает автоматически. Это также инструкция stackalloc, о которой говорится в главе про стек потока. Однако, как по мне если ранние разработчики с использованием языка C# приходили из мира C++ (как сделал это и я), то сейчас они приходят из более высокоуровневых языков (я, например, знаю разработчика, который пришел из JavaScript). Это означает, что люди со все большим подозрением начинают относиться к неуправляемым ресурсам и конструкциям, близким по духу к C/C++, и уж тем более - к языку Ассемблера.

Как результат такого отношения - все меньшее и меньшее содержание unsafe кода в проектах и все большее доверие к API самой платформы. Это легко проверяется, если поискать использование конструкции stackalloc по открытым репозиториям: оно ничтожно мало. Но если взять любой код, который его использует:

**Класс Interop.ReadDir** [/src/mscorlib/shared/Interop/Unix/System.Native/Interop.ReadDir.cs](https://github.com/dotnet/coreclr/blob/b29f6328510207970763580d6f4db864e4b198af/src/mscorlib/shared/Interop/Unix/System.Native/Interop.ReadDir.cs#L71-L83)

unsafe

{

// s\_readBufferSize is zero when the native implementation does not support reading into a buffer.

byte\* buffer = stackalloc byte[s\_readBufferSize];

InternalDirectoryEntry temp;

int ret = ReadDirR(dir.DangerousGetHandle(), buffer, s\_readBufferSize, out temp);

// We copy data into DirectoryEntry to ensure there are no dangling references.

outputEntry = ret == 0 ?

new DirectoryEntry() { InodeName = GetDirectoryEntryName(temp), InodeType = temp.InodeType } :

default(DirectoryEntry);

return ret;

}

Становится понятна причина непопулярности. Посмотрите, не вчитываясь в код, и ответьте для себя на один вопрос: доверяете ли вы ему? Могу предположить, что ответом будет "нет". Тогда ответьте на другой: почему? Ответ будет очевиден: помимо того что мы видим слово Dangerous, которое как бы намекает, что что-то может пойти не так, второй фактор, влияющий на наше отношение, - это запись unsafe и строчка byte\* buffer = stackalloc byte[s\_readBufferSize];, а если еще конкретнее - byte\*. Эта запись - триггер для любого, чтобы в голове появилась мысль: "а что, по-другому сделать нельзя было что ли?". Тогда давайте еще чуть-чуть разберемся с психоанализом: отчего может возникнуть подобная мысль? С одной стороны мы пользуемся конструкциями языка и предложенный здесь синтаксис далек от, например, C++/CLI, который позволяет делать вообще все что угодно (в том числе делать вставки на чистом Assembler), а с другой он выглядит непривычно.

Второй вопрос, который явно или неявно возникал в головах у многих разработчиков - это несовместимость типов: строки string и массива символов char[], хотя чисто логически строка - это и есть массив символов, привести string к char[] возможности нет никакой: только создание нового объекта и копирование содержимого строки в массив. Причем несовместимость такая введена для оптимизации строк с точки зрения хранения (readonly массивов не существует), но проблемы возникают, когда вы начинаете работать с файлами. Как прочитать? Строкой или массивом? Ведь если массивом, станет невозможным пользоваться некоторыми методами, рассчитанными на работу со строками. А если строкой? Может оказаться слишком длинной. Если речь идет о последующем парсинге, возникает вопрос выбора парсеров примитивов: далеко не всегда хочется парсить их все вручную (целые числа, числа с плавающей точкой, в разных форматах записанных). Есть же множество алгоритмов, проверенных годами, которые делают это быстро и эффективно. Но такие алгоритмы часто работают на строках, в которых кроме самого примитива ничего другого нет. Другими словами, дилемма.

Третья проблематика заключается в том, что необходимые для некоторого алгоритма данные редко лежат от начала и до самого конца считанного с некоторого источника массива. Например, если речь опять же идет о файлах или о данных, считанных с сокета, то есть некоторая уже обработанная неким алгоритмом часть, дальше идет то, что должен обработать некий наш метод, после чего идут данные, которые нам обработать, еще предстоит. И этот самый метод в идеале хочет, чтобы ему отдали только то, что он ожидает. Например, метод парсинга целых чисел вряд ли будет сильно благодарен, если вы отдадите ему строку с разговором о чём-либо, где в некоторой позиции будет находиться нужное число. Такой метод ожидает, что вы отдадите ему число и ничего больше. Если же мы отдадим массив целиком, то возникает требование указать, например, смещение числа относительно начала массива:

int ParseInt(char[] input, int index)

{

while(char.IsDigit(input[index]))

{

// ...

index++;

}

}

Однако данный способ плох тем, что метод получает данные, которые ему не нужны. Другими словами, метод не введен в контекст своей задачи. Ведь помимо своей задачи метод решает еще и некоторую внешнюю. А это - признак плохого проектирования. Как избежать данной проблемы? Как вариант, можно воспользоваться типом ArraySegment<T>, суть которого - предоставить "окно" в некий массив:

int ParseInt(IList<char>[] input)

{

while(char.IsDigit(input.Array[index]))

{

// ...

index++;

}

}

var arraySegment = new ArraySegment(array, from, length);

var res = ParseInt((IList<char>)arraySegment);

Но как по мне, так это - перебор, как с точки зрения логики, так и с точки зрения просадки по производительности. ArraySegment - ужасно сделан и обеспечивает замедление доступа к элементам в 7 раз относительно тех же самых операций, но с массивом.

Так как же решить все эти проблемы? Как вернуть разработчиков обратно в лоно неуправляемого кода, при этом дав им механизм унифицированной и быстрой работы с разнородными источниками данных: массивами, строками и неуправляемой памятью? Необходимо дать им чувство спокойствия, что они не могут сделать ошибку случайно, по незнанию. Необходимо дать им инструмент, не уступающий в производительности нативным типам данных, но решающих перечисленные проблемы. Этим инструментом являются типы Span<T> и Memory<T>.

## Span<T>, ReadOnlySpan<T>

Тип Span олицетворяет собой инструмент для работы с данными части некоторого массива данных либо поддиапазона его значений. При этом позволяя, как и в случае массива работать с элементами этого диапазона, как на запись, так и на чтение, но с одним важным ограничением: Span<T> вы получаете или создаете только для того, чтобы временно поработать с массивом. В рамках вызова группы методов, но не более того. Однако давайте для разгона и общего понимания сравним типы данных, для которых сделана реализация типа Span, и посмотрим на возможные сценарии для работы с ним.

Первый тип данных, о котором хочется завести речь, - это обычный массив. Для массивов работа со Span будет выглядеть следующим образом:

var array = new [] {1,2,3,4,5,6};

var span = new Span<int>(array, 1, 3);

var position = span.BinarySearch(3);

Console.WriteLine(span[position]); // -> 3

Как мы видим в данном примере, для начала мы создаем некий массив данных. После этого мы создаем Span (или подмножество), который, ссылаясь на сам массив, разрешает доступ использующему его коду только в тот диапазон значений, который был указан при инициализации.

Тут мы видим первое свойство этого типа данных: это создание некоторого контекста. Давайте разовьем нашу идею с контекстами:

void Main()

{

var array = new [] {'1','2','3','4','5','6'};

var span = new Span<char>(array, 1, 3);

if(TryParseInt32(span, out var res))

{

Console.WriteLine(res);

}

else

{

Console.WriteLine("Failed to parse");

}

}

public bool TryParseInt32(Span<char> input, out int result)

{

result = 0;

for (int i = 0; i < input.Length; i++)

{

if(input[i] < '0' || input[i] > '9')

return false;

result = result \* 10 + ((int)input[i] - '0');

}

return true;

}

-----
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Как мы видим, Span<T> вводит абстракцию доступа к некоторому участку памяти, как на чтение, так и на запись. Что нам это дает? Если вспомнить, на основе чего еще может быть сделан Span, то мы вспомним как про неуправляемые ресурсы, так и про строки:

// Managed array

var array = new[] { '1', '2', '3', '4', '5', '6' };

var arrSpan = new Span<char>(array, 1, 3);

if (TryParseInt32(arrSpan, out var res1))

{

Console.WriteLine(res1);

}

// String

var srcString = "123456";

var strSpan = srcString.AsSpan();

if (TryParseInt32(arrSpan, out var res2))

{

Console.WriteLine(res2);

}

// void \*

Span<char> buf = stackalloc char[6];

buf[0] = '1'; buf[1] = '2'; buf[2] = '3';

buf[3] = '4'; buf[4] = '5'; buf[5] = '6';

if (TryParseInt32(arrSpan, out var res3))

{

Console.WriteLine(res3);

}

-----
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Т.е., получается, что Span<T> - это средство унификации по работе с памятью: управляемой и неуправляемой, которое гарантирует безопасность в работе с такого рода данными во время Garbage Collection: если участки памяти с управляемыми массивами начнут двигаться, то для нас это будет безопасно.

Однако, стоит ли так сильно радоваться? Можно ли было всего этого добиться и раньше? Например, если говорить об управляемых массивах, то тут даже сомневаться не приходится: достаточно просто обернуть массив в еще один класс (например давно существующий [ArraySegment](https://referencesource.microsoft.com/#mscorlib/system/arraysegment.cs,31)), предоставив аналогичный интерфейс, и все готово. Мало того, аналогичную операцию можно проделать и со строками: они обладают необходимыми методами. Опять же, достаточно строку завернуть в точно такой же тип и предоставить методы по работе с ней. Другое дело, что для того чтобы хранить в одном типе строку, буфер или массив, придется сильно повозиться, храня в едином экземпляре ссылки на каждый из возможных вариантов (активным, понятное дело, будет только один):

public readonly ref struct OurSpan<T>

{

private T[] \_array;

private string \_str;

private T \* \_buffer;

// ...

}

Или же если отталкиваться от архитектуры, то делать три типа, которые наследуют единый интерфейс. Получается, что невозможно сделать средство единого интерфейса, отличное от Span<T>, между этими типами данных, сохранив при этом максимальную производительность.

Далее, если продолжить рассуждения, то, что такое ref struct в понятиях Span? Это именно те самые "структуры, они только на стеке", о которых мы так часто слышим на собеседованиях. А это значит, что этот тип данных может идти только через стек и не имеет права уходить в кучу. А потому Span, будучи ref структурой, является контекстным типом данных, обеспечивающим работу методов, но не объектов в памяти. От этого для его понимания и надо отталкиваться.

Отсюда мы можем сформулировать определение типа Span и связанного с ним readonly типа ReadOnlySpan:

Span - это тип данных, обеспечивающий единый интерфейс работы с разнородными типами массивов данных, а также возможность передать в другой метод подмножество этого массива таким образом, чтобы вне зависимости от глубины взятия контекста скорость доступа к исходному массиву была константной и максимально высокой.

И действительно: если мы имеем примерно такой код:

public void Method1(Span<byte> buffer)

{

buffer[0] = 0;

Method2(buffer.Slice(1,2));

}

Method2(Span<byte> buffer)

{

buffer[0] = 0;

Method3(buffer.Slice(1,1));

}

Method3(Span<byte> buffer)

{

buffer[0] = 0;

}

то скорость доступа к исходному буферу будет максимально высокой: вы работаете не с managed объектом, а с managed указателем. Т.е. не с .NET managed типом, а с unsafe типом, заключенным в managed оболочку.

### Span<T> на примерах

Человек так устроен, что зачастую пока он не получит определенного опыта, то конечного понимания, для чего необходим инструмент, часто не приходит. А потому, поскольку нам нужен некий опыт, давайте обратимся к примерам.

#### ValueStringBuilder

Одним из самых алгоритмически интересных примеров является тип ValueStringBuilder, который прикопан где-то в недрах mscorlib и почему-то, как и многие другие интереснейшие типы данных помечен модификатором internal, что означает, что, если бы не исследование исходного кода mscorlib, о таком замечательном способе оптимизации мы бы никогда не узнали.

Каков основной минус системного типа StringBuilder? Это, конечно же, его суть: как он сам, так и то, на чем он основан (а это - массив символов char[]) - являются типами ссылочными. А это значит как минимум две вещи: мы все равно (хоть и немного) нагружаем кучу и второе - увеличиваем шансы промаха по кэшам процессора.

Еще один вопрос, который у меня возникал к StringBuilder - это формирование маленьких строк. Т.е. когда результирующая строка "зуб даю" будет короткой: например, менее 100 символов. Когда мы имеем достаточно короткие форматирования, к производительности возникают вопросы:

$"{x} is in range [{min};{max}]"

Насколько эта запись хуже, чем ручное формирование через StringBuilder? Ответ далеко не всегда очевиден: все сильно зависит от места формирования: как часто будет вызван данный метод. Ведь сначала string.Format выделяет память под внутренний StringBuilder, который создаст массив символов (SourceString.Length + args.Length \* 8) и если в процессе формирования массива выяснится, что длина не была угадана, то для формирования продолжения будет создан еще один StringBuilder, формируя тем самым односвязный список. А в результате - необходимо будет вернуть сформированную строку: а это еще одно копирование. Транжирство и расточительство. Вот если бы избавиться от размещения в куче первого массива формируемой строки, было бы замечательно: от одной проблемы мы бы точно избавились.

Взглянем на тип из недр mscorlib:

**Класс ValueStringBuilder** [/src/mscorlib/shared/System/Text/ValueStringBuilder](https://github.com/dotnet/coreclr/blob/efebb38f3c18425c57f94ff910a50e038d13c848/src/mscorlib/shared/System/Text/ValueStringBuilder.cs)

internal ref struct ValueStringBuilder

{

// это поле будет активно если у нас слишком много символов

private char[] \_arrayToReturnToPool;

// это поле будет основным

private Span<char> \_chars;

private int \_pos;

// тип принимает буфер извне, делигируя выбор его размера вызывающей стороне

public ValueStringBuilder(Span<char> initialBuffer)

{

\_arrayToReturnToPool = null;

\_chars = initialBuffer;

\_pos = 0;

}

public int Length

{

get => \_pos;

set

{

int delta = value - \_pos;

if (delta > 0)

{

Append('\0', delta);

}

else

{

\_pos = value;

}

}

}

// Получение строки - копирование символов из массива в массив

public override string ToString()

{

var s = new string(\_chars.Slice(0, \_pos));

Clear();

return s;

}

// Вставка в середину сопровождается раздвиганием символов

// исходной строки чтобы вставить необходимый: путем копирования

public void Insert(int index, char value, int count)

{

if (\_pos > \_chars.Length - count)

{

Grow(count);

}

int remaining = \_pos - index;

\_chars.Slice(index, remaining).CopyTo(\_chars.Slice(index + count));

\_chars.Slice(index, count).Fill(value);

\_pos += count;

}

[MethodImpl(MethodImplOptions.AggressiveInlining)]

public void Append(char c)

{

int pos = \_pos;

if (pos < \_chars.Length)

{

\_chars[pos] = c;

\_pos = pos + 1;

}

else

{

GrowAndAppend(c);

}

}

[MethodImpl(MethodImplOptions.NoInlining)]

private void GrowAndAppend(char c)

{

Grow(1);

Append(c);

}

// Если исходного массива, переданного конструктором, не хватило

// мы выделяем массив из пула свободных необходимого размера

// На самом деле идеально было бы, если бы алгоритм дополнительно создавал

// дискретность в размерах массивов чтобы пул не был бы фрагментированным

[MethodImpl(MethodImplOptions.NoInlining)]

private void Grow(int requiredAdditionalCapacity)

{

Debug.Assert(requiredAdditionalCapacity > \_chars.Length - \_pos);

char[] poolArray = ArrayPool<char>.Shared.Rent(Math.Max(\_pos + requiredAdditionalCapacity, \_chars.Length \* 2));

\_chars.CopyTo(poolArray);

char[] toReturn = \_arrayToReturnToPool;

\_chars = \_arrayToReturnToPool = poolArray;

if (toReturn != null)

{

ArrayPool<char>.Shared.Return(toReturn);

}

}

[MethodImpl(MethodImplOptions.AggressiveInlining)]

private void Clear()

{

char[] toReturn = \_arrayToReturnToPool;

this = default; // for safety, to avoid using pooled array if this instance is erroneously appended to again

if (toReturn != null)

{

ArrayPool<char>.Shared.Return(toReturn);

}

}

// Пропущенные методы: с ними и так все ясно

private void AppendSlow(string s);

public bool TryCopyTo(Span<char> destination, out int charsWritten);

public void Append(string s);

public void Append(char c, int count);

public unsafe void Append(char\* value, int length);

public Span<char> AppendSpan(int length);

}

Этот класс по своему функционалу сходен со своим старшим собратом StringBuilder, обладая при этом одной интересной и очень важной особенностью: он является значимым типом. Т.е. хранится и передается целиком по значению. А новейший модификатор типа ref, который приписан к сигнатуре объявления типа, говорит нам о том, что данный тип обладает дополнительным ограничением: он имеет право находиться только на стеке. Т.е. вывод его экземпляров в поля классов приведет к ошибке. К чему все эти приседания? Для ответа на этот вопрос достаточно посмотреть на класс StringBuilder, суть которого мы только что описали:

**Класс StringBuilder** [/src/mscorlib/src/System/Text/StringBuilder.cs](https://github.com/dotnet/coreclr/blob/68f72dd2587c3365a9fe74d1991f93612c3bc62a/src/mscorlib/src/System/Text/StringBuilder.cs#L47-L62)

public sealed class StringBuilder : ISerializable

{

// A StringBuilder is internally represented as a linked list of blocks each of which holds

// a chunk of the string. It turns out string as a whole can also be represented as just a chunk,

// so that is what we do.

internal char[] m\_ChunkChars; // The characters in this block

internal StringBuilder m\_ChunkPrevious; // Link to the block logically before this block

internal int m\_ChunkLength; // The index in m\_ChunkChars that represent the end of the block

internal int m\_ChunkOffset; // The logical offset (sum of all characters in previous blocks)

internal int m\_MaxCapacity = 0;

// ...

internal const int DefaultCapacity = 16;

StringBuilder - это класс, внутри которого находится ссылка на массив символов. Т.е. когда вы создаете его, то по сути создается как минимум два объекта: сам StringBuilder и массив символов в как минимум 16 символов (кстати именно поэтому так важно задавать предполагаемую длину строки: ее построение будет идти через генерацию односвязного списка 16-символьных массивов. Согласитесь, расточительство). Что это значит в контексте нашего разговора о типе ValueStringBuilder: capacity по умолчанию отсутствует, т.к. он заимствует память извне, плюс он сам является значимым типом и заставляет пользователя расположить буфер для символов на стеке. Как итог весь экземпляр типа помещается на стек вместе с его содержимым и вопрос оптимизации здесь становится решенным. Нет выделения памяти в куче? Нет проблем с проседанием производительности по куче. Но вы мне скажите: почему тогда не пользоваться ValueStringBuilder (или его самописной версией: сам он internal и нам не доступен) всегда? Ответ такой: надо смотреть на задачу, которая вами решается. Будет ли результирующая строка известного размера? Будет ли она иметь некий известный максимум по длине? Если ответ "да" и если при этом размер строки не выходит за некоторые разумные границы, то можно использовать значимую версию StringBuilder. Иначе, если мы ожидаем длинные строки, переходим на использование обычной версии.

#### ValueListBuilder

internal ref partial struct ValueListBuilder<T>

{

private Span<T> \_span;

private T[] \_arrayFromPool;

private int \_pos;

public ValueListBuilder(Span<T> initialSpan)

{

\_span = initialSpan;

\_arrayFromPool = null;

\_pos = 0;

}

public int Length { get; set; }

public ref T this[int index] { get; }

[MethodImpl(MethodImplOptions.AggressiveInlining)]

public void Append(T item);

public ReadOnlySpan<T> AsSpan();

[MethodImpl(MethodImplOptions.AggressiveInlining)]

public void Dispose();

private void Grow();

}

Второй тип данных, который хочется особенно - отметить - это тип ValueListBuilder. Создан он для ситуаций, когда необходимо на короткое время создать некоторую коллекцию элементов и тут же отдать ее в обработку некоторому алгоритму.

Согласитесь: задача очень похожа на задачу ValueStringBuilder. Да и решена она очень похожим образом:

**Файл**[**ValueListBuilder.cs**](https://github.com/dotnet/coreclr/blob/dbaf2957387c5290a680c8918779683194137b1d/src/System.Private.CoreLib/shared/System/Collections/Generic/ValueListBuilder.cs)

Если говорить прямо, то такие ситуации достаточно частые. Однако раньше мы решали этот вопрос другим способом: создавали List, заполняли его данными и теряли ссылку. Если при этом метод вызывается достаточно часто, возникает печальная ситуация: множество экземпляров класса List повисает в куче, а вместе с ними повисают в куче и массивы, с ними ассоциированные. Теперь эта проблема решена: дополнительных объектов создано не будет. Однако, как и в случае с ValueStringBuilder, решена она только для программистов Microsoft: класс имеет модификатор internal.

### Правила и практика использования

Для того чтобы окончательно понять суть нового типа данных, необходимо "поиграться" с ним, написав пару-тройку, а лучше - больше методов, его использующих. Однако, основные правила можно почерпнуть уже сейчас:

* Если ваш метод будет обрабатывать некоторый входящий набор данных, не меняя его размер, можно попробовать остановиться на типе Span. Если при этом не будет модификации этого буфера, то на типе ReadOnlySpan;
* Если ваш метод будет работать со строками, вычисляя какую-то статистику либо производя синтаксический разбор строки, то ваш метод обязан принимать ReadOnlySpan<char>. Именно обязан: это новое правило. Ведь если вы принимаете строку, тем самым вы заставляете кого-то сделать для вас подстроку
* Если необходимо в рамках работы метода сделать достаточно короткий массив с данными (скажем, 10Кб максимум), то вы с легкостью можете организовать такой массив при помощи Span<TType> buf = stackalloc TType[size]. Однако, конечно, TType должен быть только значимым типом, т.к. stackalloc работает только со значимыми типами.

В остальных случаях стоит присмотреться либо к Memory либо использовать классические типы данных.

### Как работает Span

Дополнительно хотелось бы поговорить о том, как работает Span и что в нем такого примечательного. А поговорить есть о чем: сам тип данных делится на две версии: для .NET Core 2.0+ и для всех остальных.

**Файл**[**Span.Fast.cs, .NET Core 2.0**](https://github.com/dotnet/coreclr/blob/38403e661a4202ca4c8a72e4bbd9a263bddeb891/src/System.Private.CoreLib/shared/System/Span.Fast.cs)

public readonly ref partial struct Span<T>

{

/// Ссылка на объект .NET или чистый указатель

internal readonly ByReference<T> \_pointer;

/// Длина буфера данных по указателю

private readonly int \_length;

// ...

}

**Файл ??? [decompiled]**

public ref readonly struct Span<T>

{

private readonly System.Pinnable<T> \_pinnable;

private readonly IntPtr \_byteOffset;

private readonly int \_length;

// ...

}

Все дело в том что большой .NET Framework и .NET Core 1.\* не имеют специальным образом измененного сборщика мусора (в отличии от версии .NET Core 2.0+) и потому вынуждены тащить за собой дополнительный указатель: на начало буфера, с которым идет работа. Т.е. получается, что Span внутри себя работает с управляемыми объектами платформы .NET как с неуправляемыми. Взгляните на внутренности второго варианта структуры: там присутствует три поля. Первое поле - это ссылка на managed объект. Второе - смещение относительно начала этого объекта в байтах, чтобы получить начало буфера данных (в строках это буфер с символами char, в массивах - буфер с данными массива). И, наконец, третье поле - количество уложенных друг за другом элементов этого буфера.

Для примера возьмем работу Span для строк:

**Файл**[**coreclr::src/System.Private.CoreLib/shared/System/MemoryExtensions.Fast.cs**](https://github.com/dotnet/coreclr/blob/2b50bba8131acca2ab535e144796941ad93487b7/src/System.Private.CoreLib/shared/System/MemoryExtensions.Fast.cs#L409-L416)

public static ReadOnlySpan<char> AsSpan(this string text)

{

if (text == null)

return default;

return new ReadOnlySpan<char>(ref text.GetRawStringData(), text.Length);

}

Где string.GetRawStringData() выглядит следующим образом:

**Файл с определением полей**[**coreclr::src/System.Private.CoreLib/src/System/String.CoreCLR.cs**](https://github.com/dotnet/coreclr/blob/2b50bba8131acca2ab535e144796941ad93487b7/src/System.Private.CoreLib/src/System/String.CoreCLR.cs#L16-L23)

**Файл с определением GetRawStringData**[**coreclr::src/System.Private.CoreLib/shared/System/String.cs**](https://github.com/dotnet/coreclr/blob/2b50bba8131acca2ab535e144796941ad93487b7/src/System.Private.CoreLib/shared/System/String.cs#L462)

public sealed partial class String :

IComparable, IEnumerable, IConvertible, IEnumerable<char>,

IComparable<string>, IEquatable<string>, ICloneable

{

//

// These fields map directly onto the fields in an EE StringObject. See object.h for the layout.

//

[NonSerialized] private int \_stringLength;

// For empty strings, this will be '\0' since

// strings are both null-terminated and length prefixed

[NonSerialized] private char \_firstChar;

internal ref char GetRawStringData() => ref \_firstChar;

}

Т.е. получается, что метод лезет напрямую вовнутрь строки, а спецификация ref char позволяет отслеживать GC неуправляемую ссылку во внутрь строки, перемещая его вместе со строкой во время срабатывания GC.

Та же самая история происходит и с массивами: когда создается Span, то некий код внутри JIT рассчитывает смещение начала данных массива и этим смещением инициализирует Span. А как подсчитать смещения для строк и массивов, мы научились в главе [про структуру объектов в памяти](https://github.com/sidristij/dotnetbook/blob/master/book/ru/Memory/.%5CObjectsStructure.md).

### Span<T> как возвращаемое значение

Несмотря на всю идиллию, связанную со Span, существуют хоть и логичные, но неожиданные ограничения на его возврат из метода. Если взглянуть на следующий код:

unsafe void Main()

{

var x = GetSpan();

}

public Span<byte> GetSpan()

{

Span<byte> reff = new byte[100];

return reff;

}

то все выглядит крайне логично и хорошо. Однако, стоит заменить одну инструкцию другой:

unsafe void Main()

{

var x = GetSpan();

}

public Span<byte> GetSpan()

{

Span<byte> reff = stackalloc byte[100];

return reff;

}

как компилятор запретит инструкцию такого вида. Но прежде чем написать, почему, я прошу вас самим догадаться, какие проблемы понесет за собой такая конструкция.

Итак, я надеюсь, что вы подумали, построили догадки и предположения, а может даже и поняли причину. Если так, главу про [стек потока](https://github.com/sidristij/dotnetbook/blob/master/book/ru/Memory/ThreadStack.md) я по винтикам расписывал не зря. Ведь дав таким образом ссылку на локальные переменные метода, который закончил работу, вы можете вызвать другой метод, дождаться окончания его работы и через x[0.99] прочитать его локальные переменные.

Однако, к счастью, когда мы делаем попытку написать такого рода код, компилятор дает нам по рукам, выдав предупреждение: CS8352 Cannot use local 'reff' in this context because it may expose referenced variables outside of their declaration scope и будет прав: ведь если обойти эту ошибку, то возникает возможность, например, находясь в плагине подстроить такую ситуацию, что станет возможным украсть чужие пароли или повысить привилегии выполнения нашего плагина.

## Memory<T> и ReadOnlyMemory<T>

Визуальных отличий Memory<T> от Span<T> два. Первое - тип Memory<T> не содержит ограничения ref в заголовке типа. Т.е., другими словами, тип Memory<T> имеет право находиться не только на стеке, являясь либо локальной переменной, либо параметром метода, либо его возвращаемым значением, но и находиться в куче, ссылаясь оттуда на некоторые данные в памяти. Однако, эта маленькая разница создает огромную разницу в поведении и возможностях Memory<T> в сравнении с Span<T>. В отличии от Span<T>, который представляет собой средство пользования неким буфером данных для некоторых методов, тип Memory<T> предназначен для хранения информации о буфере, а не для работы с ним. Отсюда возникает разница в API:

* Memory<T> не содержит методов доступа к данным, которыми он заведует. Вместо этого он имеет свойство Span и метод Slice, которые возвращают рабочую лошадку - экземпляр типа Span.
* Memory<T> дополнительно содержит метод Pin(), предназначенный для сценариев, когда хранящийся буфер необходимо передать в unsafe код. При его вызове для случаев, когда память была выделена в .NET, буфер будет закреплен (pinned) и не будет перемещаться при срабатывании GC, возвращая пользователю экземпляр структуры MemoryHandle, инкапсулирующей в себе понятие отрезка жизни GCHandle, закрепившего буфер в памяти.

Однако, для начала предлагаю познакомиться со всем набором классов. И в качестве первого из них, взглянем на саму структуру Memory<T> (показаны не все члены типа, а показавшиеся наиболее важными):

public readonly struct Memory<T>

{

private readonly object \_object;

private readonly int \_index, \_length;

public Memory(T[] array) { ... }

public Memory(T[] array, int start, int length) { ... }

internal Memory(MemoryManager<T> manager, int length) { ... }

internal Memory(MemoryManager<T> manager, int start, int length) { ... }

public int Length => \_length & RemoveFlagsBitMask;

public bool IsEmpty => (\_length & RemoveFlagsBitMask) == 0;

public Memory<T> Slice(int start, int length);

public void CopyTo(Memory<T> destination) => Span.CopyTo(destination.Span);

public bool TryCopyTo(Memory<T> destination) => Span.TryCopyTo(destination.Span);

public Span<T> Span { get; }

public unsafe MemoryHandle Pin();

}

Как мы видим, структура содержит конструктор на основе массивов, но хранит данные в object. Сделано это для того чтобы дополнительно ссылаться на строки, для которых конструктор не предусмотрен, зато предусмотрен метод расширения для типа string AsMemory(), возвращающий ReadOnlyMemory. Однако, поскольку бинарно оба типа должны быть одинаковыми, типом поля \_object является Object.

Далее мы видим два конструктора, работающих на основе MemoryManager. О них мы поговорим попозже. Свойства получения размера Length и проверки на пустое множество IsEmpty. Также имеется метод получения подмножества Slice и методы копирования CopyTo и TryCopyTo.

Подробнее же в разговоре о Memory хочется остановиться на двух методах этого типа: на свойстве Span и методе Pin.

### Memory<T>.Span

public Span<T> Span

{

get

{

if (\_index < 0)

{

return ((MemoryManager<T>)\_object).GetSpan().Slice(\_index & RemoveFlagsBitMask, \_length);

}

else if (typeof(T) == typeof(char) && \_object is string s)

{

// This is dangerous, returning a writable span for a string that should be immutable.

// However, we need to handle the case where a ReadOnlyMemory<char> was created from a string

// and then cast to a Memory<T>. Such a cast can only be done with unsafe or marshaling code,

// in which case that's the dangerous operation performed by the dev, and we're just following

// suit here to make it work as best as possible.

return new Span<T>(ref Unsafe.As<char, T>(ref s.GetRawStringData()), s.Length).Slice(\_index, \_length);

}

else if (\_object != null)

{

return new Span<T>((T[])\_object, \_index, \_length & RemoveFlagsBitMask);

}

else

{

return default;

}

}

}

А точнее, на строчки, обрабатывающие работу со строками. Ведь в них говорится о том, что если мы каким-либо образом сконвертировали ReadOnlyMemory<T> в Memory<T> (а в двоичном представлении это одно и тоже. Мало того, существует комментарий, предупреждающий, что бинарно эти два типа обязаны совпадать, т.к. один из другого получается путем вызова Unsafe.As), то мы получаем  возможность менять строки. А это крайне опасный механизм:

unsafe void Main()

{

var str = "Hello!";

ReadOnlyMemory<char> ronly = str.AsMemory();

Memory<char> mem = (Memory<char>)Unsafe.As<ReadOnlyMemory<char>, Memory<char>>(ref ronly);

mem.Span[5] = '?';

Console.WriteLine(str);

}

---

Hello?

Который в купе с интернированием строк может дать весьма плачевные последствия.

### Memory<T>.Pin

Второй метод, который вызывает не поддельный интерес - это метод Pin:

public unsafe MemoryHandle Pin()

{

if (\_index < 0)

{

return ((MemoryManager<T>)\_object).Pin((\_index & RemoveFlagsBitMask));

}

else if (typeof(T) == typeof(char) && \_object is string s)

{

// This case can only happen if a ReadOnlyMemory<char> was created around a string

// and then that was cast to a Memory<char> using unsafe / marshaling code. This needs

// to work, however, so that code that uses a single Memory<char> field to store either

// a readable ReadOnlyMemory<char> or a writable Memory<char> can still be pinned and

// used for interop purposes.

GCHandle handle = GCHandle.Alloc(s, GCHandleType.Pinned);

void\* pointer = Unsafe.Add<T>(Unsafe.AsPointer(ref s.GetRawStringData()), \_index);

return new MemoryHandle(pointer, handle);

}

else if (\_object is T[] array)

{

// Array is already pre-pinned

if (\_length < 0)

{

void\* pointer = Unsafe.Add<T>(Unsafe.AsPointer(ref array.GetRawSzArrayData()), \_index);

return new MemoryHandle(pointer);

}

else

{

GCHandle handle = GCHandle.Alloc(array, GCHandleType.Pinned);

void\* pointer = Unsafe.Add<T>(Unsafe.AsPointer(ref array.GetRawSzArrayData()), \_index);

return new MemoryHandle(pointer, handle);

}

}

return default;

}

Который также является очень важным инструментом унификации: ведь вне зависимости от типа данных, на которые ссылается Memory<T>, если мы захотим отдать буфер в неуправляемый код, то единственное, что нам надо сделать - вызвать метод Pin() и передать указатель, который будет храниться в свойстве полученной структуры в неуправляемый код:

void PinSample(Memory<byte> memory)

{

using(var handle = memory.Pin())

{

WinApi.SomeApiMethod(handle.Pointer);

}

}

И в данном коде нет никакой разницы, для чего вызван Pin(): для Memory над T[], над string или же над буфером неуправляемой памяти. Просто для массивов и строк будет создан реальный GCHandle.Alloc(array, GCHandleType.Pinned), а для неуправляемой памяти - просто ничего не произойдет.

## MemoryManager, IMemoryOwner, MemoryPool

Помимо указания полей структуры я хочу дополнительно указать на то, что существует еще два internal конструктора типа, работающих на основании еще одной сущности - MemoryManager, речь о котором зайдет несколько дальше и что не является чем-то, о чем вы, возможно, только что подумали: менеджером памяти в классическом понимании. Однако, как и Span, Memory точно также содержит в себе ссылку на объект, по которому будет производиться навигация, а также смещение и размер внутреннего буфера. Также дополнительно стоит отметить, что Memory может быть создан оператором new только на основании массива плюс методами расширения - на основании строки, массива и ArraySegment. Т.е. его создание на основании unmanaged памяти вручную не подразумевается. Однако, как мы видим, существует некий внутренний метод создания этой структуры на основании MemoryManager:

**Файл**[**MemoryManager.cs**](https://github.com/dotnet/corefx/blob/master/src/Common/src/CoreLib/System/Buffers/MemoryManager.cs)

public abstract class MemoryManager<T> : IMemoryOwner<T>, IPinnable

{

public abstract MemoryHandle Pin(int elementIndex = 0);

public abstract void Unpin();

public virtual Memory<T> Memory => new Memory<T>(this, GetSpan().Length);

public abstract Span<T> GetSpan();

protected Memory<T> CreateMemory(int length) => new Memory<T>(this, length);

protected Memory<T> CreateMemory(int start, int length) => new Memory<T>(this, start, length);

void IDisposable.Dispose()

protected abstract void Dispose(bool disposing);

}

Которая инкапсулирует в себе понятие владельца участка памяти. Другими словами, если Span - средство работы с памятью, а Memory - средство хранения информации о конкретном участке, то MemoryManager - средство контроля его жизни, его владелец. Для примера можно взять тип NativeMemoryManager<T>, который хоть и написан для тестов, однако неплохо отражает суть понятия "владение":

**Файл**[**NativeMemoryManager.cs**](https://github.com/dotnet/corefx/blob/888088448ac5dd1053d88434dfd819dcbc0fd9a1/src/Common/tests/System/Buffers/NativeMemoryManager.cs)

internal sealed class NativeMemoryManager : MemoryManager<byte>

{

private readonly int \_length;

private IntPtr \_ptr;

private int \_retainedCount;

private bool \_disposed;

public NativeMemoryManager(int length)

{

\_length = length;

\_ptr = Marshal.AllocHGlobal(length);

}

public override void Pin() { ... }

public override void Unpin()

{

lock (this)

{

if (\_retainedCount > 0)

{

\_retainedCount--;

if (\_retainedCount == 0)

{

if (\_disposed)

{

Marshal.FreeHGlobal(\_ptr);

\_ptr = IntPtr.Zero;

}

}

}

}

}

// Другие методы

}

Т.е., другими словами, класс обеспечивает возможность вложенных вызовов метода Pin() подсчитывая тем самым образующиеся ссылки из unsafe мира.

Еще одной сущностью, тесно связанной с Memory, является MemoryPool, который обеспечивает пулинг экземпляров MemoryManager (а по факту - IMemoryOwner):

**Файл**[**MemoryPool.cs**](https://github.com/dotnet/corefx/blob/f592e887e2349ed52af6a83070c42adb9d26408c/src/System.Memory/src/System/Buffers/MemoryPool.cs)

public abstract class MemoryPool<T> : IDisposable

{

public static MemoryPool<T> Shared => s\_shared;

public abstract IMemoryOwner<T> Rent(int minBufferSize = -1);

public void Dispose() { ... }

}

Который предназначен для выдачи буферов необходимого размера во временное пользование. Арендуемые экземпляры, реализующие интерфейс IMemoryOwner<T>, имеют метод Dispose(), который возвращает арендованный массив обратно в пул массивов. Причем, по умолчанию вы можете пользоваться общим пулом буферов, который построен на основе ArrayMemoryPool:

**Файл**[**ArrayMemoryPool.cs**](https://github.com/dotnet/corefx/blob/56dfb8834fa50f3bc61ea9b4bfdc9dcc759b6ec9/src/System.Memory/src/System/Buffers/ArrayMemoryPool.cs)

internal sealed partial class ArrayMemoryPool<T> : MemoryPool<T>

{

private const int MaximumBufferSize = int.MaxValue;

public sealed override int MaxBufferSize => MaximumBufferSize;

public sealed override IMemoryOwner<T> Rent(int minimumBufferSize = -1)

{

if (minimumBufferSize == -1)

minimumBufferSize = 1 + (4095 / Unsafe.SizeOf<T>());

else if (((uint)minimumBufferSize) > MaximumBufferSize)

ThrowHelper.ThrowArgumentOutOfRangeException(ExceptionArgument.minimumBufferSize);

return new ArrayMemoryPoolBuffer(minimumBufferSize);

}

protected sealed override void Dispose(bool disposing) { }

}

И на основании данной архитектуры вырисовывается следующая картина мира:

* Тип данных Span необходимо использовать в параметрах методов, если вы подразумеваете либо считывание данных (ReadOnlySpan), либо считывание или запись (Span). Но не задачу его сохранения в поле класса для использования в будущем
* Если вам необходимо хранить ссылку на буфер данных из поля класса, необходимо использовать Memory<T> или ReadOnlyMemory<T> - в зависимости от целей
* MemoryManager<T> - это владелец буфера данных (можно не использовать: по необходимости). Необходим, когда, например, встает необходимость подсчитывать вызовы Pin(). Или когда необходимо обладать знаниями о том, как освобождать память
* Если Memory построен вокруг неуправляемого участка памяти, Pin() ничего не сделает. Однако это унифицирует работу с разными типами буферов: как в случае управляемого, так и в случае неуправляемого кода интерфейс взаимодействия будет одинаковым
* Каждый из типов имеет публичные конструкторы. А это значит, что вы можете пользоваться как Span напрямую, так и получать его экземпляр из Memory. Сам Memory вы можете создать как отдельно, так и организовать для него IMemoryOwner тип, который будет владеть участком памяти, на который будет ссылаться Memory. Частным случаем может являться любой тип, основанный на MemoryManager: некоторое локальное владение участком памяти (например, с подсчетом ссылок из unsafe мира). Если при этом необходим пулинг таких буферов (ожидается частый трафик буферов примерно равного размера), можно воспользоваться типом MemoryPool.
* Если подразумевается, что вам необходимо работать с unsafe кодом, передавая туда некий буфер данных, стоит использовать тип Memory: он имеет метод Pin(), автоматизирующий фиксацию буфера в куче .NET, если тот был там создан.
* Если же вы имеете некий трафик буферов (например, вы решаете задачу парсинга текста программы или какого-то DSL), стоит воспользоваться типом MemoryPool, который можно организовать очень правильным образом, выдавая из пула буферы подходящего размера (например, немного большего, если не нашлось подходящего, но с обрезкой originalMemory.Slice(requiredSize) чтобы не фрагментировать пул)

## Производительность

Для того чтобы понять производительность новых типов данных, я решил воспользоваться уже ставшей стандартной библиотекой [BenchmarkDotNet](https://github.com/dotnet/BenchmarkDotNet):

[Config(typeof(MultipleRuntimesConfig))]

public class SpanIndexer

{

private const int Count = 100;

private char[] arrayField;

private ArraySegment<char> segment;

private string str;

[GlobalSetup]

public void Setup()

{

str = new string(Enumerable.Repeat('a', Count).ToArray());

arrayField = str.ToArray();

segment = new ArraySegment<char>(arrayField);

}

[Benchmark(Baseline = true, OperationsPerInvoke = Count)]

public int ArrayIndexer\_Get()

{

var tmp = 0;

for (int index = 0, len = arrayField.Length; index < len; index++)

{

tmp = arrayField[index];

}

return tmp;

}

[Benchmark(OperationsPerInvoke = Count)]

public void ArrayIndexer\_Set()

{

for (int index = 0, len = arrayField.Length; index < len; index++)

{

arrayField[index] = '0';

}

}

[Benchmark(OperationsPerInvoke = Count)]

public int ArraySegmentIndexer\_Get()

{

var tmp = 0;

var accessor = (IList<char>)segment;

for (int index = 0, len = accessor.Count; index < len; index++)

{

tmp = accessor[index];

}

return tmp;

}

[Benchmark(OperationsPerInvoke = Count)]

public void ArraySegmentIndexer\_Set()

{

var accessor = (IList<char>)segment;

for (int index = 0, len = accessor.Count; index < len; index++)

{

accessor[index] = '0';

}

}

[Benchmark(OperationsPerInvoke = Count)]

public int StringIndexer\_Get()

{

var tmp = 0;

for (int index = 0, len = str.Length; index < len; index++)

{

tmp = str[index];

}

return tmp;

}

[Benchmark(OperationsPerInvoke = Count)]

public int SpanArrayIndexer\_Get()

{

var span = arrayField.AsSpan();

var tmp = 0;

for (int index = 0, len = span.Length; index < len; index++)

{

tmp = span[index];

}

return tmp;

}

[Benchmark(OperationsPerInvoke = Count)]

public int SpanArraySegmentIndexer\_Get()

{

var span = segment.AsSpan();

var tmp = 0;

for (int index = 0, len = span.Length; index < len; index++)

{

tmp = span[index];

}

return tmp;

}

[Benchmark(OperationsPerInvoke = Count)]

public int SpanStringIndexer\_Get()

{

var span = str.AsSpan();

var tmp = 0;

for (int index = 0, len = span.Length; index < len; index++)

{

tmp = span[index];

}

return tmp;

}

[Benchmark(OperationsPerInvoke = Count)]

public void SpanArrayIndexer\_Set()

{

var span = arrayField.AsSpan();

for (int index = 0, len = span.Length; index < len; index++)

{

span[index] = '0';

}

}

[Benchmark(OperationsPerInvoke = Count)]

public void SpanArraySegmentIndexer\_Set()

{

var span = segment.AsSpan();

for (int index = 0, len = span.Length; index < len; index++)

{

span[index] = '0';

}

}

}

public class MultipleRuntimesConfig : ManualConfig

{

public MultipleRuntimesConfig()

{

Add(Job.Default

.With(CsProjClassicNetToolchain.Net471) // Span не поддерживается CLR

.WithId(".NET 4.7.1"));

Add(Job.Default

.With(CsProjCoreToolchain.NetCoreApp20) // Span поддерживается CLR

.WithId(".NET Core 2.0"));

Add(Job.Default

.With(CsProjCoreToolchain.NetCoreApp21) // Span поддерживается CLR

.WithId(".NET Core 2.1"));

Add(Job.Default

.With(CsProjCoreToolchain.NetCoreApp22) // Span поддерживается CLR

.WithId(".NET Core 2.2"));

}

}

После чего изучим результаты:
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Смотря на них можно почерпнуть следующую информацию:

* ArraySegment ужасен. Но его можно сделать не таким ужасным, обернув в Span. Производительность вырастет при этом в 7 раз;
* Если рассматривать .NET Framework 4.7.1 (а для 4.5 это будет аналогичным), то переход на Span заметно просадит работу с буферами данных. Примерно на 30-35%;
* Однако если посмотреть в сторону .NET Core 2.1+, то здесь производительность станет сопоставимой, а с учетом того что Span может работать на части буфера данных, создавая контекст, то вообще быстрее: ведь аналогичным функционалом обладает ArraySegment, который работает крайне медленно.

Отсюда можно сделать простые выводы по использованию этих типов данных:

* Для .NET Framework 4.5+ и .NET Core их использование даст только один плюс: они быстрее их альтернативы в виде ArraySegment - на подмножестве исходного массива;
* Для .NET Core 2.1+ их использование даст неоспоримое преимущество как перед использованием ArraySegment, так и перед любыми видами ручной реализации Slice
* Также, что не даст ни один способ унификации массивов - все три способа максимально производительны.

# Структура объектов в памяти

[Ссылка на обсуждение](https://github.com/sidristij/dotnetbook/issues/56)

До сего момента, говоря про разницу между значимыми и ссылочными типами, мы затрагивали эту тему с высоты конечного разработчика. Т.е. мы никогда не смотрели на то, как они в реальности устроены и какие приемы реализованы в них на уровне CLR. Мы смотрели, фактически, на конечный результат и рассуждали с точки зрения изучения черного ящика. Однако, чтобы понимать суть вещей глубже и чтобы отбросить в сторону последние оставшиеся мысли о какой-либо магии, происходящей внутри CLR, стоит заглянуть в самые ее потроха и изучить те алгоритмы, которые систему типов регулируют.

## Внутренняя структура экземпляров типов

Перед тем как начинать рассуждение о строении управляющих блоков системы типов давайте посмотрим на сам объект, на экземпляр любого класса. Если мы создадим в памяти экземпляр любого ссылочного типа, будь то класс или же упакованная структура, то состоять он будет всего из трёх полей: SyncBlockIndex (который на самом деле не только он), указатель на описатель типа и данные. Область данных может содержать очень много полей, но, не умаляя общности, ниже в примере полагаем, что в данных содержится одно поле. Так, если представить эту структуру графически, то мы получим следующее:

**System.Object**

----------------------------------------------

| SyncBlkIndx | VMT\_Ptr | Data |

----------------------------------------------

| 4 / 8 байт | 4 / 8 байт | 4 / 8 байт |

----------------------------------------------

| 0xFFF..FFF | 0xXXX..XXX | 0 |

----------------------------------------------

^

| Сюда ведут ссылки на объект. Т.е. не в начало, а на VMT

Sum size = 12 (x86) | 24 (x64)

Т.е. фактически размер экземпляра типа зависит от конечной платформы, на которой будет работать приложение.

Далее давайте проследуем по указателю VMT\_Ptr и посмотрим, какая структура данных лежит по этому адресу. Для всей системы типов этот указатель является самым главным: именно через него работает и наследование, и реализация интерфейсов, и приведение типов, и много чего ещё. Этот указатель - отсылка в систему типов .NET CLR, паспорт объекта, по которому CLR осуществляет приведение типов, понимает объем памяти, занимаемый объектом, именно при помощи него GC так лихо обходит объект, определяя, по каким адресам лежат указатели на объекты, а по каким - просто числа. Именно через него можно узнать вообще все об объекте и заставить CLR отрабатывать его по-другому. А потому именно им и займёмся.

### Структура Virtual Methods Table

Описание самой таблицы доступно по адресу в [GitHub CoreCLR](https://github.com/dotnet/coreclr/blob/master/src/vm/methodtable.h), и если отбросить все лишнее (а там 4381 строка), [выглядит она следующим образом](https://github.com/dotnet/coreclr/blob/master/src/vm/methodtable.h#L4099-L4114):

Это версия из CoreCLR. Если смотреть на структуру полей в .NET Framework, то она будет отличаться расположением полей и расположением отдельных битов системной информации из двух битовых полей m\_wFlags и m\_wFlags2.

// Low WORD is component size for array and string types (HasComponentSize() returns true).

// Used for flags otherwise.

DWORD m\_dwFlags;

// Base size of instance of this class when allocated on the heap

DWORD m\_BaseSize;

WORD m\_wFlags2;

// Class token if it fits into 16-bits. If this is (WORD)-1, the class token is stored in the TokenOverflow optional member.

WORD m\_wToken;

// <NICE> In the normal cases we shouldn't need a full word for each of these </NICE>

WORD m\_wNumVirtuals;

WORD m\_wNumInterfaces;

Согласитесь, выглядит несколько пугающе. Причём пугающе выглядит не то, что тут всего 6 полей (а где все остальные?), а то, что для достижения этих полей, необходимо пропустить 4,100 строк логики. Я лично ожидал тут увидеть что-то готовое, чего не надо дополнительно вычислять. Однако, тут все совсем не так просто: поскольку методов и интерфейсов в любом типе может быть различное количество, то и сама таблица VMT получается переменного размера. А это в свою очередь означает, что для достижения её наполнения надо вычислять, где находятся все её оставшиеся поля. Но давайте не будем унывать и попытаемся сразу получить выгоду из того, что мы уже имеем: мы, пока что, понятия не имеем, что имеется ввиду под другими полями (разве что два последних), зато поле m\_BaseSize выглядит заманчиво. Как подсказывает нам комментарий, это - фактический размер для экземпляра типа. Мы только что нашли sizeof для классов! Попробуем в бою?

Итак, чтобы получить адрес VMT мы можем пойти двумя путями: либо сложным, получив адрес объекта, а значит и VMT:

class Program

{

public static unsafe void Main()

{

Union x = new Union();

x.Reference.Value = "Hello!";

// Первым полем лежит указатель на место, где лежит указатель на VMT

// - (IntPtr\*)x.Value.Value - преобразовали число в указатель (сменили тип для компилятора)

// - \*(IntPtr\*)x.Value.Value - взяли по адресу объекта адрес VMT

// - (void \*)\*(IntPtr\*)x.Value.Value - преобразовали в указатель

void \*vmt = (void \*)\*(IntPtr\*)x.Value.Value;

// вывели в консоль адрес VMT;

Console.WriteLine((ulong)vmt);

}

[StructLayout(LayoutKind.Explicit)]

public class Union

{

public Union()

{

Value = new Holder<IntPtr>();

Reference = new Holder<object>();

}

[FieldOffset(0)]

public Holder<IntPtr> Value;

[FieldOffset(0)]

public Holder<object> Reference;

}

public class Holder<T>

{

public T Value;

}

}

Либо простым, используя .NET FCL API:

var vmt = typeof(string).TypeHandle.Value;

Второй путь, конечно же, проще (хоть и дольше работает). Однако знание первого очень важно с точки зрения понимания структуры экземпляра типа. Использование второго способа добавляет чувство уверенности: если мы вызываем метод API, то вроде как пользуемся задокументированным способом работы с VMT, а если достаём через указатели, то нет. Однако не стоит забывать, что хранение VMT \* - стандартно для практически любого ООП языка и для .NET платформы в целом: эта ссылка всегда находится на одном и том же месте, как самое часто используемое поле класса. А самое часто используемое поле класса должно идти первым, чтобы адресация была без смещения и, как результат, была быстрей. Отсюда делаем вывод, что в случае классов положение полей на скорость влиять не будет, а вот у структур - самое часто используемое поле можно поставить первым. Хотя, конечно же, для абсолютного большинства .NET приложений это не даст вообще никакого эффекта: не для таких задач создавалась эта платформа.

Давайте изучим вопрос структуры типов с точки зрения размера их экземпляра. Нам же надо не просто абстрактно изучать их (это просто-напросто скучно), но дополнительно попробуем извлечь из этого такую выгоду, какую не извлечь обычным способом.

**Почему sizeof есть для Value Type, но нет для Reference Type?** На самом деле вопрос, открытый т.к. никто не мешает рассчитать размер ссылочного типа. Единственное обо что можно споткнуться - это не фиксированный размер двух ссылочных типов: Array и String. А также Generic группы, которая зависит целиком и полностью от конкретных вариантов. Т.е. оператором sizeof(..) мы обойтись не смогли бы: необходимо работать с конкретными экземплярами. Однако никто не мешает команде CLR сделать метод вида static int System.Object.SizeOf(object obj), который бы легко и просто возвращал бы нам то, что надо. Так почему же Microsoft не реализовала этот метод? Есть мысль, что платформа .NET в их понимании опять же - не та платформа, где разработчик будет сильно переживать за конкретные байты. В случае чего можно просто доставить планок в материнскую плату. Тем более что большинство типов данных, которые мы реализуем, не занимают такие большие объёмы.

Но не будем отвлекаться. Итак, чтобы получить размер экземпляра класса, чей размер фиксирован, достаточно написать следующий код:

unsafe int SizeOf(Type type)

{

MethodTable \*pvmt = (MethodTable \*)type.TypeHandle.Value.ToPointer();

return pvmt->Size;

}

[StructLayout(LayoutKind.Explicit)]

public struct MethodTable

{

[FieldOffset(4)]

public int Size;

}

class Sample

{

int x;

}

// ...

Console.WriteLine(SizeOf(typeof(Sample)));

Итак, что мы только что сделали? Первым шагом мы получили указатель на таблицу виртуальных методов. После чего мы считываем размер и получаем 12 - это сумма размеров полей SyncBlockIndex + VMT\_Ptr + поле x для 32-разрядной платформы. Если мы поиграемся с разными типами, то получим примерно следующую таблицу для x86:

| **Тип или его определение** | **Размер** | **Комментарий** |
| --- | --- | --- |
| Object | 12 | SyncBlk + VMT + пустое поле |
| Int16 | 12 | Boxed Int16: SyncBlk + VMT + данные (выровнено по 4 байта) |
| Int32 | 12 | Boxed Int32: SyncBlk + VMT + данные |
| Int64 | 16 | Boxed Int64: SyncBlk + VMT + данные |
| Char | 12 | Boxed Char: SyncBlk + VMT + данные (выровнено по 4 байта) |
| Double | 16 | Boxed Double: SyncBlk + VMT + данные |
| IEnumerable | 0 | Интерфейс не имеет размера: надо брать obj.GetType() |
| List<T> | 24 | Не важно сколько элементов в List, занимать он будет одинаково т.к. хранит данные он в array, который не учитывается |
| GenericSample<int> | 12 | Как видите, generics прекрасно считаются. Размер не поменялся, т.к. данные находятся на том же месте, что и у boxed int. Итог: SyncBlk + VMT + данные |
| GenericSample<Int64> | 16 | Аналогично |
| GenericSample<IEnumerable> | 12 | Аналогично |
| GenericSample<DateTime> | 16 | Аналогично |
| string | 14 | Это значение будет возвращено для любой строки, т.к. реальный размер должен считаться динамически. Однако он подходит для размера под пустую строку. Прошу заметить, что размер не выровнен по разрядности: по сути, это поле использоваться не должно |
| int[]{1} | 24554 | Для массивов в данном месте лежат совсем другие данные, также их размер не является фиксированным, потому его необходимо считать отдельно |

Как видите, когда система хранит данные о размере экземпляра типа, то она фактически хранит данные для ссылочного вида этого типа (т.е. в том числе для ссылочного варианта значимого). Давайте сделаем некоторые выводы:

1. Если вы хотите знать, сколько займёт значимый тип как значение, используйте sizeof(TType)
2. Если вы хотите рассчитать, чего вам будет стоить боксинг, то вы можете округлить sizeof(TType) в большую сторону до размера слова процессора (4 или 8 байт) и прибавить ещё 2 слова (2 \* sizeof(IntPtr)). Или же взять это значение из VMT типа.
3. Расчёт выделенного объем памяти в куче представлен для следующих типов:
   1. Обычный ссылочный тип фиксированного размера: мы можем забрать размер экземпляра из VMT;
   2. Cтрока, необходимо вручную считать её размер (это вообще редко когда может понадобиться, но, согласитесь, интересно)
   3. Массив, то его размер также рассчитывается отдельно: на основании размера его элементов и их количества. Эта задачка может оказаться куда более полезной: ведь именно массивы первые в очереди на попадание в LOH

### System.String

Про строки в вопросах практики мы поговорим отдельно: этому, относительно небольшому, классу можно выделить целую главу. А в рамках главы про строение VMT мы поговорим про строение строк на низком уровне. Для хранения строк применяется стандарт UTF16. Это значит, что каждый символ занимает 2 байта. Дополнительно в конце каждой строки хранится null-терминатор – значение, которое идентифицирует окончание строки. Также в экземпляре хранится длина строки в виде Int32 числа - чтобы не считать длину каждый раз, когда она понадобится (про кодировки мы поговорим отдельно). На схеме ниже представлена информация о занимаемой памяти строкой:

// Для .NET Framework 3.5 и младше

----------------------------------------------------------------------------------------------------

| SyncBlkIndx | VMTPtr | ArrayLength | Length | char | char | Term |

----------------------------------------------------------------------------------------------------

| 4 / 8 байт | 4 / 8 байт | 4 байта | 4 байта | 2 байта | 2 байта | 2 байта |

----------------------------------------------------------------------------------------------------

| -1 | 0xXXXXXXXX | 3 | 2 | a | b | <nil> |

----------------------------------------------------------------------------------------------------

Term – null terminator

Sum size = (8|16) + 2 \* 4 + Count \* 2 + 2 -> округлить в большую сторону по разрядности. (24 байта в примере)

Count – количество символов в строке, не считая терминальный

// Для .NET Framework 4 и старше

-----------------------------------------------------------------------------------

| SyncBlkIndx | VMTPtr | Length | char | char | Term |

-----------------------------------------------------------------------------------

| 4 / 8 байт | 4 / 8 байт | 4 байта | 2 байта | 2 байта | 2 байта |

-----------------------------------------------------------------------------------

| -1 | 0xXXXXXXXX | 2 | a | b | <nil> |

-----------------------------------------------------------------------------------

Term - null terminator

Sum size = (8|16) + 4 + Count \* 2 + 2) -> округлить в большую сторону по разрядности. (20 байт в примере)

Count – количество символов в строке, не считая терминальный

Перепишем наш метод, чтобы научить его считать размер строк:

unsafe int SizeOf(object obj)

{

var majorNetVersion = Environment.Version.Major;

var type = obj.GetType();

var href = Union.GetRef(obj).ToInt64();

var DWORD = sizeof(IntPtr);

var baseSize = 3 \* DWORD;

if (type == typeof(string))

{

if (majorNetVersion >= 4)

{

var length = (int)\*(int\*)(href + DWORD /\* skip vmt \*/);

return DWORD \* ((baseSize + 2 + 2 \* length + (DWORD-1)) / DWORD);

}

else

{

// on 1.0 -> 3.5 string have additional RealLength field

var arrlength = \*(int\*)(href + DWORD /\* skip vmt \*/);

var length = \*(int\*)(href + DWORD /\* skip vmt \*/ + 4 /\* skip length \*/);

return DWORD \* ((baseSize + 4 + 2 \* length + (DWORD-1)) / DWORD);

}

}

else

if (type.BaseType == typeof(Array) || type == typeof(Array))

{

return ((ArrayInfo\*)href)->SizeOf();

}

return SizeOf(type);

}

Где SizeOf(type) будет вызывать старую реализацию - для фиксированных по длине ссылочных типов.

Давайте проверим код на практике:

Action<string> stringWriter = (arg) =>

{

Console.WriteLine($"Length of `{arg}` string: {SizeOf(arg)}");

};

stringWriter("a");

stringWriter("ab");

stringWriter("abc");

stringWriter("abcd");

stringWriter("abcde");

stringWriter("abcdef");

}

-----

Length of `a` string: 16

Length of `ab` string: 20

Length of `abc` string: 20

Length of `abcd` string: 24

Length of `abcde` string: 24

Length of `abcdef` string: 28

Расчёты показывают, что размер строки увеличивается не линейно, а ступенчато на каждые два символа. Это происходит потому, что размер каждого символа - 2 байта, а конечный размер должен без остатка делиться на разрядность процессора (в примере x86), почему происходит соответствующее выравнивание размера строки на 2 байта. Результат нашей работы прекрасен: мы можем посчитать, во что нам обошлась та или иная строка. Последним этапом нам осталось узнать, как рассчитать размер массивов в памяти.

### Массивы

Строение массивов несколько сложнее: ведь у массивов могут быть варианты их строения:

1. Они могут хранить значимые типы, а могут хранить ссылочные
2. Массивы могут быть как одномерными, так и многомерными
3. Каждое измерение (мера) может начинаться как с 0, так и с любого другого числа (это, на мой взгляд, очень спорная возможность, избавляющая программиста от необходимости в написании arr[i - startIndex] на уровне FCL). Сделано это, вроде как, для совместимости с другими языками, к примеру, в Pascal индексация массива может начинаться не с 0, а с любого числа, однако мне кажется, что это лишнее.

Отсюда возникает некоторая путаность в реализации массивов и невозможность точно предсказать размер конечного массива: мало перемножить количество элементов на их размер. Хотя, конечно, для большинства случаев этого будет достаточно. Важным размер становится, когда мы боимся попасть в LOH. Однако у нас и тут возникают варианты: мы можем просто накинуть к размеру, подсчитанному "на коленке", какую-то константу сверху (например, 100), чтобы понять, перешагнули мы границу в 85000 или нет. Однако, в рамках данного раздела задача несколько другая: понять структуру типов. На неё и посмотрим:

// Заголовок

----------------------------------------------------------------------------------------

| SBI | VMT\_Ptr | Total | Len\_1 | Len\_2 | .. | Len\_N | Term | VMT\_Child |

----------------------------------opt-------opt------------opt-------opt--------opt-----

| 4 / 8 | 4 / 8 | 4 | 4 | 4 | | 4 | 4 | 4/8 |

----------------------------------------------------------------------------------------

| 0xFF.FF | 0xXX.XX | ? | ? | ? | | ? | 0x00.00 | 0xXX.XX |

----------------------------------------------------------------------------------------

- opt: опционально

- SBI: Sync Block Index

- VMT\_Child: присутствует, только если массив хранит данные ссылочного типа

- Total: присутствует для оптимизации. Общее количество элементов массива с учётом всех размерностей

- Len\_2..Len\_N, Term: присутствуют, только если размерность массива более 1 (регулируется битами в VMT->Flags)

Как мы видим, заголовок типа хранит данные об измерениях массива: их число может быть как 1, так и достаточно большим: фактически их размер ограничивается только null-терминатором, означающим, что перечисление закончено. Данный пример доступен полностью в файле [GettingInstanceSize](https://github.com/sidristij/dotnetbook/blob/master/book/ru/Memory/samples/GettingInstanceSize.linq), а ниже я приведу только его самую важную часть:

public int SizeOf()

{

var total = 0;

int elementsize;

fixed (void\* entity = &MethodTable)

{

var arr = Union.GetObj<Array>((IntPtr)entity);

var elementType = arr.GetType().GetElementType();

if (elementType.IsValueType)

{

var typecode = Type.GetTypeCode(elementType);

switch (typecode)

{

case TypeCode.Byte:

case TypeCode.SByte:

case TypeCode.Boolean:

elementsize = 1;

break;

case TypeCode.Int16:

case TypeCode.UInt16:

case TypeCode.Char:

elementsize = 2;

break;

case TypeCode.Int32:

case TypeCode.UInt32:

case TypeCode.Single:

elementsize = 4;

break;

case TypeCode.Int64:

case TypeCode.UInt64:

case TypeCode.Double:

elementsize = 8;

break;

case TypeCode.Decimal:

elementsize = 12;

break;

default:

var info = (MethodTable\*)elementType.TypeHandle.Value;

elementsize = info->Size - 2 \* sizeof(IntPtr); // sync blk + vmt ptr

break;

}

}

else

{

elementsize = IntPtr.Size;

}

// Header

total += 3 \* sizeof(IntPtr); // sync blk + vmt ptr + total length

total += elementType.IsValueType ? 0 : sizeof(IntPtr); // MethodsTable for refTypes

total += IsMultidimensional ? Dimensions \* sizeof(int) : 0;

}

// Contents

total += (int)TotalLength \* elementsize;

// align size to IntPtr

if ((total % sizeof(IntPtr)) != 0)

{

total += sizeof(IntPtr) - total % (sizeof(IntPtr));

}

return total;

}

Этот код учитывает все вариации типов массивов, и может быть использован для расчёта его размера:

Console.WriteLine($"size of int[]{{1,2}}: {SizeOf(new int[2])}");

Console.WriteLine($"size of int[2,1]{{1,2}}: {SizeOf(new int[1,2])}");

Console.WriteLine($"size of int[2,3,4,5]{{...}}: {SizeOf(new int[2, 3, 4, 5])}");

---

size of int[]{1,2}: 20

size of int[2,1]{1,2}: 32

size of int[2,3,4,5]{...}: 512

### Выводы к разделу

На данном этапе мы научились нескольким достаточно важным вещам. Первое - мы разделили для себя ссылочные типы на три группы: ссылочные типы фиксированного размера, generic типы и ссылочные типы переменного размера. Также мы научились понимать структуру конечного экземпляра любого типа (про структуру VMT я пока молчу. Мы там поняли целиком пока что только одно поле: а это тоже большое достижение). Будь то ссылочный тип фиксированного размера (там все предельно просто) или неопределённого размера: массив или строка. Неопределённого потому, что его размер будет определён при создании. С generic типами на самом деле все просто: для каждого конкретного generic типа создаётся своя VMT, в которой будет проставлен конкретный размер.

## Таблица методов в Virtual Methods Table (VMT)

Объяснение работы Methods Table, по большей части носит академический характер: ведь в такие дебри лезть - это как самому себе могилу рыть. С одной стороны, такие закрома таят что-то будоражащее и интересное, хранят некие данные, которые ещё больше раскрывают понимание о происходящем. Однако, с другой стороны, все мы понимаем, что Microsoft не будет нам давать никаких гарантий, что они оставят свой рантайм без изменений и, например, вдруг не передвинут таблицу методов на одно поле вперёд. Поэтому, оговорюсь сразу:

Информация, представленная в данном разделе, дана вам исключительно для того, чтобы вы понимали, как работает приложение, основанное на CLR, и ручное вмешательство в её работу не даёт никаких гарантий. Однако, это настолько интересно, что я не могу вас отговорить. Наоборот, мой совет - поиграйтесь с этими структурами данных и, возможно, вы получите один из самых запоминающихся опытов в разработке ПО.

Ну, все: предупредил. Теперь давайте окунёмся в мир как говорится зазеркалья. Ведь до сих пор всё зазеркалье сводилось к знаниям структуры объектов: а её по идее мы и так должны знать хотя бы примерно. И по своей сути эти знания зазеркальем не являются, а являются скорее входом в зазеркалье. А потому вернёмся к структуре MethodTable, [описанной в CoreCLR](https://github.com/dotnet/coreclr/blob/master/src/vm/methodtable.h#L4099-L4114):

// Low WORD is component size for array and string types (HasComponentSize() returns true).

// Used for flags otherwise.

DWORD m\_dwFlags;

// Base size of instance of this class when allocated on the heap

DWORD m\_BaseSize;

WORD m\_wFlags2;

// Class token if it fits into 16-bits. If this is (WORD)-1, the class token is stored in the TokenOverflow optional member.

WORD m\_wToken;

// <NICE> In the normal cases we shouldn't need a full word for each of these </NICE>

WORD m\_wNumVirtuals;

WORD m\_wNumInterfaces;

А именно к полям m\_wNumVirtuals и m\_wNumInterfaces. Эти два поля определяют ответ на вопрос "сколько виртуальных методов и интерфейсов существует у типа?". В этой структуре нет никакой информации об обычных методах, полях, свойствах (которые объединяют методы). Т.е. эта структура **никак не связана с рефлексией**. По своей сути и назначению эта структура создана для работы вызова методов в CLR (и на самом деле в любом ООП: будь то Java, C++, Ruby или же что-то ещё. Просто расположение полей будет несколько другим). Давайте рассмотрим код:

public class Sample

{

public int \_x;

public void ChangeTo(int newValue)

{

\_x = newValue;

}

public virtual int GetValue()

{

return \_x;

}

}

public class OverridedSample : Sample

{

public override GetValue()

{

return 666;

}

}

Какими бы бессмысленными не казались эти классы, они нам вполне сгодятся для описания их VMT. А для этого мы должны понять, чем отличаются базовый тип и унаследованный в вопросе методов ChangeTo и GetValue.

Метод ChangeTo присутствует в обоих типах: при этом его нельзя переопределять. Это значит, что он может быть переписан так, и ничего не поменяется:

public class Sample

{

public int \_x;

public static void ChangeTo(Sample self, int newValue)

{

self.\_x = newValue;

}

// ...

}

// Либо в случае если бы он был struc

public struct Sample

{

public int \_x;

public static void ChangeTo(ref Sample self, int newValue)

{

self.\_x = newValue;

}

// ...

}

И при этом кроме архитектурного смысла ничего не изменится: поверьте, при компиляции оба варианта будут работать одинаково, т.к. у экземплярных методов this - это всего лишь первый параметр метода, который передаётся нам неявно.

Заранее поясню, почему все объяснения вокруг наследования строятся вокруг примеров на статических методах: по сути, все методы - статические. И экземплярные и нет. В памяти нет поэкземплярно скомпилированных методов для каждого экземпляра класса. Это занимало бы огромное количество памяти: проще одному и тому же методу каждый раз передавать ссылку на экземпляр той структуры или класса, с которыми он работает.

Для метода GetValue все обстоит совершенно по-другому. Мы не можем просто взять и переопределить метод переопределением статического GetValue в унаследованном типе: новый метод получит только те участки кода, которые работают с переменной как с OverridedSample, а если с переменной работать как с переменной базового типа Sample, вызвать сможете только GetValue базового типа, поскольку вы понятия не имеете, какого типа на самом деле объект. Для того чтобы понимать, какого типа является переменная и, как результат, какой конкретно метод вызывается, мы можем поступить следующим образом:

void Main()

{

var sample = new Sample();

var overrided = new OverridedSample();

Console.WriteLine(sample.Virtuals[Sample.GetValuePosition].DynamicInvoke(sample));

Console.WriteLine(overrided.Virtuals[Sample.GetValuePosition].DynamicInvoke(sample));

}

public class Sample

{

public const int GetValuePosition = 0;

public Delegate[] Virtuals;

public int \_x;

public Sample()

{

Virtuals = new Delegate[1] {

new Func<Sample, int>(GetValue)

};

}

public static void ChangeTo(Sample self, int newValue)

{

self.\_x = newValue;

}

public static int GetValue(Sample self)

{

return self.\_x;

}

}

public class OverridedSample : Sample

{

public OverridedSample() : base()

{

Virtuals[0] = new Func<Sample, int>(GetValue);

}

public static new int GetValue(Sample self)

{

return 666;

}

}

В этом примере мы фактически строим таблицу виртуальных методов вручную, а вызовы делаем по позиции метода в этой таблице. Если вы поняли суть примера, то вы фактически поняли, как строится наследование на уровне скомпилированного кода: методы вызываются по своему индексу в таблице виртуальных методов. Просто когда вы создаёте экземпляр некоторого унаследованного типа, то в его VMT по местам, где у базового типа находятся виртуальные методы, компилятор расположит указатели на переопределённые методы, скопировав из базового типа указатели на методы, которые не переопределялись. Таким образом, отличие нашего примера от реальной VMT заключается только в том, что когда компилятор строит эту таблицу, он заранее знает, с чем имеет дело и создаёт таблицу правильного размера и наполнения сразу же: в нашем примере чтобы построить таблицу для типов, которые будут делать таблицу более крупной за счёт добавления новых методов, придётся изрядно попотеть. Но наша задача заключается в другом, а потому такими извращениями мы заниматься не станем.

Второй вопрос, который возникает сразу после ответа на первый: если с методами теперь все ясно, то зачем тогда в VMT находятся интерфейсы? Интерфейсы, если размышлять логически, не входят в структуру прямого наследования. Они находятся как бы сбоку, указывая, что те или иные типы обязаны реализовывать некоторый набор методов. Иметь, по сути, некоторый протокол взаимодействия. Однако, хоть интерфейсы и находятся сбоку от прямого наследования, вызывать методы все равно можно. Причём, заметьте: если вы используете переменную интерфейсного типа, то за ней могут скрываться какие угодно классы, базовый тип у которых может быть разве что System.Object. Т.е. методы в таблице виртуальных методов, которые реализуют интерфейс, могут находиться совершенно по разным местам. Как же вызов методов работает в этом случае?

## Virtual Stub Dispatch (VSD) [In Progress]

Чтобы разобраться в этом вопросе, необходимо дополнительно вспомнить, что реализовать интерфейс можно двумя путями: сделать можно либо implicit реализацию, либо explicit. Причём сделать это можно частично: часть методов сделать implicit, а часть - explicit. Эта возможность на самом деле - следствие реализации и возможно даже не является заранее продуманной: реализуя интерфейс, вы показываете явно или неявно, что в него входит. Часть методов класса может не входить в интерфейс, а методы, существующие в интерфейсе, могут не существовать в классе (они, конечно, существуют в классе, но синтаксис показывает, что архитектурно частью класса они не являются): класс и интерфейс - это в некотором, смысле - параллельные иерархии типов. Также, в плюс к этому, интерфейс - это отдельный тип, а значит, у каждого интерфейса есть собственная таблица виртуальных методов: чтобы каждый смог вызывать методы интерфейса.

Давайте взглянем на таблицу: как бы могли выглядеть VMT различных типов:

| **interface IFoo** | **class A : IFoo** | **class B : IFoo** |
| --- | --- | --- |
| -> GetValue() | SampleMethod() | RunProcess() |
| -> SetValue() | Go() | -> GetValue() |
|  | -> GetValue() | -> SetValue() |
|  | -> SetValue() | LookToMoon() |

VMT всех трёх типов содержат необходимые методы GetValue и SetValue, однако они находятся по разным индексам: они не могут везде быть по одним и тем же индексам, поскольку была бы конкуренция за индексы с другими интерфейсами класса. На самом деле для каждого интерфейса создаётся интерфейс - дубль - для каждой его реализации в каждом классе. Имеем 633 реализации IDisposable в классах FCL/BCL? Значит имеем 633 дополнительных IDisposable интерфейса чтобы поддержать VMT to VMT трансляцию для каждого из классов + запись в каждом классе с ссылкой на его реализацию интерфейсом. Назовём такие интерфейсы **частными интерфейсами**. Т.е. каждый класс имеет свои собственные, **частные интерфейсы**, которые являются "системными" и являются прокси типами до реального интерфейса.

Таким образом, получается следующее: у интерфейсов также как и у классов есть наследование виртуальных интерфейсных методов, однако наследование это работает не только при наследовании одного интерфейса от другого, но и при реализации интерфейса классом. Когда класс реализует некий интерфейс, то создаётся дополнительный интерфейс, уточняющий какие методы интерфейса-родителя на какие методы конечного класса должны отображаться. Вызывая метод по интерфейсной переменной, вы точно также вызываете метод по индексу из массива VMT, как это делалось в случае с классами, однако для данной реализации интерфейса вы по индексу выберите слот из унаследованного, невидимого интерфейса, связывающего оригинальный интерфейс IDisposable с нашим классом, интерфейс реализующим.

Диспетчеризация виртуальных методов через заглушки или **Virtual Stub Dispatch (VSD)** была разработана ещё в 2006 году как замена таблицам виртуальных методов в интерфейсах. Основная идея этого подхода состоит в упрощении кодогенерации и последующего упрощения вызова методов, т.к. первичная реализация интерфейсов на VMT была бы очень громоздкой и требовала бы большого количества работы и времени для построения всех структур всех интерфейсов. Сам код диспетчеризации находится, по сути, в четырёх файлах общим весом примерно в 6400 строк, и мы не строим целей понять его весь. Мы попытаемся в общих словах понять суть происходящих процессов в этом коде.

Всю логику VSD диспетчеризации можно разбить на два больших раздела: диспетчеризация и механизм заглушек (stubs), обеспечивающих кэширование адресов вызываемых методов по паре значений [тип; номер слота], которые их идентифицируют.

Для полного понимания протекающих при построении VSD процессов, давайте рассмотрим для начала их на очень высоком уровне, а затем - спустимся в самую глубь. Если говорить про механику диспетчеризации, то та откладывает их создание на потом, в силу логической параллельности иерархии интерфейсных типов, в силу того, что их в конечном счёте станет очень много, и в силу того, что большую часть из них JIT никогда создавать не будет, т.к. наличие типов во Framework ещё не означает, что их экземпляры будут созданы. Использование же традиционной VMT для частных интерфейсов создало бы ситуацию, при которой JIT пришлось бы создавать VMT для каждого частного интерфейса с самого начала. Т.е. создание каждого типа замедлилось бы как минимум в два раза. Основным классом, обеспечивающим диспетчеризацию, является класс DispatchMap, который внутри себя инкапсулирует таблицу типов интерфейсов, каждая из которых состоит из таблицы методов, входящих в эти интерфейсы. Каждый метод может быть, в зависимости от стадии своего жизненного цикла, в четырёх состояниях: состояние заглушки типа "метод ещё не был ни разу вызван, его надо скомпилировать и подложить новую заглушку на место старой", состояние заглушки типа "метод должен быть каждый раз найден динамически, т.к. не может быть определён однозначно", состояние заглушки типа "метод доступен по однозначному адресу, а потому вызывается без какого либо поиска", или же полноценное тело метода.

Рассмотрим строение этих структур с точки зрения их генерирования и структур данных, необходимых для этого.

### DispatchMap

DispatchMap – это динамически строящаяся структура данных, являющаяся по своей сути основной структурой данных, на которую опирается работа интерфейсов в CLR. Структура её выглядит следующим образом:

DWORD: Количество типов =

DWORD: Тип №1

DWORD: Количество слотов для типа №1 = M1

DWORD: bool: смещения могут быть отрицательными

DWORD: Слот №1

DWORD: Целевой слот №1

...

DWORD: Слот №M1

DWORD: Целевой слот №M1

...

DWORD: Тип №

DWORD: Количество слотов для типа №1 = M

DWORD: bool: смещения могут быть отрицательными

DWORD: Слот №1

DWORD: Целевой слот №1

...

DWORD: Слот №M

DWORD: Целевой слот №M

Т.е. сначала записывается общее количество интерфейсов, реализуемых некоторыми типами. После чего для каждого интерфейса записывается его тип, количество реализуемых этим типом слотов (для навигации по таблице), а также для каждого слота - информация по этому слоту, а также целевой слот в частном интерфейсе, который содержит реализации методов для текущего типа.

Для навигации по этой структуре данных предусмотрен класс EncodedMapIterator, который является итератором. Т.е. никакой другой доступ, кроме как foreach, к DispatchMap не предусмотрен. Мало того номера слотов получены как разница реального номера слота и ранее закодированного номера слота. Т.е. получить номер слота в середине таблицы можно, только просмотрев всю структуру с самого начала. Это вызывает множество вопросов касательно производительности работы вызова методов через интерфейсы: ведь если у нас массив объектов, реализующих некий интерфейс, то чтобы понять, какой метод необходимо вызвать, надо просмотреть всю таблицу реализаций. Т.е. по своей сути - найти нужный. Результатом на каждом шаге итерирования будет структура DispatchMapEntry, которая покажет, где находится целевой метод: в текущем типе или нет, и какой слот необходимо взять у типа, чтобы получить нужный метод.

// DispatchMapTypeID позволяет делать относительную адресацию методов. Т.е. отвечает на вопрос: относительно текущего типа где

// находится необходимый метод? В текущем типе или же в другом?

//

// Идентификатор типа (Type ID) используется в карте диспетчеризации и хранит внутри себя один из следующих типов данных:

// - специальное значение, говорящее, что это - "this" clas

// - специальное значение, показывающее, что это - тип интерфейса, не реализованный классом

// - индекс в InterfaceMap

class DispatchMapTypeID

{

private:

static const UINT32 const\_nFirstInterfaceIndex = 1;

UINT32 m\_typeIDVal;

// ...

}

struct DispatchMapEntry

{

private:

DispatchMapTypeID m\_typeID;

UINT16 m\_slotNumber;

UINT16 m\_targetSlotNumber;

enum

{

e\_IS\_VALID = 0x1

};

UINT16 m\_flags;

// ...

}

#### TypeID Map

Любой метод в адресации по интерфейсам кодируется парой <TypeId;SlotNumber>. TypeId - это, как следует из названия, идентификатор типа. Данное поле отвечает на вопросы: откуда берётся этот идентификатор, и каким образом его отразить на реальный тип. Класс TypeIDMap хранит карту типов как отражение некоторого TypeId на MethodTable конкретного типа, а также - дополнительно - в обратную сторону. Сделано это исключительно из соображений производительности. Построение этих хэш таблиц происходит динамически: по запросу TypeId относительно PTR\_MethodTable возвращается либо FatId, либо просто Id. Это надо в некотором смысле просто помнить: FatId и Id - это просто два вида TypeId. И в некотором смысле это "указатель" на MethodTable, т.к. однозначно его идентифицирует.

**TypeId - это идентификатор MethodTable**. Он может быть двух видов: Id и FatId и по своей сути является обычным числом.

class TypeIDMap

{

protected:

HashMap m\_idMap; // Хранит map TypeID -> PTR\_MethodTable

HashMap m\_mtMap; // Хранит map PTR\_MethodTable -> TypeID1

Crst m\_lock;

TypeIDProvider m\_idProvider;

BOOL m\_fUseFatIdsForUniqueness;

UINT32 m\_entryCount;

// ...

}

Однако со всеми этими трудностями JIT справляется достаточно легко, вписывая вызовы конкретных методов в места их вызова по интерфейсу, когда это возможно. Если JIT понял, что ничего другого вызвано быть не может, он просто поставит вызов конкретного метода. Это - очень и очень сильная особенность JIT компилятора, который делает для нас эту прекрасную оптимизацию.

### Выводы

То, что для нас, как для программистов, на языке C# стало обыденностью и вросло корнями в наше сознание настолько, что мы даже не задумываясь понимаем, как делить приложение на классы и интерфейсы, порой реализовано так сложно для понимания, что требуются недели анализа исходных текстов для определения всех зависимостей и логики происходящего. То, что для нас настолько обыденно в использовании, что не вызывает тени сомнения в простоте реализации, на самом деле может скрывать эти сложности реализации. Это говорит нам о том, что инженеры, воплотившие данные идеи, подходили к решению проблем с большим умом, тщательно анализируя каждый шаг.

То описание, которое здесь дано, на самом деле очень поверхностное и короткое: оно очень высокоуровневое. Даже не смотря на то, что относительно любой книги по .NET мы погрузились очень глубоко, данное описание построения VSD и VMT является очень и очень высокоуровневым. Ведь код файлов, описывающих эти две структуры данных, занимает в сумме около 20,000 строк кода. Это ещё не учитывая некоторые части, отвечающие за Generics.

Однако, это позволяет нам сделать несколько выводов:

* Вызов статичных методов и экземплярных практически ничем не отличаются. А это значит, что нам не надо беспокоиться о том, что работа с экземплярными методами как-то повлияет на производительность. Производительность обоих методов абсолютно идентична при одинаковых условиях
* Вызов виртуальных методов хоть и идёт через таблицу VMT, но из-за того, что индексы заранее известны, на каждый вызов дополнительно приходится лишь единственное разыменование указателя. Почти во всех случаях это ни на что не повлияет: проседание производительности (если вообще можно так выразиться) будет настолько маленьким, что им в принципе можно пренебречь
* Если говорить об интерфейсах, то тут стоит помнить о диспетчеризации и понимать, что работа через интерфейсы сильно усложняет реализацию подсистемы типов на низком уровне, приводя к ***возможным*** проседаниям в производительности, когда слишком часто, при вызове методов, отсутствует определённость в том, какой метод и какого класса вызывать у интерфейсной переменной. Однако, "интеллект" JIT компилятора позволяет в очень многих случаях не проводить вызовы через диспетчеризацию, а напрямую вызывать метод, интерфейс реализующего
* Если вспомнить об обобщениях, то тут возникает ещё один слой абстракции, который вносит сложность в поиск необходимых для вызова методов у типов, реализующих generic интерфейсы.

## Раздел вопросов по теме

Вопрос: почему если каждый класс может реализовать интерфейс, то нельзя вытащить конкретную реализацию интерфейса у объекта?

Ответ прост: это непокрытая возможность CLR при проектировании языка, CLR этот вопрос никак не ограничивает. Мало того, это с высокой долей вероятности будет добавлено в ближайших версиях C#, благо они выходят достаточно быстро. Рассмотрим пример:

void Main()

{

var foo = new Foo();

var boo = new Boo();

((IDisposable)foo).Dispose();

foo.Dispose();

((IDisposable)boo).Dispose();

boo.Dispose();

}

class Foo : IDisposable

{

void IDisposable.Dispose()

{

Console.WriteLine("Foo.IDisposable::Dispose");

}

public void Dispose()

{

Console.WriteLine("Foo::Dispose()");

}

}

class Boo : Foo, IDisposable

{

void IDisposable.Dispose()

{

Console.WriteLine("Boo.IDisposable::Dispose");

}

public new void Dispose()

{

Console.WriteLine("Boo::Dispose()");

}

}

Здесь мы вызываем четыре различных метода и результат их вызова будет таким:

Foo.IDisposable::Dispose

Foo::Dispose()

Boo.IDisposable::Dispose

Boo::Dispose()

Причём, несмотря на то, что мы имеем explicit реализацию интерфейса в обоих классах, в классе Boo explicit реализацию интерфейса IDisposable для Foo получить не получится. Даже если мы напишем так:

((IDisposable)(Foo)boo).Dispose();

Все равно мы получим на экране все то же результат:

Boo.IDisposable::Dispose

## Что плохого в неявных и множественных реализациях интерфейсов?

В качестве примера "наследования интерфейсов", что аналогично наследованию классов, можно привести следующий код:

Class Foo

Implements IDisposable

Public Overridable Sub DisposeImp() Implements IDisposable.Dispose

Console.WriteLine("Foo.IDisposable::Dispose")

End Sub

Public Sub Dispose()

Console.WriteLine("Foo::Dispose()")

End Sub

End Class

Class Boo

Inherits Foo

Implements IDisposable

Public Sub DisposeImp() Implements IDisposable.Dispose

Console.WriteLine("Boo.IDisposable::Dispose")

End Sub

Public Shadows Sub Dispose()

Console.WriteLine("Boo::Dispose()")

End Sub

End Class

''' <summary>

''' Неявно реализует интерфейс

''' </summary>

Class Doo

Inherits Foo

''' <summary>

''' Переопределение явной реализации

''' </summary>

Public Overrides Sub DisposeImp()

Console.WriteLine("Doo.IDisposable::Dispose")

End Sub

''' <summary>

''' Неявное перекрытие

''' </summary>

Public Sub Dispose()

Console.WriteLine("Doo::Dispose()")

End Sub

End Class

Sub Main()

Dim foo As New Foo

Dim boo As New Boo

Dim doo As New Doo

CType(foo, IDisposable).Dispose()

foo.Dispose()

CType(boo, IDisposable).Dispose()

boo.Dispose()

CType(doo, IDisposable).Dispose()

doo.Dispose()

End Sub

В нем видно, что Doo, наследуясь от Foo, неявно реализует IDisposable, но при этом переопределяет явную реализацию IDisposable.Dispose, что приведёт к вызову переопределения при вызове по интерфейсу, тем самым показывая "наследование интерфейсов" классов Foo и Doo.

С одной стороны, это вообще не проблема: если бы C# + CLR позволяли такие шалости, мы бы, в некотором, смысле получили нарушение консистентности в строении типов. Сами подумайте: вы сделали крутую архитектуру, все хорошо. Но кто-то почему-то вызывает методы не так, как вы задумали. Это было бы ужасно. С другой стороны, в C++ похожая возможность существует, и там не сильно жалуются на это. Почему я говорю, что это может быть добавлено в C#? Потому что не менее ужасный функционал [уже обсуждается](https://github.com/dotnet/csharplang/issues/52) и выглядеть он должен примерно так:

interface IA

{

void M() { WriteLine("IA.M"); }

}

interface IB : IA

{

override void IA.M() { WriteLine("IB.M"); } // explicitly named

}

interface IC : IA

{

override void M() { WriteLine("IC.M"); } // implicitly named

}

Почему это ужасно? Ведь на самом деле это порождает целый класс возможностей. Теперь нам не нужно будет каждый раз реализовывать какие-то методы интерфейсов, которые везде реализовывались одинаково. Звучит прекрасно. Но только звучит. Ведь интерфейс - это протокол взаимодействия. Протокол - это набор правил, рамки. В нем нельзя допускать существование реализаций. Здесь же идёт прямое нарушение этого принципа и введение ещё одного: множественного наследования. Я, честно, сильно против таких доработок, но... Я что-то ушёл в сторону.

## Выделение памяти под объект

[In Progress] адаптация курса

Мы только что поговорили про GC с высоты птичьего полета. Сейчас будем уходить в подробности. В первую очередь, хочется пообщаться про алгоритм выделения памяти.

Управление памятью .NET разработчика интересует со стороны двух основных процессов: первое - это выделить память, второе - освободить. Про выделение памяти мы сейчас и поговорим.

С точки зрения процессора память выглядит несколько сложнее. Если говорит про архитектуру управления памяти, я бы сказал, что она разделена на слои. Первый слой, который видим мы, слой .NET достаточно сложный, но верхоуровневый. То есть он в любом случае опирается на что-то другое, а именно на слои управления памятью Windows, который в свою очередь запущен на каком-то процессоре. Процессор по-своему интерпретирует эту память. Таким образом, у нас фактически существует три слоя управления памятью.

Память с точки зрения процессора - это планка, физическая память, RAM. Сколько планок мы поставили, столько он и видит. Но у нас есть знания, что каждый запущенный в системе Windows процесс изолирован. И кроме себя он больше ничего не видит. Есть сам процесс, winapi и больше ничего вообще. Word не видит Exel. Exel не видит калькулятор. Все они изолированы полностью. Потому что на архитектуре Intel сделана виртуализация памяти.

Как она работает. Есть таблицы глобальных дескрипторов, которые мы не видим, есть таблицы локальных дескрипторов, которые куда-то отсылаются. И все вместе это ссылается на Page Frame.

У любого процесса есть некий диапазон памяти от нуля и до, например, 4Гб на x32 системе и до условной бесконечности на x64. Это диапазон виртуальной памяти. Процессор создает для конкретной программы некий виртуальный кусок, где есть только она. Эта область поделена на страницы: на кусочки по 4Кб. Каждый их них означает, что память в этом месте либо существует, либо ее там не существует, т.е. она физически в этом месте отсутствует полностью. Адрес есть, а памяти там нет. Это возникает в ситуациях, когда планка, например на 4Гб, вставлена в материнскую плату, а процессов у нас запущена сотня и Windows 32х разрядный. Значит, что у каждой программы 4Гб памяти, но при этом они друг от друга изолированы.

Как 4 Гб поделить на сто и получить 4 каждому? Никак. Это значит, что у каждой программы на четырехгигабайтном участке есть места, где памяти не вообще, там только выделены кусочки адресов. Но где-то память есть и она замаплена на планку физическую. А если не замаплена - памяти нет. Если туда обратиться, что-то попытаться считать, вы получите не ноль, а AccessViolationException. Исключение, которое говорит о том, что вы пытаетесь работать с куском, который не существует, либо на который у вас нет прав. На данном уровне исключение различий не делает.

Точно также работать с Wap. (см. слайд 06:30). На изображении выделены процессы в виде столбиков. Там, где белый шум - память выделена и заполнена. А там, где пропуски - памяти нет. Выделенные области могут быть замаплены как на физическую память, так и на жесткий диск.

Если, например, программа много памяти выделила, но ей не пользуется, а соседней программе память нужна, при этом планка маленькая, то Windows неиспользуемую память отгружает на жесткий диск, а этот кусок отдает кому-то другому.

Итак, в нашем .NET приложении часть памяти используется, а часть - нет. Как это можно посмотреть? Можно запустить утилиту, например есть Procmon. Они показывают, как приложение расходует память. Там видно строчки - это как раз выделенные участки. Первый столбец - это адрес участка, второй указывает хип, третий - размер участка. И еще один столбик - это commited. Что это значит? Если программа решила, что ей нужен хип, и пытается определить какой именно ей создавать. Она резервирует память под хип, и часть ее решает закоммитить. Виртуальное адресное пространство разделено на страницы. У страниц есть три статуса. Первый - свободная страница, на которой ничего нет. Ее можно брать и использовать как нужно. Второй статус - страница зарезервирована. Это значит, что какая-то часть программы под себя эту страницу зарезервировала, но там все еще нет памяти, она там отсутствует. Но страница зарезервирована для будущих нужд. Это делается для того, чтобы в аллоцированом хипе никто другой по середине себе ничего не выделил.

Может показаться, что вы как хозяин своего приложения, как хотите, так и выделяете память. На самом деле нет. Если вы чисто в .NET - то может быть да. А вообще говоря, .NET часто вызывает Managed code, которому в свою очередь тоже нужна память. И он не будет выделять память в хипах от .NET - SOH и LOH. Он о них не имеет понятия.

Он выделяет память в своих хипах. Если это С++, то это C++ Runtime Library. Но там есть свои механизмы построения хипов. Получается, что вы не полностью контролируете виртуальный адресный диапазон, который вам выдали. Чтобы обезопасить себя, вы сразу резервируете адресное пространство и внутри него уже начинаете аллоцировать память - коммитить ее, чтобы она стала существовать, чтобы туда можно было что-то писать.

На слайде 11:50 видны свободные места и есть непрерывный участок, частично зарезервированный, частично - закоммиченный. Это место может быть в оперативной памяти, либо находится на жестком диск, потому что им давно не пользовались. Если вы обращаетесь к куску, который находится на жестком диске, то он автоматически подгружается и становится куском из оперативной памяти. Но вам это знать уже не надо.

Зная все это, разберем как работает var x = new A();

Вернемся к базовым знаниям, то, что мы обычно рассказываем на собеседованиях. Когда мы общаемся с программистами, нас спрашивают, как все работает. Мы рассказываем, что есть три поколения. Как память выделяется? Указатель смотрит на свободный участок и когда делается операция new, то мы этот адрес отдаем а указатель перемещаем на размер выделенного блока. А когда происходит GC, куча сжимается и этот указатель оказывается раньше, потому что куча сжалась. Примерно так и происходит. На слайде 13:31 у нас есть закоммиченная часть - слева до вертикальной черты. Эта память существует физически. Справа от черты - это зарезервированная за хипом часть, но ее пока не существует. Дальше мы должны вспомнить о таком понятии как allocation context. Это некое скользящее окно, внутри которого в данный момент менеджер памяти выделяет память под объекты. И уже внутри него у нас есть указатели на начало свободного места. Слева уже пошли объекты.

Когда идет операция new A(), мы запоминаем этот адрес, размещаем там объект и передвигаем адрес начала свободного места, отдавая адрес в переменную x. Наш код выглядит примерно следующим образом (см.слайд 14:39). У нас есть метод Allocate(), мы попросили у него некий amount памяти. Он проверяет, есть ли у нас будущий адрес свободного места (адрес начала места плюс этот amount). Если он превысит heap size, у нас никак не получится новую память выделить, то мы бросаем OutOfMemoryException. Иначе мы спокойно отдаем этот адрес запрашивающей стороне, обновляя весь диапазон памяти, чтобы там не было лишних данных.

Но может быть так, что allocation context у нас уже кончается. Тогда будет промах мимо этого контекста. Как действовать в этом случае? Аллокатор может действовать двумя путями. Первый - это выделить, например, по-минимуму, второй - выделить сколько-то до некоего максимума. Этот размер может быть от 1 до 8Кб. И выбирается он исходя из интенсивности выделения памяти. Если на данном потоке выделяется много памяти, то нам нет никакого смысла выделять маленький кусок. То есть allocation context расширяется исходя из текущих запросов.

Но существует еще и многопоточность. Если она присутствует, может так получится, что несколько потоков одновременно начинают запрашивать выделения памяти. Значит, оператор new у нас должен быть потоко-безопасным, а значит и медленным. Сам по себе он быстрый, но если он выделяется без конкуренции с другими потоками, то получается, что он работает неоправданно медленно. Чтобы сделать new потоко-безопасным, надо чтобы каждый поток выделял память в каком-то своем месте. Поэтому в .NET существует по одному allocation context на каждый поток.

Отсюда можно сделать еще один вывод - не стоит делать много лишних потоков. Вы делаете очень жирный хип нулевого поколения благодаря этому.

Итак, много потоков у нас уже существует и каждый из них что-то выделяет. А еще у нас есть три поколения. Получается, что нулевое поколение, в котором идет выделение, начинает расти благодаря тому, что у нас растет количество потоков. Это плохо.

Обратимся к идее списка свободных участков.

Если мы говорим про классику, как везде heap устроен, то .NET - не исключение. Когда происходит sweep collection вместо сжатия кучи, у нас появляются свободные участки. Ими надо как-то управлять.

Есть два алгоритма менеджмента свободных участков. Первый - best-fit. Когда выделяется память, среди всех свободных участков выделяется тот, который имеет либо такой же размер, либо максимально приближенный по размеру к тому, который просили. Это best-fit.

Когда мы используем best-fit, нам нужно найти наилучший участок. Мы пробегаем по всем участкам, и запоминаем то, что мы прошли. Выполняется линейный поиск и наш участок может оказаться в конце. Но зато на выходе мы получаем минимальную фрагментацию - это здорово. Второй алгоритм - это first-fit. Это альтернатива. Мы идем вперед по списку и берем первый же участок, который нам подошел. Он может быть таким же по размеру, либо больше или существенно больше требуемого. Работает это быстро, но может сильно фрагментировать память. В .NET используется смесь этих подходов, организуется список свободных участков через корзины - бакеты. У каждого поколения есть список бакетов. Они группируют память по размеру от малого к большому. Бакет ссылается на односвязаный список свободных участков. Если посмотреть вниз, то от Head на свободный участок встали и дальше по односвязному списку можем идти дальше, перечисляя все свободные участки, которые относятся к этому бакету. Напомню, они организованы по размеру. И в данном бакете находятся участки с определенным диапазоном размеров. В следующем бакете будут свои диапазоны.

Бакет - это first-fit, среди бакетов выбираем первый, который подходит, уходим внутрь этой корзины и там, по однозвязному списку мы идем по best-fit. Таким образом мы делаем очень хорошую оптимизацию.

Что такое бакеты? Эта табличка (см. слайд 22:05) нам раскрывает глаза. Тут вспомним разницу между SOH и LOH: LOH организован только по принципу sweep collection, сжатие кучи там происходит только по запросу. Само по себе сжатие кучи там не запустится никогда. В SOH идет смесь.

Посмотрим на LOH и второе поколение, которое является самым большим. Исходя из этого можно легко понять содержимое таблицы. Нулевое и первое поколение имеют количество бакетов - 1. Потому что в нулевом и первом поколении у нас нет такого, что при sweep образуется куча свободных больших участков, куда можно разместить новые контексты. Нам этот функционал бакетов там не нужен, поэтому бакет там один.

А во втором поколении, которое может занимать гигабайты мелких объектов и в LOH, бакеты уже присутствуют, благодаря чему память там организована по рассказанной ранее структуре.

Как происходит выделение памяти в этом случае? Сначала мы сканируем бакеты, в поисках первого, который подходит по размеру участков, находящихся внутри него. Когда мы выбрали бакет, идем по односвязному списку и в нем ищем лучший из тех, которые там присутствуют - тот, который лучше всех подойдет нам по размеру. Но есть одна особенность. Может так получится, что мы просили не так много места, а имеющиеся участки слишком большие. В этом случае мы выделим сколько необходимо, а остаток вернем в список свободных участков.

Итак, мы нашли нужный участок. В этом месте лежит эмуляция объекта. Первое поле - это поле undo. Это - освободившийся участок, там лежал объект или группа объектов. Соответственно, первое поле это aSyncBlockIndex, потом - таблица виртуальных методов, потом данные. Когда этот участок стал участком свободной памяти, то первое поле стало операцией undo. Когда мы этот участок отлинкуем и сохраним ссылку на следующий участок в операции undo, чтобы можно было отменить, если что-то пойдет не так.

Дальше таблица виртуальных методов свободного участка, чтобы GC понимал, с чем он имеет дело и size - размер свободного участка.

После этого выделения мы проставляем aSyncBlockIndex. Таблица виртуальных методов становится та, что надо и вызывается конструктор. Все. Вот так работает выделение памяти. \

## Выделение памяти в SOH

Получается, что для того, чтобы выделить память сначала отрабатывает самый простой способ. Если объект влезает в allocation context, мы выделяем и отдаем. Это самый быстрый способ. Мы выходим моментально, у нас нет никаких дополнительных действий: вошли и вышли, и передвинуть указатель нам ничего не стоит.

Если не влезаем в контекст, то идет первое усложнение. Контекст необходимо увеличить. Чтобы увеличить, мы используем более продвинутый способ, он находится в JIT\_NEW helper.

Мы пытаемся найти неиспользуемую часть в эфемерном сегменте. Когда у нас allocation context заканчивается, мы должны его куда-то перетащить. Это дорого. Поэтому мы сначала пытаемся его увеличить, нарастить. Если это не получилось, то надо перетащить.

Куда мы должны его переместить и какие данные у нас для этого есть?

Нужно поискать свободный участок в списке через бакеты, куда влезет наш контекст. Если участок есть, мы его передвигаем туда и пытаемся первым способом выделить там память.

Если получилось - замечательно. Если не влез, мы пытаемся подкоммитить больше зарезервированной памяти: сдвинуть вертикальную черту вправо. Место зарезервировано, но памяти там еще не существует. Нам нужно расширить кучу и мы коммитим память. Сразу же мы не делаем этого, потому что commitment - операция достаточно долгая, как и резервирование. Она может занимать сотню миллисекунд. Это происходит потому, что для ее осуществления, необходимо обратиться к Windows. А операционная система максимально не доверяет тому, что в ней находится. Он отгораживает для нас песочницу, и когда мы вызываем winapi метод, то мы не просто его вызываем, а с повышением уровня привилегий. Чтобы это безопасно это сделать, необходимо, чтобы Windows скопировал фрейм метода, который вызывается из уровня приложения в уровень ядра, чтобы случайно не подхватить чужие инфицированные данные. Потом winapi функция отрабатывает и происходит возврат. В этот момент идет обратное копирование кусочка стека и идет переход из kernel части в user space. Вся эта операция занимает много времени, поэтому GC максимально старается использовать текущее пространство. И на каждом этапе он делает GC нулевого поколения: если что-то подсжимать, возможно, allocation context обратно вырастет. Когда контекст кончился, GC пытается его раздвинуть вправо, а там уже что-то есть, значит надо поискать свободные участки. Если не получилось, делается сборка мусора, может быть свободные участки все же появятся и получится разместить среди них новые данные. Когда ничего не получилось и все забито, то приходится коммитить дальше память. А если память кончилась, то вылетает OutOfMemoryException.

## Выделение памяти в LOH

В хипе больших объектов мы пытаемся найти неиспользуемую память, повторяя для каждого эфемерного сегмента LOH, потому что тут их может быть несколько, в зависимости от того, в каком режиме работает платоформа .NET. Поскольку в LOH по умолчанию у нас нет сжатия кучи, то управление памятью тут упрощено. Сжатие кучи - это очень жирная операция, которая требует больших вычислительных процессов. Но в LOH эта операция проводится только по запросу, а значит программист исходя из знаний о работе алгоритмов собственной программы, решил, что в данное время он готов потратить неизвестно сколько времени на сжатие огромного пространства. А значит, можно сильно упростить алгоритмы по работе с LOH.

Для каждого эфемерного сегмента мы ищем участок памяти в списке свободных, пытаемся увеличить, если не получилось найти. Если не получилось увеличить - пытаемся подкоммитить зарезервированную часть. Следующим шагом запускаем GC, возможно несколько раз. И если совсем ничего не выходит - дергаем OutOfMemoryException. В данном подходе нет слова "сжатие", мы идем по простому пути.

Многопоточность. Есть такое понятие как баланс хипов. Например, GC запущен в серверном режиме. Это значит, что у него по несколько SOH и LOH и эти пары назначены к конкретному процессорному ядру. У каждого ядра есть своя пара хипов и свои треды.

Представим, что на каком-то ядре баланс нарушился. Оно начало аллоцировать слишком много памяти и перестало помещаться в текущие сегменты. Рассмотрим, что может сделать система управления памятью в данном случае.

Ей может показаться, что если данное ядро занимается очень плотной аллокацией, то можно взять и перекинуть контекст на соседнее ядро и аллоцировать там. Одно ядро стоит, а другое выжато по максимуму. Это поможет избежать таких дорогих операций, как коммитмент памяти. Но при изменении контекста, вместе с этим участком, в другое ядро переносится и поток.

Это делается не только потому, что закончилась память. Есть и другая причина. У каждого процессора есть кеш ядра. Когда приложение отрабатывает на каком-то участке памяти, весь он находится в этом кеше. Когда вы начинаете работать с другим участком и промахиваетесь мимо кеша, приходится выкачивать другой участок памяти под кеш. Если переключаться туда-сюда, будет самая худшая ситуация. Все будет работать очень-очень долго.

Когда текущий allocation context ядра заканчивается, а на соседнем ядре ничего в это время не происходит и проще туда перекинуть контекст, чем аллоцировать новый кусок памяти, то он вместе с этим контекстом вынужден туда перекинуть текущий поток. Теперь он будет работать на другом диапазоне памяти. Ему нужно, чтобы другой диапазон памяти находился в его кеше. Поэтому вместе с контекстом перемещается и текущий поток.

Какие выводы можно тут сделать. Во-первых, надо помнить как выделяется память. Во-вторых, чтобы оптимизировать работу GC, надо понимать, что вам понадобиться сколько-то объектов определенного типа. И после вызова new, заполнили память, алгоритм у вас отработал. А потом у вас создается еще один объект такого типа, например уже в цикле. И это плохо. Алгоритм отрабатывает некоторое время, в параллельных потоках в это время может быть произведена и другая аллокация. И в том же алгоритме вы можете выделять другую память. Соответственно, вы фрагментируете память по типу. Во время GC вам нужны объекты первого типа как объекты нулевого поколения, которые быстро исчезнут. Но в алгоритме вы аллоцируете вечные объекты. GC вынужден проводить фазу сжатия кучи, т.к. эти самые объекты, которые быстро ушли на покой, образовали маленькие участки свободной памяти, куда больше ничего не разместить. В противном случае GC мог бы обойтись обычным sweep: если бы участок был большой, он бы попал в список свободных участков.

Как лучше сделать. Если есть алгоритм на десять тысяч итераций, и там нужны объекты типа A, лучше выделить их сразу группой, а потом использовать. И когда GC отработает, у него получится огромный участок, где эти объекты были выделены. И он весь его отдаст в список свободных участков. Если же в вашем алгоритме вам каждый раз нужен всего лишь один экземпляр объекта типа A, то переиспользуйте его, сделайте метод init вместо конструктора. Получится, что вы вообще не фрагментируете память, а работаете на одном объекте.

Если вам нужно одновременно сто объектов делайте пул объектов, и доставайте их оттуда, чтобы не фрагментировать память короткоживущими объектами внутри алгоритма, чтобы не делать длительное сжатие кучи.

Первая книга вышла недавно. Ее написал Конрад Кокоса. Книга о менеджменте памяти объемом в тысячу страниц. Когда я ее в первый раз получил, я ожидал увидеть нечто другое. От размера тома у меня был шок. На самом деле автор молодец. Он написал ее для любого уровня подготовки. Это значит, можно вырезать вообще все, что лишнее. Например, уровень управления памятью процессором, Windows, список инструментов, которыми удобно пользоваться для диагностики - если вы хотите почитать просто про менеджмент памяти, то можно взять вторую половину книги. Первая половина книги - это просто подготовка ко второй. А вторая половина - как раз менеджмент памяти. Взять этот менеджмент памяти. Там очень легким языком все написано, постоянно делаются отсылки к предыдущим главам.

Если книгу ужать, получится страниц 300. А это уже подъемный объем, то, что возможно прочитать.

Вторая книга - Under the Hood of .NET Memory Management - для меня уже классика. Она не переведена на русский и распространяется только через сайт Red Gate, который делает разные инструменты для рефакторинга и работы с базами данных. В том числе у них есть тулза для анализа памяти, они были вынуждены исследовать как эта память работает. Там в очень коротком стиле, достаточном для того, чтобы приятно удивить людей на собеседовании в компанию, это все описано. В районе 200 страниц занимает.

## Введение в сборку мусора

[In Progress] адаптация курса

Следующий вопрос, который мы обсудим - это введение в сборку мусора.

GC работает в двух основных режимах: Workstation и Server. Связано это с особенностями поведения приложения: либо оно серверное, либо десктопное.

У десктопного приложения есть UI, со своими стандартами отклика. Стандарты отклика - около ста миллисекунд. Если после нажатия на кнопку и в течение ста миллисекунд ничего не происходит визуально, пользователь начинает думать, что программа тормозит. Исходя из этих оценок, приложение должно отрабатывать равномерно быстро без больших задержек в случайных местах. Поэтому GC работает чаще, чтобы иметь маленькую кучу нулевого поколения, на которой он может за известное время отработать.

Если GC вдруг внезапно запустился во время отрисовки кнопки, он гарантированно уйдет раньше, чем эти сто миллисекунд, не создав у пользователя ощущения, что что-то тормозит.Если речь идет о серверном режиме работы, то там несколько другие условия работы. На сервере обычно много памяти, а менеджер памяти имеет возможность развернуться достаточно широко. Как мы знаем, на каждое ядро создает по паре хипов, в процессе работы GC отрабатывает реже, а по возможности - не отрабатывает в принципе. И, тем самым, GC увеличивает скорость работы сервера в промежутках между сборкой мусора.

Прерывается он редко. Если говорить про ASP.NET (а там у нас запрос-ответ), то можно пока на одной ноде идет GC, на второй что-то делать. Каждый из этих режимов сейчас доступен в двух подрежимах: Concurrent и Non-Concurrent. Concurrent - это мифический режим. То есть когда у нас GC происходит, основной режим - когда все потоки встают и после завершения GC продолжают работу. Проще всего менять память, когда она не меняется кем-то другим. Мы может сжать кучу, поменять все указатели объектов на новые значения. Все это произойдет и при этом основное приложение не работает, а значит - нет рисков. Это Non-Concurrent. А Concurrent - это идеальный режим, когда все происходи в параллели. Но такого не бывает.

Есть статья на Хабре. Еще я смотрю видеоролики от Джуга, где Шепелев (или кто-то другой, увлеченный GC) про них рассказывает очень часто. В Java очень много видов GC. Алибаба недавно свой тулз сделал. Это там, где бывший нищим китаец, стал самым богатым человеком в мире. И у них есть свой GC. Они тоже тоже писали, что у них есть один единственный GC, который по-честному полностью Concurrent. И в ходе расскза получается, что все же полностью Concurrent не бывает.

Наш - не исключение. Я не копал и подробно рассказать не могу про Concurrent режим, но знаю, что паузы там есть. Просто они очень короткие. Такого, что он встал на паузу и до упора там нет.

Как происходит сборка мусора? Если срабатывает триггер нулевого поколения, будет собрано только оно. Это правило. Нулевое поколение состоит из новых объектов, соответственно диапазон сборки мусора короткий, алгоритмы отработают крайне быстро.

Если срабатывает триггер первого поколения, будет собрано нулевое и первое, потому что подразумевается, что первое поколение будет отрабатывать дольше. Если учесть, что нулевое отрабатывает чаще, то, скорее всего, после первого поколения, нулевое тоже будет в ближайшем будущем собрано, то можно его собрать сразу же. Поскольку первое поколение более тяжеловесное, если к нем присоединить сборку нулевого, это не сильно скажется на производительности.

Если мы дошли до второго поколения, которое может достигать феерических размеров, то тем более никакой погоды не сделает, если собрать первое и нулевое поколение вместе со вторым.

Каков порядок?

У нас есть такой график 08:43. То, что темно - это есть какие-то объекты. Светлые участки без объектов. Есть некий allocation context. Пусть, у нас будет один поток.

Что тут делает GC.

Первым делом он маркирует объекты для целевых поколений. Но здесь нет ссылки и пора мусор почистить. Дальше идет следующий этап: GC выбирает между техниками сборки мусора. Техник может быть две: sweep collection без сжатием, и техника с сжатием.

В sweep collection все недостижимые объекты нулевого поколения трактуются как свободное место. Все достижимые ообъекты становятся поколением один. То есть он у нас двигает границы. Мы промаркировали, освободили место, поколение передвинули. Compact collection все достижимые объекты поколения ноль уплотняются, занимая места недостижимых объектов. На слайде видно 10:38, что в том месте находится то, что было, а где есть свободные места. Уплотняем и сдвигаем границу поколений. Мы не копируем объекты из поколения в поколение - это дорого. Мы сдвигаем границу, указатель.

Маркировке были подвергнуты только объекты нулевого поколения, другие объекты мы не маркировали, это дорого. Поколение ноль стало пустым. Это поведение по умолчанию. После того, как граница поколений сдвинулась, достижимые объекты переместились в поколение номер один. У объектов нет признаков, в каком поколении они находятся. При смене поколения они никуда не копируются, просто меняется адрес диапазона. Когда вы проверяете GC.GetGeneration(), получаете номер поколение. Этот метод смотрит, в какой диапазон адресов попадает адрес объекта.

Поколение один выросло, как в случае sweep, так и в случае compact. Поколение два и LOH оказались не тронутыми.

GC выбирает между техниками сбора мусора. Но на самом деле может так случится, что может быть произведено выделение памяти в более старшем поколении. Если там оказался какой-то свободный участок. У нас есть три поколения, есть LOH. Срабатывает первое поколение, GC работает на первом и нулевом. Дальше GC решает, что можно переместить объект один из gen\_1 в gen\_2, дальше уплотнить кучу, то gen\_0 получится очень большим. Если вдруг какой-то объект почему-то при сборке мусора нулевого поколения переместился во второе, то удивляться не стоит, такое может случится очень легко.Еще один вариант: закончился сегмент. Если обычной сборки мусора не достаточно для размещения allocation context, то текущий сегмент начинает резервировать все заново. Этот сегмент памяти, где размещался хип, помечается как gen\_2 only. Это значит, что в текущем сегменте будет жить только второе поколение. А дальше он выделяет новый сегмент виртуальной памяти, резервирует новый кусок.

Когда приложение стартовало, он зарезервировал большой кусок памяти, но ее там физически нет. Начал коммитить. Пока он заполняет память, пытается сжать, коммитить дальше, память растет. И вот он докоммитил до конца этого большого зарезервированного куска. Резерв закончился. Сейчас ему нужен новый зарезервированный кусок. Он аллоцирует новый. И когда их больше одного становится, этот новый кусок помечается как эфемерный. Там будет размещаться только нулевое и первое поколение. Для всех остальных будет поколение два. Когда будет три сегмента, то первые два сегмента будут использоваться под поколение два, а третий - эфемерный под нулевое и первое. Когда их будет 50, то первые 49 сегментов будут принадлежать второму поколению, а последний под нулевое и первое. 16:54

В кончившемся сегменте могли быть объекты нулевого поколения, а оно становится второго, то он должен скопировать объекты из нулевого поколения старого сегмента в первое поколение нового. Потому что все старые сегменты gen\_2 only. А для нулевого поколения создаются allocation context для тредов.

Посмотрим на слайд 17:42, там видно, как все делается. Потом выделяется новый сегмент, все уплотнили. Дальше некуда, выделяется новый сегмент. В нем располагается gen\_1 и gen\_0, а в старом только gen\_2. Если их было много, но при этом один из gen\_2 сегментов старых вдруг кардинально опустел, и там освободилось много места, то GC может принять следующее решение: поскольку у нас есть кусок свободной памяти, а аллоцировать новый сегмент намного дороже, чем просто скопировать, то он просто берет и использует один из старых сегментов как эфемерный, то есть переиспользует его.

Чтобы это хорошо заработало, старые объекты gen\_2 из этого сегмента должны быть убраны. Там не должно быть второго поколения.

У нас было три поколения gen\_2 only, дальше он решил, что третий gen\_2 only опустел и можно там разместить эфемерный сегмент вместо того, чтобы аллоцировать там новый кусок памяти от Windows. Он берет и перегоняет gen\_0 туда, при этом нулевое поколение становится gen\_1. Gen\_2 перемещается из третьего сегмента в четвертый, который становиться gen\_2 only. И остаток третьего сегмента становится gen\_0. Идет такая пересортировка, так будет работать лучше. В старом эфемерном сегменте заканчивается место, а в третьем место есть, и они меняются ролями.

Как происходит сборка мусора?

Во-первых, что-то запускает сборку мусора. Дальше все управляемые потоки встают на паузу, если у нас Non-Concurren GC. Поток, который вызывал GC запускает процедуру сборки мусора, то есть GC работает в потоке, который его инициировал. Дальше выбирается поколение, которое будет очищаться. Происходит фаза маркировки для выбранных поколений. То есть мы пробегаемся по всем объектам и маркируем их. Дополнительно идем в карточный стол, ищем там ненулевые значения, трактуем их как корни. Маркируем все, что исходит от них. Дальше фаза планирования. На основе данных из фазы маркировки пытаемся понять, какой из двух алгоритмов сборки мусора будем применять - sweep или compact. Sweep из-за скорости в приоритете, но если статистика показывает, что лучше compact, то будет выбран он. В дальнейшем мы поймем, что на самом деле фаза планирования является основной. Для того, чтобы понять, какой алгоритм применить, надо фактически выполнить оба алгоритма одновременно. Последняя операция - сбор мусора - фактически это коммитмент тех вычислений, которые были сделаны на предыдущей фазе. Далее идет последний шаг - восстановить работу всех потоков.Визуально это можно увидеть на слайде 23:17.

Что вызывает GC?

Причин может быть много. Попытка аллоцировать в SOH, а там место закончился. inducted - когда мы руками запросили.

lowmemory - закончилась свободная память внутри процесса.

empty - затрудняюсь сказать что.

alloc\_loh - соответственно, закончилась память в LOH.

oos\_loh - это по короткому пути.

И так далее, на них не имеет смысла долго останавливаться. Что может быть. Исчерпали место в SOH. Это стадия, когда у нас allocation context закончился и GC надо его расширить. Когда контекст надо передвинуть в другое место. Прежде чем это делать, мы пытаемся скомпактить. Прежде чем мы расширяем сегмент. Потому что сегмент расширять дорого, мы попытаемся собрать мусор. Не получилось - пришлось расширять сегмент. И, наконец, прежде чем мы пытаемя новый сегмент использовать под эфемерный. Потому что новый сегмент - это еще дороже. И нужно попытаться в рамках текущего найти какие-то свободные участки и разместить новые объекты там.

Тоже самое про LOH.

Аллокатор исчерпал место после медленного алгоритма выделения памяти, после реорганизации сегментов и после GC. Ручной вызов GC тоже бывает триггером. Их бывает три режима. Первый GC.Collect() - вызов полного GC, блокирующего при этом при вынужденного compacting на LOH. Вызов GC.Collect(int gen) - на нужном поколении. Это тоже самое, но с выбором поколения. И последний режим - GC.Collect(int gen, GCCollectionMode mode) - это вызов на необходимом боколении, блокирующий, без вынужденного compacting, с необходимым режимом. Про ручной вызов GC хочется сказать, что на самом деле если вы доходите до этой стадии, это значит, что скорее всего вы не очень понимаете, что происходит в приложении. И как hotfix, чтобы все стало хорошо, вызывается GC.Collect().

То, что я слышу чаще всего, про вызов GC.Collect(), это приложения на технологии Xamarin. Там есть свои особенности. На Android там есть два GC: от .NET и от Java. Проблема в том, что все приходит от Java, имеет реализацию интерфейса disposable. Вкупе с непониманием, кто должен дергать dispose, там очень сильно текут ресурсы. Если не привыкнуть писать правильно. Это время от времени приводит к мысли вызвать GC.Collect().Если хочется вызвать GC.Collect() в обычном приложении, то, скорее всего, это значит, что нам не очень понятно как это все работает внутри. Почему алгоритмы приводят в необходимости вызова этого метода.

Чтобы не вызывать, необходимо посмотреть метрики от GC, построить графики. И посмотреть наложение графиков расхода памяти по разным поколениям, на график срабатывания GC, на другие графики и понять, что приводит к проседанию памяти. Возможно, вы увидите, что там что-то течет в этих графиках. Если такие места есть, то нужно смотреть внимательно в эти места и изучать там. В общем случае GC.Collect() вызывать не надо. Это, во-первых, означает, что GC потеряет свои статистики. После ручного вызова метода, GC может в том потоке, где вы только что выделяли объекты выдать вам allocation context не на 8Кб, а маленький, который замедлит дальнейшее выделение памяти. Это то, что лежит на поверхности.

На данном этапе мы рассмотрели в общих чертах все шаги в каком порядке это работает. Далее будем рассматривать конкретные шаги, подробности. Но эти подробности хороши, когда видишь картину целиком. Текущий доклад был про общую картину, как GC отрабатывает, какие режимы есть. Последующие доклады - это будет изучение вглубь. Сейчас будет маркировка, планирование, сборка мусора, то, что касается GC. После чего последним докладом по GC будет общий обзорный доклад с выводами. На основе того, что мы услышали, какие правила можно вывести, как наши алгоритмы должны быть построены, чтобы не наталкиваться на плохую работу GC.

## Фаза маркировки достижимых объектов

[In Progress] адаптация курса

Мы поговорили про выделение памяти, про общую картину, теперь будем обсуждать все подробно. Фаза маркировки GC.

На этой стадии GC понимает какие поколения будут собраны. У нас есть знание, что GC является трассирующим. Как и весь алгоритм трассировки в 3D, чтобы простроить сцену, мы луч опускаем, с чем пересекся - то и объект, а куда отразился - отражение. Тоже самое и в GC. Мы к объекту идем по исходящим ссылкам и с помощью трассировки понимаем, какие объекты являются достижимыми, а какие - мусором.

Он стартует из различных корней и относительно них обходит весь граф объекта. Все, до чего он дошел - хорошо. Остальное - мертвые зоны. Если рассматривать простой сценарий, когда GC у нас не Non-Concurrent, то у нас встают сначала managed потоки, когда они встали можно делать с памятью все, что угодно. Например, сделать фазу маркировки. На этой фазе для любого адреса из группы корней в заголовке объекта устанавливается флаг pin, если объект у нас pinned. Pinning может происходить либо из таблицы хендлов у application domain, либо из ключевого слова fixed. И когда GC посреди fixed срабатывает, он понимает, что эту переменную надо запинить.

Обладая информацией о том, что у объекта есть исходящие ссылки на managed поля (это известно из таблицы виртуальных методов), он обходит все исходящие ссылки. Обход графов осуществляется путем обхода в глубину. Он сохраняет свое состояние во внутреннем стояке. При этом, при посещении каждого объекта, мы смотрим если он уже посещен, то пропускаем, если не стоит - устанавливаем флаг, как посещенному на указателе VMT. И, поскольку у нас все адреса в таблице виртуальных методов выровнены по процессорному слову (они делятся в 32х разрядной системе на 4 без остатка, а в 64х разрядной - на 8, это сделано для того, чтобы процессор быстрее работал на этих адресах), то получается, что младшие два бита адреса не используются и равны нулю. Значит, туда можно что-то записать, ничего при этом не испортив. Главное, потом не забыть маркировку снять.

Все исходящие указатели из объекта с полей добавляются в стек адресов на обход.

В стек сначала добавляем все корни, потом начинаем цикл обхода. Забираем с вершины стека адрес, идем в таблицу виртуальных методов, там обходим информацию о исходящих ссылках на управляемые объекты. Каждую исходящую ссылку заносим обратно в стек, а объект маркируем как пройденный. Следующая итерация. Когда стек пустеет - обход завершился. Все установленные флаги стираются во время фазы планирования.

Корни.

Во-первых, корнями являются локальные переменные метода. В данном примере 06:36 есть локальная переменная path и она является, по сути, корнем. Мы можем в локальную переменную сохранить адрес объекта, но никуда больше. Чтобы доказать, что объект достижим, нам необходимо обойти весь стек потока и собрать там исходящие локальные переменные.

Это не должно быть собрано GC и может быть долго.

Локальные переменные могут храниться в двух местах.

Во-первых, в стеке потока - это структура, на основе которой происходит вызов методов. Есть поток, там крутятся методы, они друг друга вызывают. Их локальные переменные не пересекаются с локальными переменными таких же методов, которые в это же время вызываются, но в другом потоке. У каждого потока есть свой стек. Это массив, где при вызове метода выделяется некий кадр - кусок, в котором есть место под локальные переменные и некоторые параметры, с которыми метод вызывается. Когда вызывается следующий метод, он добавляется в конец. А когда метод завершает работу, они начинают с этого стека уходить. На этом стеке как раз хранятся локальные переменные метода и некоторые параметры, начиная с третьего, на сколько я помню, а первые два передаются через регистр.

Поскольку некоторые методы могут долго работать, то GC должен понимать, что эти места до определенных моментов собирать не надо. Дальше нужно смотреть по scope переменных, код на слайде 09:45. Первый - это переменная class1. Она доступна в течение жизни всего метода. Она сначала аллоцировалась и с точки зрения языка C# она живет от первой фигурной скобки до последней. Если говорить о переменной class2 с точки зрения языка C# она живет внутри блока if, от первой фигурной скобки до последней. Но есть два варианта окончания scope. Упрощенный, когда scope заканчивается с неким лексическим блоком, а есть вариант, когда scope заканчивается с последним местом его использования.

Раньше я считал магией, когда говорили, что GC может собрать объект прямо посреди метода, если вы перестали его использовать и других ссылок на него нет. Как GC понимает, что код перестал использовать переменную. Оказывается, все просто. Сбоку от описания метода лежит еще дополнительное описание scope переменных. Он примерно выглядит как на слайде 11:11. Если смотреть построчно, в первой и второе строках нет переменных. В третьей появилась переменная class1 в scope. Потом появился class2, и вот они постепенно начали исчезать. Это для частично прерываемого scope. Для полностью прерываемого scope у нас ситуация другая - слайд 11:37 . И на каком-то этапе они обе перестали использоваться. Седьмая строка - последняя, где используются обе переменные. И дальше идет операция return и после этого можно и не использовать. На самом деле здесь произойдет GC, то оба инстанса будут собраны. Но он сохраняет не просто значение переменной, но и место, где оно хранится, потому что архитектура Intel не подразумевает, что вы работаете напрямую с памятью. Надо сначала перекладывать адрес в регистр, а потом на основе регистра уже производить какие-то действия. В таблице scope хранятся именно регистры, хранящие данные. И когда доходит до варианта None, значит можно все собирать с конкретно этих регистров GC. Для Fully Interruptible на слайде 13:06 не используется class1. У нас тут картина меняется. Получается, что в третьей и четвертой строчке у нас используется регистр rax под хранение class1, потом в пятой строчке его использование пропадает. И если здесь сработает GC, то инстанс class1 может быть свободно собран.

Дальше джиттер понимает, что rax больше не используется и можно его переиспользовать еще раз уже под другую переменную. Делает это ровно в трех строках, после чего точно также дальше не используется и собирается.

Эта таблица использования 13:55 называется Eager root collection. Помимо того, что локальные переменные определяются стеком потока, они дополнительно определяются этой таблицей, которая, на самом деле добавляет нам много проблем.

Какие именно проблемы? Вот такой код 14:21, очень простой. У нас есть таймер, который срабатывает каждые сто миллисекунд, выводя на экран текущие дату и время. Он запускается, работает и дальше у нас печатается "Hello", GC.Collect() и ReadKey(). Если смотреть с точки зрения C#, то таймер используется во всем Main. Поведение в данном случае должно быть такое: напечатали "Hello", дальше, пока пользователь не нажал кнопку, мы начинаем тикать на экран текущее время. Во втором варианте, когда у нас таймер используется только в одной строчке, вызывается GC.Collect(), GC должен понять, что после первой строчки таймер уже не нужен. И мы максимум одну строчку успеем увидеть, прежде, чем GC этот таймер соберет. А может быть и вообще не увидим. Суть в том, что поведение будет разным. Это было поведение debug режима и релиза.

То есть, когда мы в релизе, думаем что все отладили и все прекрасно, запускаем на сервер, а там такое поведение и сложно понять почему оно. Получается, что поведение на релизе и на debug режиме отличается. Об этом надо помнить. И это легко проверить.

Еще один вариант такого поведения на слайде 17:12. У нас Main. Он создает экземпляр класса SomeClass, вызывает DoSomething и ждет пользователя. Дальше SomeClass, у него есть DoSomething, посреди которого срабатывает GC, делает WriteLine. И у него есть финализатор, в котором вызывается строчка финалайзера. Данный метод может быть заинлайнен. Метод Main короткий, ничего не делает и его можно оптимизировать и передвинуть наверх. При этом исчезнет scope переменной message. Scope переменной sc продлится либо до второй строчки, где DoSomething, либо до конца метода Main. Разница в том, что если DoSomething будет заинлайнен, то у него пропадет ссылка на текущий объект this. Значит, пропадет и scope его использования. А значит GC, который вызвался посреди метода DoSomething может вызвать финализатор этого класса до того, как метод этого класса закончит работу. Такое тоже возможно.

Первое - у нас есть сам класс. У него метод DoSomething, у него есть GC.Collect, есть Console.WriteLine и отсутсвует использование указателя this, потому что все это статическое, есть финализатор. И если посреди работы метода DoSomething, или даже с использованием this, но GC сработал после последней точки его применения, тоже может быть ситуация, что финализатор вызовется до того, как этот метод завершит работу. Указатель на объект уже никому не нужен, а значит GC может совершенно спокойно экземпляр этого класса собрать. Выглядит страшно, но призываю не удивляться, если такое случиться.

Scope переменных.

Как расширить scope переменных, чтобы таймер был в обоих случаях. Простейший способ расширить - это вызвать GC.KeepAlive(). На самом деле это пустой метод, смысл в том, чтобы продлить использование переменной, ничего не делая. Сслыка на объект куда-то уходит и джиттер автоматически расширяет scope переменной до конца метода. Переменная ждет.

Еще одни корни - это pinned locals. Ключевое слово fixed. Есть два варианта пиннинга. Пиннинг - вещь очень плохая. Мы об этом поговорим на фазе планирования. Если есть возможность обходить пиннинг, лучше это делать. Если такой возможности нет, то нужно воспользоваться ключевым словом fixed, которое реального пиннинга делать не будет. Если дизассемблировать этот код в msi, то мы заметим, что эти переменные, которые обозначены 22:24 byte\* array = list, вот этот list пометится как pinned. То есть мы пинуем list, его адрес помещаем в array. Но list пинуется, но только тогда, когда внутри этого fixed 22:49 срабатывает GC, если он не срабатывает между этими двумя фигурными скобками, то реального пиннинга не будет. Будет только флаг для GC, что этот массив нужно запинить, если он вдруг начнет эту область проходить. Это отличная оптимизация. Получается, что в Eager Roots collection дополнительно ставится тоже флаг, то, что переменная является pinned. Но не только у него, а у регистров тоже и у всего, где по реальному коду память будет содержать исходящие ссылки, дополнительно этот флаг так ж ставиться. Если GC срабатывает внутри фигурных скобок, то он, обходя Eager Roots collection, понимает, какие области памяти необходимо запинить и делает это, на время своей работы. Как только GC отработал и отпустил потоки, он распинивает эти объекты.

Еще одна группа корней - это Finalization Roots. Если мы сделали финализатор, и финализируемый объект ушел в очередь на финализацию, то он является естественным образом рутом для обхода объектов. Иначе получится так, что если эти объекты еще на кого-то ссылаются, то они будут собраны GC. Чтобы этого не допустить, финализацию мы тоже обходим.

GC Internal Roots. Для обхода графа объектов используется карточный стол. Таблица маркировки старшего поколения, что есть ссылка на младшее. То есть корнями так же является карточный стол. Это причина, по которой лучше группировать места ссылок на более младшее поколение вместе. Поскольку весь карточный стол является корнем, то фаза маркировки будет проходить дольше, если на карточном столе будет много ненулевых значений. Когда мы его просматриваем в поисках ненулевых значений. Если нашли такое, то объект текущего поколения ссылается на более младшее. Мы трактуем ссылку как корень и тоже обходим.

GC Handle Roots

Последняя группа корней - это внутренние корни, в том числе таблицы handle. Внутреннике корни - это статики. Массивы статических полей всех классов - это ссылка изнутри app domain. Тут же есть ссылка на таблицу handle. Они делятся на бакеты. Бакеты группируются по принципу типа GC handdle, их может быть много. Есть GC handle с weak reference, есть com-вские, есть запинованные - всех не перечислить. Соответственно, все они могут ссылаться уже куда угодно - SOH, LOH. И эта таблица также является и таблицей корней.

Если совсем далеко не уходить, то это все. Какие можно сделать выводы?

Во-первых, не стоит делать много разных GC handle-ов. При их появлении создается дополнительная нагрузка на GC: структура handle-ов является боковой для графа объектов. Чтобы правильно все сделать GC вынужден лезть в таблицу handle, пробегать ее, перемаркировывать объекты, чтобы потом, на фазе планирования, правильно с этими объектами поступить.

Есть проблема и с карточным столом. Статики в целом - их не надо много делать. Это места, которые вечно держат все. А насчет пиннинга мы поговорим далее, так как при стадии планирования пиннинг играет важную роль. Нет таких сценариев, когда мы просто так используем пиннинг по принуждению, но то, что использовать надо с ключевым словом fixed мы точно запомним. Ну и начнем лучше проходить собеседования.

## Фаза планирования

[In Progress] адаптация курса

Следующая фаза, о которой хочется поговорить - это фаза планирования. Самая интересная фаза из всех. В ее ходе происходит виртуальный GC, без физического. А физический это просто коммитмент результатов вычислений на фазе планирования.

После фазы маркировки у нас нет никакой ясности, какой тип GC должен сработать: sweep или collection (?compacting). Чтобы понять, будет ли результирующая фрагментация слишком высокой, надо, во-первых, сделать и sweep, и сжатие кучи, но в виртуальном режиме. Иначе не понять, какой процесс будет лучше. Если мы можем примерно прикинуть, то механизмы пиннинг а могут помешать этим прикидкам и испортить конечный результат GC. Во время фазы планирования собирается информация, которая одновременно подходит для обоих алгоритмов, чтобы все сделать максимально быстро и выбрать лучший путь. После того, как GC понимает, что compacting, например, - это лучшее, что можно сделать, он его и делает. Но алгоритма, на самом деле, два. Я не слышал, чтобы были разговоры, чтобы в SOH работали оба алгоритма. До сих пор в моем представлении все выглядело так: в SOH идет сборка мусора путем сжатия куча, а в LOH - классический C++ алгоритм со свободными участками.

В реальности в SOH работают оба алгоритма, как и в LOH.

SOH.

Используя информацию о размерах объектов мы идем друг за другом и собираем группы свободных объектов - это plugs, и группы пропусков - gaps. То есть, когда мы пробегаем по хипу, то можем легко итерироваться. В самом начале хипа лежит первый объект. Мы переходим в таблицу виртуальных методов, проходим по указателю и по нему, среди прочих полей, лежит размер reference type. Я не очень понимаю, почему sizeof() работает только для value type, потому что чтобы сделать sizeof() reference type достаточно просто пройти по указателю и считать этот размер. Есть только одна разница - для массивов и для строк. Потому что для строк массивов надо этот sizeof посчитать, просто так не угадаешь. А для всех остальных обычных типов проблем никаких нет.

И вот так, друг за другом, мы по всем объектам пробегаемся. Понимаем, какие из них промаркированы, поэтому легко можем понять, что является plug, занятым куском, что является gap, пропуском. Это вычисляется элементарно, так как на фазе маркировки мы там галочку поставили. Все друг за другом идущие пропуски мы маркируем как едины пропуск - группу. Все друг за другом идущие занятые участки мы маркируем как один занятый участок.

Размер и положение каждого пропуска могут быть сохранены. Дл каждого заполненного блока может быть сохранено его положение и финальное смещение. Это значит, что для каждого gap мы считаем его размер: напрмиер первый 32 байта. Для plug считаем offset, это то значение, которое было бы при запуске сжатия. Если бы мы сжимали, то offset - это то место, куда текущий plug переместился бы, насколько байт назад. Gap - это gap, тут понятно. И уже на этой стадии, если мы говорим о двух алгоритмах - sweep и collection (compacting?), можно увидеть всю информацию, которая нам нужна. В случае sweep нам нужны размеры пропусков, так как мы будем формировать списки свободных участков. Если мы делаем сжатие кучи, нам нужны только офсеты. На сладйде 07:10 это видно: вот он офсет -32, потом 32+64-96, следующий офсет -96+64-160. Так легко это все считается, поэтому все работает быстро. Чтобы это все произошло используется некий виртуальный внутренний аллокатор. Он итерирует по объектам и наращивает эту виртуальную дельту, сразу же делая виртуальный compaction этой кучи.

Полученную информацию GC хранит в последних байтах предшествующего заполненной части gap.

Был какой-то объект, на него исчезла последняя ссылка, прошел GC, информация в gap нам больше не нужна, значит мы его можем спокойно портить - писать туда то, что хотим, в том числе и результаты вычислений. Если у нас есть некий plug, то информацию мы запишем в предыдущий gap.

На слайде 08:33 есть некие plugs и gaps и некий диапазон по центру. Мы его увеличили. Получилось, что там три процессорных слова. Дальше несколько слов - это plug. И последние три слова свободные. И перед plug, перед занятым участком, этот gap в три байта мы опять увеличили. Первый байт - это gapsize, второй - relocation offset. Третий разделен на две части, первую мы не рассматриваем, а вторая - это left и right offset, которые мы рассмотрим чуть позже.

Размеры, которые мы считали, кладутся в gapsize. А relocation offset укладываются вторым байтом. Вся эта информация, которая размещена над куском памяти, вписана на места в нашем графике.

Что же такое left и right? С помощью этих двух полей образуется двоичное дерево поиска. У нас есть plugs и gaps. Если рассматривать их как единую сущность, как на слайде 10:30, то left/right offset - это offset до левой и правой ноды в двоичном дереве поиска нужных plugs.

Двоичное дерево поиска строится для того, чтобы после фазы планирования, в ходе фазы сжатия нам все адреса поменять: куча сжимается, адреса объектов меняются. У всех объектов, которые ссылались на наши, надо заменить адреса в исходящих полях, локальных переменных, во всех рутах - везде, где были ссылки на группу, которая сжимается. Чтобы это сделать быстро и строится бинарное дерево поиска сбалансированное.

Куча может быть огромная, поэтому используется структура, называемая Brick Table. Чтобы не искать по всему дереву, используется структура, схожая с карточным столом. Весь участок памяти приложения делится на большие регионы. Ячейка Brick Table - это ссылка на корень дерева двоичного поиска, которая описывает plugs и gaps внутри этого диапазона памяти.

Если у нас на слайде 13:00 диапазон памяти от 1000 до 2000, вторая ячейка Brick Table отвечает именно за него. Она указывает на некий plug в центре, который является корнем двоичного дерева поиска других plugs.

Если значение ноль, то в этом диапазоне нет никаких данных. Если значение положительное - то это адрес некоего корня. Если значение отрицательное, то этот диапазон является продолжением предыдущего диапазона. В процессе поиска нужного адреса мы делим на 0x1000, чтобы получить номер ячейки. Встаем на ячейку, дальше смотрим, что там за значение. И если ноль - то нет данных, если больше единицы - корень, меньше нуля - то там офсет на ту ячейку Brick Table, в которой записан корень.

Pinned Objects.

Чем плохи запиненые объекты?

Посомтрим на слайд 14:34. Тут есть кусок памяти, на нем - plugs, бледные участки, а яркий кусок - это запиненый объект. Что произойдет во время GC? Plug сожмется и все. А запиненый кусок останется на месте. Что произойдет, если слева от запиненого куска есть участок памяти, на который есть ссылка?

Давайте вспомним, что же делает фаза планирования? Она вычисляет plugs и gaps. И в зоне, которая предшествует plug в gap планирование записывает размер gap и смещение. Вот здесь возникает неприятная ситуация. У нас два занятых участка. Первый - обычный plug, а второй - запиненый. Мы не можем рассматривать их как единый кусок. Потому что первый будет двигаться, а второй нет. Поэтому выделяют plugs и pinned plugs.

В данном случае можно выкрутиться. Поскольку у нас все потоки стоят, мы можем испортить данные, а потом вернуть все назад. Память перед запиненым участком интерпретируется как кусок, в который можно что-то записать. Но перед тем, как этот участок портить, данные нужно куда-то сохранить, чтобы вернуть все обратно.

Этот участок в 4 байта сохраняется в pinned plug queue. Это очередь на возврат. Мы сохраняем участок, чтобы потом его вернуть обратно. Участок называется saved\_pre\_plug. Туда сохраняется информация о типе информации и к чему она относится. После этого все сжимается и этот участок возвращается на свое место.То есть появляется дополнительное действие.

А что, если наоборот? Сначала идет запиненый объект, а потом обычный объект, на который есть ссылка. С запиненым объектом все хорошо, он может свои данные хранить в gap. Где же хранить данные обычному объекту? Перед ним запиненный.

Почему пинят? Потому что буфер уходит в unmanaged память. Если GC, перед тем как начать работу, саспендит потоки - managed. То про обычные потоки он ничего не знает. Он не может их засапендить. А если буфер ушел в unmanaged память, то любой может с ним в параллели работать из unmanaged кода. Туда нельзя ничего записывать, в том числе и информаций plugs&gaps. В этом случае весь этот кусок помечается как pinned plug: и запиненый объект, и тот, который за ним следует. Они оба пинуются. После GC они в такой же последовательности и остаются.

Еще одна ситуация. Сначала у нас идет запиненый, потом два незапиненых объекта. Перед третьим объектом есть второй обычный объект. То есть, когда pinned plug объединяется для GC, в дальнейшем все равно воспринимается раздельно. Последний plug знает, что предшествующий объект не запинен и туда можно писать информацию о gaps и plugs. Но такой кусок тоже уходит в очередь pinned plug queue как saved\_post\_plug объект.

И совсем нездоровая ситуация возникает, когда у нас идет несколько объектов подряд и один из них запиненый. Это одна из частых ситуаций. В этом случае происходит совмещение обоих объектов. Для того, чтобы записать gaps и offsets, нам необходимо испортить и предыдущий объект, и следующий. А чтобы восстановить, мы должны эти куски уложить в очередь на восстановление.

Demotion.

Есть такие понятия, как Promotion и Demotion.

Promotion: GC дернули на нулевом поколении и после этого номер поколения вырос. Demotion работает наоборот. Когда у нас было первое поколение, мы сделали GC, и по какой-то причине оно стало нулевым.

После GC запиненый объект остался в поколении ноль - это суть Demotion.

Другая ситуация: есть поколение один и поколение ноль. На слайде 21:52 после GC слева осталось мало места, а под gen\_0 - походит. И они оба перескочили на gen\_0. Этому удивляться не стоит. Если такое произошло, надо просто искать, кто запинил объект и освобождать его.

Еще одна ситуация на слайде 22:56. Объект может свалится во второе поколение, если слева места мало и там нет смысла размещать что-то еще. С запинеными объектами может происходить все, что угодно.

LOH.

Фаза планирования в LOH имеет смысл только для compacting, чтобы понять дальнейшие действия. В обычных сценариях сборки мусора у нас только sweep, а compacting нет. И фаза планирования в таких случаях отсутствует. Sweep не использует plug&gap, планирование ему не нужно. Он просто идет и составляет списки свободных участков. В этом плане sweep гораздо приятнее compacting.

В обычном режиме LOH не осуществляет compacting, только по принуждению. Но в этом случае тоже без планирования. Потому что вы попросили конкретную и у него вся информация будет построена на месте, со всеми офсетами. Будут построены офсеты, plugs&gaps только для того, чтобы понять, может ли он обойтись обычным sweep. И если это возможно, то он его и сделает в хипе маленьких объектов. А в куче больших вычислять ничего не надо: что его попросят, то он и сделает. Поэтому фазы планирования там нет.

Так как LOH сделан исключительно для хранения больших данных, это позволяет упростить некоторые вопросы. Нет необходимости группировать объекты в plugs. В SOH это происходит исключительно ради производительности. Если у нас куча объектов по 32 байта, то нет смысла их рассматривать отдельно. С точки зрения GC их надо рассматривать как единое целое. Поэтому каждый объект в LOH - это plug.

Плотность объектов в нем намного ниже, значит эффективнее трансляция адресов - эффективнее работает дерево. Легче перенести большой объект, чем plug, группу больших объектов. Чтобы обеспечить хранение plugs&gaps информации между объектами в LOH резервируется дополнительное место. Мы не можем себе позволить резервировать дополнительное место под информацию по размерам gap и relocation offset в куче маленьких объектов. Это будет слишком жирно. Поскольку у нас адреса всех объектов должны быть выровнены по размеру процессорного слова, по 8 или по 4 байтам, а информация по plugs и relocation offset занимает всего 3 байта, то мы не можем этими тремя байтами манипулировать. Мы либо 4 будем использовать, либо 8. Поэтому в LOH используем оптимизацию, храним эту информацию в gap. А в LOH мы можем себе позволить дополнительную информацию слева положить, не перетирая при пининге предыдущие объекты.

Когда строится compacting в LOH, мы просто дополнительно резервируем между всеми объектами немного места для того, чтобы положить туда офсет. Когда мы запрашиваем compacting вручную, мы просчитываем эти офсеты и все сжимается.

Почему в SOH вместо sweep может быть выбран compacting.

Например, это последний GC перед OutOfMEmoryException. Последняя надежда, что получится найти немного памяти.

Compacting может быть попрошен программистом намерено. Или было выбрано все место в эфемерном сегменте. Если у нас в эфемерном сегменте нулевого и первого поколения выбрано вес место и все закоммичено, то необходимо аллоцировать новый сегмент. Это дорого по времени. Поэтому первое, что пытается GC сделать, это сжать.

Высокая степень фрагментации поколения так же может спровоцировать compacing. Это один из основных случаев. Если фрагментация слишком высокая и нет никакой возможности разместить allocation context в каких-то свободных промежутках памяти, то запускается сжатие.

Еще один вариант - процесс занял слишком много памяти. Это, в целом, понятно.

Рассмотрим фрагментацию.

Это понятие достаточно виртуальное. Что значит "слишком фрагментировано"? Ответ на вопрос простой. Если взять некий total fragmentation, который собирается во время фазы планирования (это суммарное количество памяти, которое занимают gaps) и поделить на размер поколения, то мы получим отношение. При fragmentation size в 40 тысяч байт на нулевом поколении fragmentation ratio это 50%. Это триггер. Если фрагментация вырастает, то мы делаем сжатие кучи.

Мы получили новую информацию, что если у нас есть фрагментация более 50% при определенном размере хипа, то запускается не очень приятная процедура сжатия, которого мы хотим избегать.

Избегать процесса сжатия относительно просто. У нас часто возникает ситуация, когда мы создаем объекты одного типа, при этом создаем мы их не сразу друг за другом, а на всем протяжении жизни программы, зная о том, что эти объекты будут удалены вместе. Это приведет к фрагментации. Чтобы так не случилось, можно, например, сделать пул этих объектов. В нем объекты создаются друг за другом, группой. И когда будет потеряна ссылка на пул, они вместе уничтожаться, тем самым создав единый gap. Я в целом приходил к выводам, что пулы использовать очень хорошо. Они могут помочь во многих ситуациях. Спасают от фрагментации, от попадания на карточный стол (вы достаете объект из пула уже второго поколения). Пул - метод инициализации. Туда же можно отнести боксинг, который можно решить через эмуляцию боксинга или даже пул эмуляции боксинга. Если есть какой-то метод, который принимает object, вы изменить этого не можете и вынуждены боксить, то можно этого избежать. Фаза планирования на этом завершена.

## Sweep & Collect

Мы рассмотрели практически все стадии, кроме последней. Эта фаза зачистки и сжатия.

Если на фазе планирования было решено использовать sweep, мы должны осуществить GC путем отдачи всех неиспользуемых участков на переиспользование. Когда наши allocation context, которые существуют от разных потоков, начнут заканчиваться, они будут занимать эти свободные участки между другими объектами, таким образом исключая фазу сжатия. Фаза сжатия работает дольше. После этого этапа мы имеем такую таблицу 01:27. У нас есть поколения с бакетами, которые указывают на односвязаный список свободных участков. Бакеты сгруппированы по размерам. Внутри одного бакета идет список участков примерно одного размера. Мы можем попросить у бакетов участок нужного размера, и он по принципу first fit найдет нужный бакет и через best fit найдет подходящий участок внутри бакета.

Gaps, которые меньше размера объекта игнорируются.

После этого saved\_pre\_plug и saved\_post\_plugs расставляются по местам. Потом выполняется работа по обновлению очереди на финализацию. И затем - перестроение сегментов памяти.

Например, может так случится, что после GC у нас часть страниц или сегментов больше не нужны. Зачем их держать, если можно отдать кому-то еще? Операционная система большая. Если не отдать, то все соседние приложения будут ругаться, что работают медленно. Так и есть: потому что наше приложение не освободило оперативную память под соседей.

Sweep на LOH работает по-другому. Он не использует планирование, он обходит кучу. Свободные участки объединяет с состыкованными в один. Освободившиеся участки между занятыми добавляются в список свободных участков.

Для меня было откровением, что в обоих хипах механизмы одни и те же. Просто в одном хипе у них разные приоритеты. В LOH compacting в настолько низком приоритете, что часть алгоритма просто отключена. Но в целом SOH и LOH использует одни и те же алгоритмы.

Compacting.

Если необходимо создается новый эфемерный сегмент. Если фаза планирования решила, что после сжатия места под gen\_0 будет мало - создаем новый сегмент. Заменяем все ссылки на корректные. Для этого у нас есть информация по gaps&plugs, по которым легко посчитать все смещения. Перед тем, как сжимать, мы должны все ссылки поменять. Собирая gen\_0 мы просматриваем его и карточный стол старшего поколения. Когда это сделано - начинаем менять ссылки в фазе сжатия до самого сжатия, чтобы не потерять информация по gaps и офсетам. Сканируем все места, производя замену. Сначала ссылки со стека, которые включают в себя все локальные переменные и параметры методов, переданные через стек, а так же eager roots collection. Потом ссылки с полей объектов, полученные через карточный стол. Затем ссылки с полей объектов SOH и LOH с этапа обхода графа. Также ссылки с pre и post plugs, потому что при сохранении туда могли попасть и ссылки. Pinned plugs queue. Ссылки с полей объектов, находящихся в finalization queue. Ссылки с handle tables.

Мы должны выполнить все эти шесть шагов. Вывод - чем сильнее связанность графа, тем дольше работает этот шаг. Нужно обойти все это очень аккуратно, чтобы не промахиваться по кешу в рамках одного участка памяти.

Далее выполняется копирование объектов на их новые места. После того, как мы поменяли все адреса, происходит сама фаза сжатия. Из последних байт gaps берется значение офсета, и на него смещаются все выжившие объекты, чтобы сжать кучу. Естественно, кроме запиненых объектов и тех, которые размещены после них.

После этого восстанавливаются все pre и post plugs участки и исправляем положение поколений (после GC нулевое поколение становится первым, первое - вторым и нулевое сдвигается так, чтобы можно было выделять память дальше).

После этого удаляется и разкоммичеивается память из-под полностью освободившихся сегментов.

Перед каждым запиненым объектом образуется свободный участок. Его надо сохранить для дальнейшего выделения памяти. То есть объект запинен. Слева от него занятое место. И между занятым местом и запиненым объектом - свободные участки. Чтобы их потом переиспользовать, они сохраняются в список свободных участков. Чтобы это сделать нужно убедиться, что есть нужный бакет, либо создать новый, и уже оттуда спустить ссылку на односвязаный список занятых участков определенного размера.

Получается, что задача sweep - создать односвязаный список на свободных участках. Сжатие - это дольше. Чтобы сработал sweep, надо группировать объекты, срок жизни которых совпадает. Это максимум, что мы можем сделать.

Чтобы не мешать GC, мы не используем GCHandle bind. По возможности, мы используем только fixed. В этом случае мы можем избежать пининга, потому что fixed - это просто напоминание GC, что если он здесь очутился, то пинить надо.

## Выводы

[In Progress] адаптация курса

Давайте поговорим о выводах.

Первое: снижайте кросс-поколенческую связанность.

Проблема: для оптимизации скорости сборки мусора GC, по возможности, младшее поколение. Он старается это делать часто, чтобы уложится в какие-то миллисекунды. Чтобы сделать это, ему необходима информация о ссылках старших, с карточного стола. Если карточный стол пустой, в особенности если bundle table пустой (потому что именно он покрывает мегабайты своими ячейками), если мы везде встретим нули - это просто отличная информация и GC пролетит максимально быстро. Если на bundle table встречает не ноль, то GC идет на карточный стол, начинает анализировать его, опускается еще ниже: анализируются килобайты памяти, 320 объектов в максимуме, для того, чтобы понять, какой из этих 320 объектов ссылается на более младшее поколение. Поэтому разреженные ссылки, в хаотичном порядке - это самый худший результат.

Как одно из решений - это располагать объекты со связями в младшем поколении рядом, чтобы за них отвечала одна карта. Аллоцировать их группами, выдавая пользовательскому коду по запросу. Если мы так сделаем, то они вместе уйдут во второе поколение (например, пул) и карточный стол будет пустой. Избегать ссылок в младшее поколение, что уже сложнее.

Нужно не допускать сильной связанности. Как следует из алгоритмов фазы сжатия, для сжатия кучи необходимо обойти дерево и проверить все ссылки, исправляя их на новые значения. Это та еще работа. При этом ссылки с карточного стола затрагивают целую группу объектов. Поэтому общая сильная связанность может привезти к проседанию при GC.

Тут советы простые. Во-первых, располагать сильно-связанные объекты рядом во втором поколении. Это отсылка к карточному столу. Во-вторых, стоит избегать лишних связей в целом. Иногда бывает желание не обращаться через две ссылки к какому-то полю, разместить эту ссылку рядом. Таким образом добавляется еще третья ссылка на объект. А сильная связанность означает, что при сжатии надо будет намного больше этих ссылок обойти и исправить. Ссылок надо делать меньше. В том числе, избегать синтаксического сахара. Зачастую образуются аллокации, которых не видно. Как их увидеть? Можно установить расширение, которое показывает в коде скрытые аллокации. Это расширение в курсе, какие конструкции языка создают лишний трафик. Если хочется оптимизировать нагруженный код, это сильно помогает.

Например, замыкания в некоторой степени зло. Они удобные, но с ними надо быть очень осторожными: замыкания начинают удерживать ссылки.

Если говорить о disposable, то вызов метода CheckDisposed() нужно поставить во все публичные места. Помимо public методов, это еще и protected методы, internal методы - все, что не private. Что самое неприятное, публичным методом является лямбда, которую вы куда-то отдали по подписке. В этот момент она стала публичным методом, теперь ее можно откуда-то дернуть. И туда тоже надо ставить CheckDisposed(). Такие вещи могут породить лишнюю связанность. Когда вы что-то забыли и объект ушел на финализацию, он, через внутренние ссылки, тянет за собой все дерево, весь граф нашего приложения. Объекты, которые должны были быть собраны в нулевом поколении, незаметно уходят во второе.

Следующий совет - мониторьте использование сегментов. Если у нас интенсивно работает приложение, может возникнуть ситуация, когда выделение новых объектов приводит к задержкам. Как это делать? С использованием утилит. Например PerfMon, Sysinternal Utilities, dotMemory. Именно сегменты лучше смотреть их более системных утилит, типа Sysinternal. Нужно смотреть точки выделения новых сегментов, совпадают ли они с вашими просадками. Что с этим делать? Если речь идет о LOH, то если в нем идет плотный трафик буферов, то, возможно, стоит переключится на использование ArrayPool. Он для этого и был сделан. Вместо того, чтобы постоянно аллоцировать кучу массивов, которые сами по себе тяжелые элементы, используйте ArrayPool.

Если речь идет о SOH, стоит убедиться, что объекты одного времени жизни выделяются рядом, обеспечивая большую вероятность срабатывания sweep вместо collect (compact?). Если они рядом все уйдут, то пусть рядом и создадутся. Если у нас нагруженный код, внутри которого постоянно идут временные аллокации, то их лучше выделять из пула, чем через операцию new - она нагружает GC.

Еще один совет - не выделяйте память в нагруженных участках кода. Если так делать, то GC выбирает окно аллокации, не 1Кб, а 8. И если окну не хватает места, это приводит к GC и расширению заккоммиченной зоны. Плотный трафик новых объектов заставит короткоживущие объекты с других потоков быстро уйти в старшее поколение с худшими условиями сборки мусора. Если у нас плотный трафик, мы не успеваем старое освобождать, поэтому объекты, рассчитанные на существование в нулевом поколении, уходят в первое, где GC работает медленнее. Когда мы говорим "объекты, рассчитанные на существование в нулевом поколении", сражу же понимаем, что создаем объект, который будет жить не дольше секунды. Мы его создали, забили данными и практически сразу отпустили. Он рассчитан на жизнь в нулевом поколении и чем раньше его отпустить, тем лучше. Как это сделать? Не хранить ссылку. Например, у вас есть длинный метод со своей логикой. И вы метод формируете не по принципу действий друг за другом, а по принципу "похожие операции рядом". Тогда получается, что в начале идет инициализация, а внизу эти объекты используются. Возможно, это использование можно поставить повыше. Метод большой, делает кучу всего. А чем он больше, тем выше вероятность срабатывания в процессе GC. Если вы выше использование этих объектов поднимите, выше вероятность того, что эти объекты уйдут с хипа прямо посреди работы этого метода. Если объекты передержать, а GC сработает, эти объекты уйдут в первое поколение.

Полный запрет на использование замыканий в критичных участках кода. Полный запрет боксинга на критичных участках кода. Там, где необходимо создать временный объект под хранение данных, использовать структуры. Потому что структура ложиться на стеке, ничего не аллоцирует, моментально освобождается. Освобождение структуры требует простого сдвига указателя регистра SP. И не имеет значения, сколько у вас локальных переменных, их освобождение происходит с одинаковой скоростью вне зависимости от их количества. Еще лучше использовать ref struct - это stack only структуры. Для него джиттер может делать оптимизации.

При количестве полей более двух - передавать по референсу. Если в этом случае прокидывать через параметры - будет очень жирно, будет идти копирование. А если перетащить по референсу, то будет передан только указатель, что бесплатно.

Избегайте излишних выделений памяти в LOH. Размещение массивов в этой куче приводит либо к его фрагментации, либо к утяжелению процедуры GC.

Решения. Ипсользовать разделение массивов на подмассивы и класс, который их инкапсулирует. На одном из докладов классная техника рассказывалась. Когда большие массивы в этот хип уходят - это плохо. Можно разделить большой массив на ряд маленьких, сделать массив массивов. То есть, массив, ячейки которого указывают на массивы. И все это ляжет в SOH. Работать с этим легко. Массиву нужно выставить правильную длину, например 2048. Когда мы делает доступ по индексу, вместо того, чтобы делить на 2048, мы сдвигаем на 11 бит. Тем самым делаем очень быстрый доступ к элементам внутренних массивов с эмуляцией непрерывного куска памяти. При этом такие массивы уйдут в SOH, и, если использовать ArrayPool, они лягут во второе поколение и перестанут влиять на сборку мусора.

Также стоит контролировать использование массово double, чтобы они были меньше тысячи. Где оправдано и возможно использовать стек потока?Вместо того, чтобы делать оператор new, класс использовать стек потока. Например, есть ряд сверх-короткоживущих объектов - тех, которые живут в рамках вызова метода. Такие вещи создают трафик, особенно в нагруженных местах. Использование выделения на стеке, во-первых, полностью разгрузит кучу. Выделить память на стеке - это либо либо создать локальную переменную, либо использовать ключевое слово stackalloc. В моей книге есть целый раздел, посвященный этому оператору в главе "Стек потока". Это оператор C#, который выделяет память не в хипе, а в локальных переменных. Эта операция практически бесплатная и очень быстрая.

Чтобы изучить, как правильно использовать этот оператор, я решил, что надо обратиться к авторам. Открыл исходники и искал по тексту. 90% использования - это тесты. В других местах - очень редко. В частности, я встретил stack list и value stringbuilder. Чем плох обычный stringbuilder? Нам говорят, что для соединения строк плюс - это плохо. Что делает обычный stringbuilder? Это однозсвязный список, внутри которого есть кусочки массивов, которые формируют строку. Когда мы создаем строку, мы туда аппендим. Он заполняет кусочки по очереди. Получается, что вы избавитесь от проблемы фрагментации строками, но не до конца. В этом случае все равно много всего создается. Как избежать?

Большинство случаев использования simple stringbuilder и плюсов - это трассировка. Logger.trace() или logger.debug(). Вы формируете маленькие строчки из разнородных вещей. А value stringbuilder - это очень хорошая вещь, но есть одна проблема: его модификатор доступа internal. Но его можно обойти. Это stringbuilder на стеке. Вещь, которая строит строчку внутри локальный переменных, не аллоцируя вообще ничего. При создании экземпляр на вход ждет span - указатель на некий range памяти. Можно это написать следующим образом: Span x = stackalloc T[ ]. То есть вы среди локальных переменных выделяете память нужного размера и сохраняете в span. И дальше, на основе этого span создаете value stringbuilder, который внутри этого буфера будет строить строчку, не аллоцируя память вообще. Единсвенный случай, когда он аллоцирует память - если он не вместился. В остальных случаях все будет очень хорошо.Второй кейс - если ваш logger.info на вход принимает не строчку, а span, у вас даже строка не будет аллоцирована.

Стоит использовать span memory, где это возможно, потому что эта вещь, которая нас спасает от лишний аллокаций.Освобождайте объекты как можно раньше. Задуманные как короткоживущие объекты могут попасть в gen\_1, а иногда и в gen\_2. Это приводит к более тяжелому GC, который работает дольше. Поэтому необходимо освобождать ссылку на объект как можно раньше. Если длительный алгоритм содержит код, который работает с какими-то объектами, разнесенными по коду, необходимо сгруппировать, перенося использование ближе. Это увеличит вероятность того, что они будут собраны GC.

Вызывать GC.Collect() не нужно. Часто кажется, что если вызвать GC.Collect(), то это исправит ситуацию. Но намного полезнее выучить алгоритмы работы GC и посмотреть на приложение под тулзой трассировки: dotMemory и другим средством диагностики. Это покажет наиболее нагруженные участки, избавиться от лишних аллокаций, лишнего трафика. Главное, не увлекаться: преждевременная оптимизация тоже может привести к нечитаемости кода.

Еще один совет - избегайте пиннинга. Пиннинг создает кучу проблем. GC ходит вокруг запинненных объектов как по минному полю.

Избегайте финализации. Финализация вызывается не детерменированно. Она может не вызваться. Не вызванный Dispose() приводит к финализации со всеми исходящими ссылками из объекта, который держит другие объекты. Все это переносится в более старшее поколение, усложняя GC, приводя к полному GC во всех поколениях и заменой sweep на compacting.

Нужно аккуратно вызвать Dispose(). Избегать большого количества потоков. Вообще, количество потоков советуют держать в районе количества ядер. Больше нет смысла, если все они работают без ожидания.

Избегайте трафика объектов разного размера. При трафике объектов разного размера и времени жизни возникает фрагментация, как результат - повышение fragmentation ratio, срабатывание collection с изменением адресов во всех ссылающихся объектах. Поэтому решение - если предполагается трафик объектов, надо контролировать наличие лишних полей, приблизив размеры. Также проконтролировать отсутсвие манипуляций со строками. Там, где возможно, заменить readonly span на readonly memory. Освободить ссылку как можно раньше. Не обязательно обнулять, в методах достаточно поднять использование как можно выше.

# Исключительные ситуации

# Исключения

[Ссылка на обсуждение](https://github.com/sidristij/dotnetbook/issues/51)

В нашем разговоре о потоке исполнения команд различными подсистемами пришло время поговорить про исключения или, скорее, исключительные ситуации. И прежде чем продолжить стоит совсем немного остановиться именно на самом определении. Что такое исключительная ситуация?

Исключительной называют такую ситуацию, которая делает исполнение дальнейшего или текущего кода абсолютно не корректным. Не таким как задумывалось, проектировалось. Переводит состояние приложения в целом или же его отдельной части (например, объекта) в состояние нарушенной целостности. Т.е. что-то экстраординарное, исключительное.

Почему же это так важно - определить терминологию? Работа с терминологией очень важна, т.к. она держит нас в рамках. Если не следовать терминологии можно уйти далеко от созданного проектировщиками концепта и получить множество неоднозначных ситуаций. А чтобы закрепить понимание вопроса давайте обратимся к примерам:

struct Number

{

public static Number Parse(string source)

{

// ...

if(!parsed)

{

throw new ParsingException();

}

// ...

}

public static bool TryParse(string source, out Number result)

{

// ..

return parsed;

}

}

Этот пример кажется немного странным: и это не просто так. Для того чтобы показать исключительность проблем, возникающих в данном коде я сделал его несколько утрированным. Для начала посмотрим на метод Parse. Почему он должен выбрасывать исключение?

* Он принимает в качестве параметра строку, а в качестве результата - некоторое число, которое является значимым типом. По этому числу мы никак не можем определить, является ли оно результатом корректных вычислений или же нет: оно просто есть. Другими словами, в интерфейсе метода отсутствует возможность сообщить о проблеме;
* С другой стороны метод, принимая строку подразумевает что её для него корректно подготовили: там нет лишних символов и строка содержит некоторое число. Если это не так, то возникает проблема предусловий к методу: тот код, который вызвал наш метод отдал не корректные данные.

Получается, что для данного метода ситуация получения строки с не корректными данными является исключительной: метод не может вернуть корректного значения, но и вернуть абы что он не может. А потому единственный выход - бросить исключение.

Второй вариант метода обладает каналом сигнализации о наличии проблем с входными данными: возвращаемое значение тут boolean и является признаком успешности выполнения метода. Сигнализировать о каких-либо проблемах при помощи механизма исключений данный метод не имеет ни малейшего повода: все виды проблем легко уместятся в возвращаемое значение false.

## Общая картина

Обработка исключительных ситуаций может показаться вопросом достаточно элементарным: ведь все что нам необходимо сделать - это установить try-catch блоки и ждать соответствующего события. Однако вопрос кажется элементарным только благодаря огромной работе, проделанной командами CLR и CoreCLR чтобы унифицировать все ошибки, которые лезут в CLR со всех щелей - из самых разных источников. Чтобы иметь представление, о чем мы будем далее вести беседу, давайте взглянем на диаграмму:

[![https://github.com/sidristij/dotnetbook/raw/master/book/ru/Execution/2-ExceptionalFlow/imgs/CommonScheme.png](data:image/png;base64,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)](https://github.com/sidristij/dotnetbook/blob/master/book/ru/Execution/2-ExceptionalFlow/imgs/CommonScheme.png)

На этой схеме мы видим, что в большом .NET Framework существует по сути два мира: все, что относится к CLR и все, что находится за ней: все возможные ошибки, возникающие в Windows и прочем unsafe мире:

* Structured Exception Handling (SEH) - структурированная обработка исключений - стандарт платформы Windows для обработки исключений. Во время вызовов unsafe методов и последующем выбросе исключений происходит конвертация исключений unsafe <-> CLR в обе стороны: из unsafe в CLR и обратно, т.к. CLR может вызвать unsafe метод, а тот в свою очередь - CLR метод.
* Vectored Exception Handling (VEH) - по своей сути является корнем SEH, позволяя вставлять свои обработчики в точку выброса исключения. Используется в частности для установки FirstChanceException.
* COM+ исключения - когда источником проблемы является некоторый COM компонент, то прослойка между COM и .NET методом должна сконвертировать COM ошибку в исключение .NET
* И, наконец, обёртки для HRESULT. Введены для конвертации модели WinAPI (код ошибки - в возвращаемом значении, а возвращаемые значения - через параметры метода) в модель исключений: для .NET стардартом является именно исключительная ситуация

С другой стороны, поверх CLI располагаются языки программирования, каждый из которых частично или же полностью - предлагает функционал по обработке исключений конечному пользователю языка. Так, например, языки VB.NET и F# до недавнего времени обладали более богатым функционалом по части обработки исключительных ситуаций, предлагая функционал фильтров, которых не существовало в языке C#.

## Коды возврата vs. исключение

Стоит отдельно отметить модель работы с ошибками в приложении через коды возврата. Эта идея - просто вернуть ошибку - очень проста и понятна. Мало того, если отталкиваться от отношения к исключениям как к оператору goto, то коды возврата становятся намного более корректной реализацией: ведь в этом случае пользователь метода видит и возможность самой ошибки, а также может сразу понять, какие ошибки возможны. Но давайте не будет гадать на кофейной гуще, что лучше и для чего, а лучше обсудим проблематику выбора академически.

Представим, что все методы обладают интерфейсом для получения ошибки. Тогда все наши методы выглядели бы как-то так:

public bool TryParseInteger(string source, out int result);

public DialogBoxResult OpenDialogBox(...);

public WebServiceResult IWebService.GetClientsList(...);

public class DialogBoxResult : ResultBase { ... }

public class WebServiceResult : ResultBase { ... }

А их использование выглядело бы как-то так:

public ShowClientsResult ShowClients(string group)

{

if(!TryParseInteger(group, out var clientsGroupId))

return new ShowClientsResult { Reason = ShowClientsResult.Reason.ParsingFailed };

var webResult = \_service.GetClientsList(clientsGroupId);

if(!webResult.Successful)

{

return new ShowClientsResult { Reason = ShowClientsResult.Reason.ServiceFailed, WebServiceResult = webResult };

}

var dialogResult = \_dialogsService.OpenDialogBox(webResult.Result);

if(!dialogResult.Successful)

{

return new ShowClientsResult { Reason = ShowClientsResult.Reason.DialogOpeningFailed, DialogServiceResult = dialogResult };

}

return ShowClientsResult.Success();

}

Возможно, вам покажется, что этот код перегружен обработкой ошибок. Однако я попрошу вас не согласиться с такой позицией: все, что здесь происходит - это эмуляция работы механизма выброса и обработки исключений.

Как любой метод может сообщить о возникшей проблеме? Посредством некоторого интерфейса сообщения об ошибки. Например, в методе TryParseInteger интерфейсом является возвращаемое значение: если все хорошо, метод вернёт true. Если все плохо, вернёт false. Однако данный способ обладает и минусом: реальное значение возвращается через out int result параметр. Минус подхода с одной стороны состоит в том, что возвращаемое значение чисто логически и по восприятию является более "возвращаемым значением" чем out параметр. А с другой - сам факт ошибки нам не всегда интересен. Ведь если строка для парсинга пришла из сервиса, который сгенерировал эту строку, значит проверять на ошибки парсинг нет необходимости: там всегда будет лежать правильная, пригодная для разбора строка. С другой стороны, если взять другую реализацию метода:

public int ParseInt(string source);

То возникает резонный вопрос: если парсинг всё-таки будет содержать ошибку по неизвестной нам причине, что делать методу тогда? Вернуть ноль? Будет не корректно: нуля в строке не было. Тогда становится ясно что мы имеем конфликт интересов: первый вариант многословен, а второй - не содержит канала сигнализации об ошибках. Однако, можно легко прийти к выводу, когда надо работать с кодами возвратов, а когда - с исключениями:

Код возврата необходимо внедрять тогда, кода факт ошибки является нормой поведения. Например, в алгоритме парсинга текста ошибки в тексте являются нормой поведения, тогда как в алгоритме работы с разобранной строкой получение от парсера ошибки может являться критичным или, другими словами, чем-то исключительным.

## Блоки Try-Catch-Finally коротко

Блок try создаёт секцию, от которой программист ожидает возникновения критических ситуаций, которые с точки зрения внешнего кода являются нормой поведения. Т.е. другими словами, если мы работаем с некоторым кодом, который в рамках своих правил считает внутреннее состояние более не консистентным и в связи с этим выбрасывает исключение, то внешняя система, которая обладает более широким видением той же ситуации возникшее исключение может перехватить блоком catch тем самым нормализовав исполнение кода приложения. А потому, перехватом исключений вы легализуете их наличие на данном участке кода. Это, на мой взгляд, очень важная мысль, которая обосновывает запрет на перехват всех типов исключений try-catch(Exception ex){ ... } на всякий случай.

Это вовсе не означает, что перехватывать исключения идеологически плохо: я всего лишь хочу сказать о необходимости перехватывать то и только то, что вы ожидаете от конкретного участка кода и ничего больше. Например, вы не можете ожидать все типы исключений, которые наследуется от ArgumentException или же получение NullReferenceException поскольку это означает что проблема чаще всего не в вызываемом коде, а в вашем. Зато вполне корректно ожидать, что желаемый файл открыть вы не сможете. Даже если на 200% уверены, что сможете, не забудьте сделать проверку.

Третий блок - finally - также не должен нуждаться в представлении. Этот блок срабатывает для всех случаев работы блоков try-catch. Кроме некоторых достаточно редких особых ситуаций, этот блок отрабатывает всегда. Для чего введена такая гарантия исполнения? Для зачистки тех ресурсов и тех групп объектов, которые были выделены или же захвачены в блоке try и при этом являются зоной его ответственности.

Этот блок очень часто используется без блока catch, когда нам не важно, какая ошибка уронила алгоритм, но важно очистить все выделенные для этого конкретно алгоритма ресурсы. Простой пример: для алгоритма копирования файла необходимо: два открытых файла и участок памяти под кэш-буфер копирования. Память мы выделить смогли, один файл открыть смогли, а вот со вторым возникли какие-то проблемы. Чтобы запечатать все в одну "транзакцию", мы помещаем все три операции в единый try блок (как вариант реализации), с очисткой ресурсов - в finally. Пример может показаться упрощённым, но тут главное - показать суть.

Чего не хватает в языке программирования C#, так это блока fault, суть которого - срабатывать всегда, когда произошла любая ошибка. Т.е. тот же finally, только на стероидах. Если бы такое было, мы бы смогли, как классический пример делать единую точку входа в логирование исключительных ситуаций:

try {

//...

} fault exception

{

\_logger.Warn(exception);

}

Также, о чем хотелось бы упомянуть во вводной части - это фильтры исключительных ситуаций. Для платформы .NET это новшеством не является, однако является таковым для разработчиков на языке программирования C#: фильтрация исключительных ситуаций появилась у нас только в шестой версии языка. Фильтры призваны нормализовать ситуацию, когда есть единый тип исключения, который объединяет в себе несколько видов ошибок. И в то время как мы хотим отрабатывать на конкретный сценарий, вынуждены перехватывать всю группу и фильтровать её - уже после перехвата. Я, конечно же, имею в виду код следующего вида:

try {

//...

}

catch (ParserException exception)

{

switch(exception.ErrorCode)

{

case ErrorCode.MissingModifier:

// ...

break;

case ErrorCode.MissingBracket:

// ...

break;

default:

throw;

}

}

Так вот теперь мы можем переписать этот код нормально:

try {

//...

}

catch (ParserException exception) when (exception.ErrorCode == ErrorCode.MissingModifier)

{

// ...

}

catch (ParserException exception) when (exception.ErrorCode == ErrorCode.MissingBracket)

{

// ...

}

И вопрос улучшения тут вовсе не в отсутствии конструкции switch. Новая конструкция как по мне лучше по нескольким пунктам:

* фильтруя по when мы перехватываем ровно то что хотим поймать и не более того. Это правильно идеологически;
* в новом виде код стал более читаем. Просматривая взглядом, мозг более легко находит определения ошибок, т.к. изначально он их ищет не в switch-case, а в catch;
* и менее явное, но также очень важное: предварительное сравнение идёт ДО входа в catch блок. А это значит, что работа такой конструкции для случая промаха мимо всех условий будет идти намного быстрее чем switch с перевыбросом исключения.

Особенностью исполнения кода по уверениям многих источников является то, что код фильтрации происходит до того как произойдёт развёртка стека. Это можно наблюдать в ситуациях, когда между местом выброса исключения и местом проверки на фильтрацию нет никаких других вызовов кроме обычных:

static void Main()

{

try

{

Foo();

}

catch (Exception ex) when (Check(ex))

{

;

}

}

static void Foo()

{

Boo();

}

static void Boo()

{

throw new Exception("1");

}

static bool Check(Exception ex)

{

return ex.Message == "1";

}
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Как видно на изображении трассировка стека содержит не только первый вызов Main как место отлова исключительной ситуации, но и весь стек до точки выброса исключения плюс повторный вход в Main через некоторый неуправляемый код. Можно предположить, что этот код и есть код выброса исключений, который просто находится в стадии фильтрации и выбора конечного обработчика. Однако стоит отметить что не все вызовы позволяют работать без раскрутки стека. На мой скромный взгляд, внешняя унифицированность платформы порождает излишнее к ней доверие. Например, вызов методов между доменами с точки зрения кода выглядит абсолютно прозрачно. Тем не менее, работа вызовов методов происходит совсем по другим законам. О них мы и поговорим в следующей части.

### Сериализация

Давайте начнём несколько издалека и посмотрим на результаты работы следующего кода (я добавил проброс вызова через границу между доменами приложения):

class Program

{

static void Main()

{

try

{

ProxyRunner.Go();

}

catch (Exception ex) when (Check(ex))

{

;

}

}

static bool Check(Exception ex)

{

var domain = AppDomain.CurrentDomain.FriendlyName; // -> TestApp.exe

return ex.Message == "1";

}

public class ProxyRunner : MarshalByRefObject

{

private void MethodInsideAppDomain()

{

throw new Exception("1");

}

public static void Go()

{

var dom = AppDomain.CreateDomain("PseudoIsolated", null, new AppDomainSetup

{

ApplicationBase = AppDomain.CurrentDomain.BaseDirectory

});

var proxy = (ProxyRunner) dom.CreateInstanceAndUnwrap(typeof(ProxyRunner).Assembly.FullName, typeof(ProxyRunner).FullName);

proxy.MethodInsideAppDomain();

}

}

}

Если обратить внимание на размотку стека, то станет ясно, что в данном случае она происходит ещё до того, как мы попадаем в фильтр. Взглянем на скриншоты. Первый взят до того, как генерируется исключение:
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А второй - после:
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Изучим трассировку вызовов до и после попадания в фильтр исключений. Что же здесь происходит? Здесь мы видим, что разработчики платформы сделали некоторую с первого взгляда защиту дочернего домена. Трассировка обрезана по крайний метод в цепочке вызовов, после которого идёт переход в другой домен. Но на самом деле, как по мне так это выглядит несколько странно. Чтобы понять, почему так происходит, вспомним основное правило для типов, организующих взаимодействие между доменами. Эти типы должны наследовать MarshalByRefObject плюс - быть сериализуемыми. Однако, как бы ни был строг C#, типы исключений могут быть какими угодно. А что это значит? Это значит, что могут быть ситуации, когда исключительная ситуация внутри дочернего домена может привести к её перехвату в родительском домене. И если у объекта данных исключительной ситуации есть какие-либо опасные методы с точки зрения безопасности, они могут быть вызваны в родительском домене. Чтобы такого избежать, исключение сериализуется, проходит через границу доменов приложений и возникает вновь - с новым стеком. Давайте проверим эту стройную теорию:

[StructLayout(LayoutKind.Explicit)]

class Cast

{

[FieldOffset(0)]

public Exception Exception;

[FieldOffset(0)]

public object obj;

}

static void Main()

{

try

{

ProxyRunner.Go();

Console.ReadKey();

}

catch (RuntimeWrappedException ex) when (ex.WrappedException is Program)

{

;

}

}

static bool Check(Exception ex)

{

var domain = AppDomain.CurrentDomain.FriendlyName; // -> TestApp.exe

return ex.Message == "1";

}

public class ProxyRunner : MarshalByRefObject

{

private void MethodInsideAppDomain()

{

var x = new Cast {obj = new Program()};

throw x.Exception;

}

public static void Go()

{

var dom = AppDomain.CreateDomain("PseudoIsolated", null, new AppDomainSetup

{

ApplicationBase = AppDomain.CurrentDomain.BaseDirectory

});

var proxy = (ProxyRunner)dom.CreateInstanceAndUnwrap(typeof(ProxyRunner).Assembly.FullName, typeof(ProxyRunner).FullName);

proxy.MethodInsideAppDomain();

}

}

В данном примере, для того чтобы выбросить исключение любого типа из C# кода (я не хочу никого мучить вставками на MSIL) был проделан трюк с приведением типа к не сопоставимому: чтобы мы бросили исключение любого типа, а транслятор C# думал бы, что мы используем тип Exception. Мы создаём экземпляр типа Program - гарантированно не сериализуемого и бросаем исключение с ним в виде полезной нагрузки. Хорошие новости заключаются в том, что вы получите обёртку над не-Exception исключениями RuntimeWrappedException, который внутри себя сохранит экземпляр нашего объекта типа Program и в C# перехватить такое исключение мы сможем. Однако есть и плохая новость, которая подтверждает наше предположение: вызов proxy.MethodInsideAppDomain(); приведёт к исключению SerializationException:
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Т.е. проброс между доменами такого исключения не возможен, т.к. его нет возможности сериализовать. А это в свою очередь значит, что оборачивание вызовов методов, находящихся в других доменах фильтрами исключений все равно приведёт к развёртке стека несмотря на то что при FullTrust настройках дочернего домена сериализация казалось бы не нужна.

Стоит дополнительно обратить внимание на причину, по которой сериализация между доменами так необходима. В нашем синтетическом примере мы создаём дочерний домен, который не имеет никаких настроек. А это значит, что он работает в FullTrust. Т.е. CLR полностью доверяет его содержимому как себе и никаких дополнительных проверок делать не будет. Но как только вы выставите хоть одну настройку безопасности, полная доверенность пропадёт и CLR начнёт контролировать все что происходит внутри этого дочернего домена. Так вот когда домен полностью доверенный, сериализация по идее не нужна. Нам нет необходимости как-то защищаться, согласитесь. Но сериализация создана не только для защиты. Каждый домен грузит в себя все необходимые сборки по второму разу, создавая их копии. Тем самым создавая копии всех типов и всех таблиц виртуальных методов. Передавая объект по ссылке из домена в домен, вы получите, конечно, тот же объект. Но у него будут чужие таблицы виртуальных методов и как результат - этот объект не сможет быть приведён к другому типу. Другими словами, если вы создали экземпляр типа Boo, то получив его в другом домене приведение типа (Boo)boo не сработает. А сериализация и десериализация решает проблему: объект будет существовать одновременно в двух доменах. Там где он был создан - со всеми своими данными и в доменах использования - в виде прокси-объекта, обеспечивающего вызов методов оригинального объекта.

Передавая сериализуемый объект между доменами, вы получите в другом домене полную копию объекта из первого сохранив некоторую разграниченность по памяти. Разграниченность тоже мнимая. Она - только для тех типов, которые не находятся в Shared AppDomain. Т.е., например, если в качестве исключения бросить что-нибудь несериализуемое, но из Shared AppDomain, то ошибки сериализации не будет (можно попробовать вместо Program бросить Action). Однако раскрутка стека при этом все равно произойдёт: оба случая должны работать стандартно. Чтобы никого не путать.

## Архитектура исключительной ситуации

[Ссылка на обсуждение](https://github.com/sidristij/dotnetbook/issues/51)

Наверное, один из самых важных вопросов, который касается нашей темы - это вопрос построения архитектуры исключений в вашем приложении. Этот вопрос интересен по многим причинам. Как по мне так основная - это видимая простота, с которой не всегда очевидно, что делать. Это свойство присуще всем базовым конструкциям, которые используются повсеместно: это и IEnumerable, и IDisposable и IObservable и прочие-прочие. С одной стороны, своей простотой они манят, вовлекают в использование себя в самых разных ситуациях. А с другой стороны, они полны омутов и бродов, из которых, не зная, как иной раз и не выбраться вовсе. И, возможно, глядя на будущий объем у вас созрел вопрос: так что же такого в исключительных ситуациях?

Но для того чтобы прийти к каким-то выводам относительно построения архитектуры классов исключительных ситуаций мы должны с вами скопить некоторый опыт относительно их классификации. Ведь только поняв, с чем мы будем иметь дело, как и в каких ситуациях программист должен выбирать тип ошибки, а в каких - делать выбор относительно перехвата или пропуска исключений, можно понять как можно построить систему типов таким образом чтобы это стало очевидно для пользователя вашего кода. А потому, попробуем классифицировать исключительные ситуации (не сами типы исключений, а именно ситуации) по различным признакам.

### По теоретической возможности перехвата проектируемого исключения

По теоретическому перехвату исключения можно легко поделить на два вида: на те, которые перехватывать будут точно и на те, которые с высокой степенью вероятности перехватывать не будут. Почему с высокой степенью вероятности? Потому что всегда найдётся тот, кто попробует перехватить, хотя это и не нужно было совершенно делать.

Давайте для начала раскроем особенности первой группы: исключения, которые должны и будут перехватывать.

Когда мы вводим исключение такого типа, то одной стороны мы сообщаем внешней подсистеме что мы вошли в положение, когда дальнейшие действия в рамках наших данных не имеют смысла. А с другой имеем в виду, что ничего глобального сломано не было и если нас убрать, то ничего не поменяется, а потому это исключение может быть легко перехвачено чтобы поправить ситуацию. Это свойство очень важно: именно оно определяет критичность ошибки и уверенность в том что если перехватить исключение и просто очистить ресурсы, то можно спокойно выполнять код дальше.

Вторая группа как бы это ни звучало странно - отвечает за исключения, которые перехватывать не нужно. Они могут быть использованы только для записи в журнал ошибок, но не для того чтобы можно было как-то поправить ситуацию. Самый простой пример - это исключения группы ArgumentException и NullReferenceException. Ведь в нормальной ситуации вы не должны, например, перехватывать исключение ArgumentNullException потому что источником проблемы тут будете являться именно вы, а не кто либо ещё. Если вы перехватываете данное исключение, то тем самым вы допускаете что вы ошиблись и отдали методу то, что отдавать ему было нельзя:

void SomeMethod(object argument)

{

try {

AnotherMethod(argument);

} catch (ArgumentNullException exception)

{

// Log it

}

}

В этом методе мы пробуем перехватить ArgumentNullException. Но на мой взгляд его перехват выглядит очень странным: прокинуть корректные аргументы методу - полностью наша забота. Было бы не корректно среагировать постфактум: в такой ситуации самое правильное что только можно сделать - это проверить передаваемые данные заранее, до вызова метода или же что ещё лучше - построить код таким образом чтобы получение неправильных параметров было бы попросту не возможным.

Ещё одна группа - это исключения фатальных ошибок. Если сломан некий кэш и работа подсистемы в любом случае будет не корректной? Тогда это - фатальная ошибка и ближайший по стеку код её перехватывать гарантированно не станет:

T GetFromCacheOrCalculate()

{

try {

if(\_cache.TryGetValue(Key, out var result))

{

return result;

} else {

T res = Strategy(Key);

\_cache[Key] = res;

return res;

}

} cache (CacheCorreptedException exception)

{

RecreateCache();

return GetFromCacheOrCalculate();

}

}

И пусть CacheCorreptedException - это исключение, означающее "кэш на жёстком диске не консистентен". Тогда получается, что если причина такой ошибки фатальна для подсистемы кэширования (например, отсутствуют права доступа к файлу кэша), то дальнейший код, если не сможет пересоздать кэш командой RecreateCache, а потому факт перехвата этого исключения является ошибкой сам по себе.

### По фактическому перехвату исключительной ситуации

Ещё один вопрос, который останавливает наш полет мысли в программировании алгоритмов - это понимание: стоит ли перехватывать те или иные исключения или же стоит пропустить их сквозь себя кому-то более понимающему. Переводя на язык терминов вопрос, который нам надо решить - разграничить зоны ответственности. Давайте рассмотрим следующий код:

namespace JetFinance.Strategies

{

public class WildStrategy : StrategyBase

{

private Random random = new Random();

public void PlayRussianRoulette()

{

if(DateTime.Now.Second == (random.Next() % 60))

{

throw new StrategyException();

}

}

}

public class StrategyException : Exception { /\* .. \*/ }

}

namespace JetFinance.Investments

{

public class WildInvestment

{

WildStrategy \_strategy;

public WildInvestment(WildStrategy strategy)

{

\_strategy = strategy;

}

public void DoSomethingWild()

{

?try?

{

\_strategy.PlayRussianRoulette();

}

catch(StrategyException exception)

{

}

}

}

}

using JetFinance.Strategies;

using JetFinance.Investments;

void Main()

{

var foo = new WildStrategy();

var boo = new WildInvestment(foo);

?try?

{

boo.DoSomethingWild();

}

catch(StrategyException exception)

{

}

}

Какая из двух предложенных стратегий является более корректной? Зона ответственности - это очень важно. Изначально может показаться, что поскольку работа WildInvestment и его консистентность целиком и полностью зависит от WildStrategy, то если WildInvestment просто проигнорирует данное исключение, оно уйдёт в уровень повыше и делать ничего более не надо. Однако, прошу заметить что существует чисто архитектурная проблема: метод Main ловит исключение из архитектурно одного слоя, вызывая метод архитектурно - другого. Как это выглядит с точки зрения использования? Да, в общем, так и выглядит:

* заботу об этом исключении просто перевесили на нас;
* у пользователя данного класса нет уверенности, что это исключение прокинуто через ряд методов до нас специально
* мы начинаем тянуть лишние зависимости, от которых мы избавились, вызывая промежуточный слой.

Однако, из данного вывода следует другой: catch мы должны ставить в методе DoSomethingWild. И это для нас несколько странно: WildInvestment вроде как жёстко зависим от кого-то. Т.е. если PlayRussianRoulette отработать не смог, то и DoSomethingWild тоже: кодов возврата тот не имеет, а сыграть в рулетку он обязан. Что же делать в такой, казалось бы, безвыходной ситуации? Ответ на самом деле прост: находясь в другом слое, DoSomethingWild должен выбросить собственное исключение, которое относится к этому слою и обернуть исходное как оригинальный источник проблемы - в InnerException:

namespace JetFinance.Strategies

{

pubilc class WildStrategy

{

private Random random = new Random();

public void PlayRussianRoulette()

{

if(DateTime.Now.Second == (random.Next() % 60))

{

throw new StrategyException();

}

}

}

public class StrategyException : Exception { /\* .. \*/ }

}

namespace JetFinance.Investments

{

public class WildInvestment

{

WildStrategy \_strategy;

public WildInvestment(WildStrategy strategy)

{

\_strategy = strategy;

}

public void DoSomethingWild()

{

try

{

\_strategy.PlayRussianRoulette();

}

catch(StrategyException exception)

{

throw new FailedInvestmentException("Oops", exception);

}

}

}

public class InvestmentException : Exception { /\* .. \*/ }

public class FailedInvestmentException : Exception { /\* .. \*/ }

}

using JetFinance.Investments;

void Main()

{

var foo = new WildStrategy();

var boo = new WildInvestment(foo);

try

{

boo.DoSomethingWild();

}

catch(FailedInvestmentException exception)

{

}

}

Обернув исключение другим мы по сути переводим проблематику из одного слоя приложения в другой, сделав его работу более предсказуемой с точки зрения пользователя этого класса: метода Main.

### По вопросам переиспользования

Очень часто перед нами встаёт непростая задача: с одной стороны нам лень создавать новый тип исключения, а когда мы всё-таки решаемся, не всегда ясно от чего отталкиваться: какой тип взять за основу как базовый. А ведь именно эти решения и определяют всю архитектуру исключительных ситуаций. Давайте пробежимся по популярым решениям и сделаем некоторые выводы.

При выборе типа исключений можно попробовать взять уже существующее решение: найти исключение с похожим смыслом в названии и использовать его. Например, если нам отдали через параметр какую-либо сущность, которая нас почему-то не устраивает, мы можем выбросить InvalidArgumentException, указав причину ошибки - в Message. Этот сценарий выглядит хорошо, особенно с учётом того что InvalidArgumentException находится в группе исключений, которые не подлежат обязательному перехвату. Но плохим будет выбор InvalidDataException если вы работаете с какими-либо данными. Просто потому что этот тип находится в зоне System.IO, а это врядли то, чем вы занимаетесь. Т.е. получается что найти существующий тип потому что лениво делать свой - практически всегда будет не правильным подходом. Исключений, которые созданы для общего круга задач почти не существует. Практически все из них созданы под конкретные ситуации и их переиспользование будет грубым нарушением архитектуры исключительных ситуаций. Мало того, получив исключение определённого типа (например, тот же System.IO.InvalidDataException), пользователь будет запутан: с одной стороны он увидит источник проблемы в System.IO как пространство имён исключения, а с другой - совершенно другое пространство имён точки выброса. Плюс ко всему, задумавшись о правилах выброса этого исключения зайдёт на [referencesource.microsoft.com](https://referencesource.microsoft.com/) и найдёт [все места его выброса](https://referencesource.microsoft.com/#System/sys/System/IO/compression/InvalidDataException.cs,2b389f14fb01ad1b,references):

* internal class System.IO.Compression.Inflater

И поймёт что  выбор типа исключения его запутал, поскольку метод, выбросивший исключение компрессией не занимался.

Также в целях упрощения переиспользования можно просто взять и создать какое-то одно исключение, объявив у него поле ErrorCode с кодом ошибки и жить себе припеваючи. Казалось бы: хорошее решение. Бросаете везде одно и то же исключение, выставив код, ловите всего-навсего одним catch повышая тем самым стабильность приложения: и делать более ничего не надо. Однако, прошу не согласиться с такой позицией. Действуя таким образом по всему приложению вы с одной стороны, конечно, упрощаете себе жизнь. Но с другой - вы отбрасываете возможность ловить подгруппу исключений, объединённых некоторой общей особенностью. Как это сделано, например, с ArgumentException, который под собой объединяет, целую группу исключений путём наследования. Второй серьёзный минус - чрезмерно большие и нечитаемые простыни кода, который будет организовывать фильтрацию по коду ошибки. А вот если взять другую ситуацию: когда конечному пользователю конкретизация ошибки не должна быть важна, введение обобщающего типа плюс код ошибки выглядит уже куда более правильным применением:

public class ParserException

{

public ParserError ErrorCode { get; }

public ParserException(ParserError errorCode)

{

ErrorCode = errorCode;

}

public override string Message

{

get {

return Resources.GetResource($"{nameof(ParserException)}{Enum.GetName(typeof(ParserError), ErrorCode)}");

}

}

}

public enum ParserError

{

MissingModifier,

MissingBracket,

// ...

}

// Usage

throw new ParserException(ParserError.MissingModifier);

Коду, который защищает вызов парсера почти всегда безразлично, по какой причине был завален парсинг: ему важен сам факт ошибки. Однако, если это всё-таки станет важно, пользователь всегда сможет вычленить код ошибки из свойства ErrorCode. Для этого вовсе не обязательно искать нужные слова по подстроке в Message.

Если отталкиваться от игнорирования вопросов переиспользования, то можно создать по типу исключения под каждую ситуацию. С одной стороны это выглядит логично: один тип ошибки - один тип исключения. Однако, тут, как и во всем, главное не переусердствовать: имея по типу исключительных операций на каждую точку выброса, вы порождаете тем самым проблемы для перехвата: код вызывающего метода будет перегружен блоками catch. Ведь ему надо обработать все типы исключений, которые вы хотите ему отдать. Другой минус - чисто архитектурный. Если вы не используете наследования, то тем самым дезориентируете пользователя этих исключений: между ними может быть много общего, а перехватывать их приходится по отдельности.

Тем не менее, существуют хорошие сценарии для введения отдельных типов для конкретных ситуаций. Например, когда поломка происходит не для всей сущности в целом, а для конкретного метода. Тогда этот тип должен быть в иерархии наследования находиться в таком месте чтобы не возникало мысли его перехватить заодно с чем-то ещё: например, выделив его через отдельную ветвь наследования.

Дополнительно, если объединить эти два подхода, можно получить очень мощный инструментарий по работе с группой ошибок: можно ввести обобщающий абстрактный тип, от которого унаследовать конкретные частные ситуации. Базовый класс (наш обобщающий тип) необходимо снабдить абстрактным свойством, хранящем код ошибки, а наследники, переопределяя это свойство будут этот код ошибки уточнять:

public abstract class ParserException

{

public abstract ParserError ErrorCode { get; }

public override string Message

{

get {

return Resources.GetResource($"{nameof(ParserException)}{Enum.GetName(typeof(ParserError), ErrorCode)}");

}

}

}

public enum ParserError

{

MissingModifier,

MissingBracket

}

public class MissingModifierParserException : ParserException

{

public override ParserError ErrorCode { get; } => ParserError.MissingModifier;

}

public class MissingBracketParserException : ParserException

{

public override ParserError ErrorCode { get; } => ParserError.MissingBracket;

}

// Usage

throw new MissingModifierParserException(ParserError.MissingModifier);

Какие замечательные свойства мы получим при таком подходе?

* с одной стороны мы сохранили перехват исключения по базовому типу;
* с другой стороны, перехватив исключение по базовому типу сохранилась возможность узнать конкретную ситуацию;
* и плюс ко всему можно перехватить по конкретному типу, а не по базовому, не пользуясь плоской структурой классов.

Как по мне так очень удобный вариант.

### По отношению к единой группе поведенческих ситуаций

Какие же выводы можно сделать, основываясь на ранее описанных рассуждениях? Давайте попробуем их сформулировать:

Для начала давайте определимся, что имеется в виду под ситуациями. Когда мы говорим про классы и объекты, то мы привыкли в первую очередь оперировать сущностями с некоторым внутренним состоянием, над которыми можно осуществлять действия. Получается, что тем самым мы нашли первый тип поведенческой ситуации: действия над некоторой сущностью. Далее, если посмотреть на граф объектов как бы со стороны, можно заметить что он логически объединён в функциональные группы: первая занимается кэшированием, вторая - работа с базами данных, третья осуществляет математические расчёты. Через все эти функциональные группы могут идти слои: слой логирования различных внутренних состояний, журналирование процессов, трассировка вызовов методов. Слои могут быть более охватывающие: объединяющие в себе несколько функциональных групп. Например, слой модели, слой контроллеров, слой представления. Эти группы могут находиться как в одной сборке, так и в совершенно разных, но каждая из них может создавать свои исключительные ситуации.

Получается, что если рассуждать таким образом, то можно построить некоторую иерархию типов исключительных ситуаций, основываясь на принадлежности типа той или иной группе или слою создавая тем самым возможность перехватывающему исключения коду лёгкую смысловую навигацию в этой иерархии типов.

Давайте рассмотрим код:

namespace JetFinance

{

namespace FinancialPipe

{

namespace Services

{

namespace XmlParserService

{

}

namespace JsonCompilerService

{

}

namespace TransactionalPostman

{

}

}

}

namespace Accounting

{

/\* ... \*/

}

}

На что это похоже? Как по мне, пространства имён - прекрасная возможность естественной группировки типов исключений по их поведенческим ситуациям: все, что принадлежит определённым группам там и должно находиться, включая исключения. Мало того, когда вы получите определённое исключение, то помимо названия его типа вы увидите и его пространство имён, что чётко определит его принадлежность. Помните пример плохого переиспользования типа InvalidDataException, который на самом деле определён в пространстве имён System.IO? Его принадлежность данному пространству имён означает что по сути исключение этого типа может быть выброшено из классов, находящихся в пространстве имён System.IO либо в более вложенном. Но само исключение при этом было выброшено совершенно из другого места, запутывая исследователя возникшей проблемы. Сосредотачивая типы исключений по тем же пространствам имён, что и типы, эти исключения выбрасывающие, вы с одной стороны сохраняете архитектуру типов консистентной, а с другой - облегчаете понимание причин произошедшего конечным разработчиком.

Каков второй путь группировки на уровне кода? Наследование:

public abstract class LoggerExceptionBase : Exception

{

protected LoggerException(..);

}

public class IOLoggerException : LoggerExceptionBase

{

internal IOLoggerException(..);

}

public class ConfigLoggerException : LoggerExceptionBase

{

internal ConfigLoggerException(..);

}

Причём, если в случае с обычными сущностями приложения наследование означает наследование поведения и данных, объединяя типы по принадлежности к единой группе сущностей, то в случае исключений наследование означает принадлежность к единой группе ситуаций, поскольку суть исключения - не сущность, а проблематика.

Объединяя оба метода группировки, можно сделать некоторые выводы:

* внутри сборки (Assembly) должен присутствовать базовый тип исключений, которые данная сборка выбрасывает. Этот тип исключений должен находиться в корневом для сборки пространстве имён. Это будет первый слой группировки;
* далее внутри самой сборки может быть одно или несколько различных пространств имён. Каждое из них делит сборку на некоторые функциональные зоны, тем самым определяя группы ситуаций, которые в данной сборке возникают. Это могут быть зоны контроллеров, сущностей баз данных, алгоритмов обработки данных и прочих. Для нас эти пространства имён - группировка типов по функциональной принадлежности, а с точки зрения исключений - группировка по проблемным зонам этой же сборки;
* наследование исключений может идти только от типов в этом же пространстве имён либо в более корневом. Это гарантирует однозначное понимание ситуации конечным пользователем и отсутствие перехвата левых исключений при перехвате по базовому типу. Согласитесь: было бы странно получить global::Finiki.Logistics.OhMyException, имея catch(global::Legacy.LoggerExeption exception), зато абсолютно гармонично выглядит следующий код:

namespace JetFinance.FinancialPipe

{

namespace Services.XmlParserService

{

public class XmlParserServiceException : FinancialPipeExceptionBase

{

// ..

}

public class Parser

{

public void Parse(string input)

{

// ..

}

}

}

public abstract class FinancialPipeExceptionBase : Exception

{

}

}

using JetFinance.FinancialPipe;

using JetFinance.FinancialPipe.Services.XmlParserService;

var parser = new Parser();

try {

parser.Parse();

}

catch (XmlParserServiceException exception)

{

// Something wrong in parser

}

catch (FinancialPipeExceptionBase exception)

{

// Something else wrong. Looks critical because we don't know real reason

}

Заметьте, что тут происходит: мы как пользовательский код вызываем некий библиотечный метод, который, насколько мы знаем, может при некоторых обстоятельствах выбросить исключение XmlParserServiceException. И, насколько мы знаем, это исключение находится в пространстве имён, наследуя JetFinance.FinancialPipe.FinancialPipeExceptionBase, что говорит о возможном упущении других исключений: это сейчас микросервис XmlParserService создаёт только одно исключение, но в будущем могут появиться и другие. И поскольку у нас есть конвенция в создании типов исключений, мы точно знаем от кого это новое исключение будет наследоваться и заранее ставим обобщающий catch не затрагивая при этом ничего лишнего: то, что не попало в зону нашей ответственности пролетит мимо.

Как же построить иерархию типов?

* Для начала необходимо сделать базовый класс для домена. Назовём его доменным базовым классом. Домен в данном случае - это обобщающее некоторое количество сборок слово, которое объединяет их по некоторому глобальному признаку: логирование, бизнес-логика, UI. Т.е. максимально крупные функциональные зоны приложения;
* Далее необходимо ввести дополнительный базовый класс для исключений, которые перехватывать необходимо: от него будут наследоваться все исключение, которые будут перехватываться ключевым словом catch;
* Все исключения, которые обозначают фатальные ошибки – наследовать напрямую от доменного базового класса. Тем самым вы отделили их от перехватываемых архитектурно;
* Разделить домен на функциональные зоны по пространствам имён и объявить базовый тип исключений, которые будут выбрасываться из каждой функциональной зоны. Тут стоит дополнительно орудовать здравым смыслом: если приложение имеет большую вложенность пространств имён, то делать по базовому типу для каждого уровня вложенности, конечно, не стоит. Однако, если на каком-то уровне вложенности происходит ветвление: одна группа исключений ушла в одно подпространство имён, а другая - в другое, то тут, конечно, стоит ввести два базовых типа для каждой подгруппы;
* Частные исключения наследовать от типов исключений функциональных зон
* Если группа частных исключений может быть объединена, объединить их ещё одним базовым типом: так вы упрощаете их перехват;
* Если предполагается, что группа будет чаще перехватываться по своему базовому классу, ввести Mixed Mode c ErrorCode.

### По источнику ошибки

Ещё одним поводом для объединения исключений в некоторую группу может выступать источник ошибки. Например, если вы разрабатываете библиотеку классов, то группами источников могут стать:

* Вызов unsafe кода, который отработал с ошибкой. Данную ситуацию следует обработать следующим образом: обернуть исключение либо код ошибки в собственный тип исключения, а полученные данные об ошибке (например, оригинальный код ошибки) сохранить в публичном свойстве исключения;
* Вызов кода из внешних зависимостей, который вызвал исключения, которые наша библиотека перехватить не может, т.к. они не входят в её зону ответственности. Сюда могут входить исключения из методов тех сущностей, которые были приняты в качестве параметров текущего метода или же конструктора того класса, метод которого вызвал внешнюю зависимость. Как пример, метод нашего класса вызвал метод другого класса, экземпляр которого был получен через параметры метода. Если исключение говорит о том что источником проблемы были мы сами - генерируем наше собственное исключение с сохранением оригинального - в InnerExcepton. Если же мы понимаем что проблема именно в работе внешней зависимости - пропускаем исключение насквозь как принадлежащее к группе внешних не подконтрольных зависимостей;
* Наш собственный код, который был случайным образом введён в не консистентное состояние. Хорошим примером может стать парсинг текста. Внешних зависимостей нет, ухода в unsafe нет, а ошибка парсинга есть.

## События об исключительных ситуациях

[Ссылка на обсуждение](https://github.com/sidristij/dotnetbook/issues/51)

В общем случае мы не всегда знаем о тех исключениях, которые произойдут в наших программах потому что практически всегда мы используем что-то, что написано другими людьми и что находится в других подсистемах и библиотеках. Мало того что возможны самые разные ситуации в вашем собственном коде, в коде других библиотек, так ещё и существует множество проблем, связанных с исполнением кода в изолированных доменах. И как раз в этом случае было бы крайне полезно уметь получать данные о работе изолированного кода. Ведь вполне реальной может быть ситуация, когда сторонний код перехватывает все без исключения ошибки, заглушив их fault блоком:

try {

// ...

} catch {

// do nothing, just to make code call safer

}

В такой ситуации может оказаться, что выполнение кода уже не так безопасно как выглядит, но сообщений о том, что произошли какие-то проблемы мы не имеем. Второй вариант - когда приложение глушит некоторое, пусть даже легальное, исключение. А результат - следующее исключение в случайном месте вызовет падение приложения в некотором будущем от случайной, казалось бы, ошибки. Тут хотелось бы иметь представление, какая была предыстория этой ошибки. Каков ход событий привёл к такой ситуации. И один из способов сделать это возможным - использовать дополнительные события, которые относятся к исключительным ситуациям: AppDomain.FirstChanceException и AppDomain.UnhandledException.

Фактически, когда вы "бросаете исключение", то вызывается обычный метод некоторой внутренней подсистемы Throw, который внутри себя проделывает следующие операции:

* Вызывает AppDomain.FirstChanceException
* Ищет в цепочке обработчиков подходящий по фильтрам
* Вызывает обработчик, предварительно откатив стек на нужный кадр
* Если обработчик найден не был, вызывается AppDomain.UnhandledException, обрушивая поток, в котором произошло исключение.

Сразу следует оговориться, ответив на мучающий многие умы вопрос: есть ли возможность как-то отменить исключение, возникшее в неконтролируемом коде, который исполняется в изолированном домене, не обрушивая тем самым поток, в котором это исключение было выброшено? Ответ лаконичен и прост: нет. Если исключение не перехватывается на всем диапазоне вызванных методов, оно не может быть обработано в принципе. Иначе возникает странная ситуация: если мы при помощи AppDomain.FirstChanceException обрабатываем (некий синтетический catch) исключение, то на какой кадр должен откатиться стек потока? Как это задать в рамках правил .NET CLR? Никак. Это просто не возможно. Единственное что мы можем сделать - запротоколировать полученную информацию для будущих исследований.

Второе, о чем следует рассказать "на берегу" - это почему эти события введены не у Thread, а у AppDomain. Ведь если следовать логике, исключения возникают где? В потоке исполнения команд. Т.е. фактически у Thread. Так почему же проблемы возникают у домена? Ответ очень прост: для каких ситуаций создавались AppDomain.FirstChanceException и AppDomain.UnhandledException? Помимо всего прочего - для создания песочниц для плагинов. Т.е. для ситуаций, когда есть некий AppDomain, который настроен на PartialTrust. Внутри этого AppDomain может происходить что угодно: там в любой момент могут создаваться потоки, или использоваться уже существующие из ThreadPool. Тогда получается что мы, будучи находясь снаружи от этого процесса (не мы писали тот код) не можем никак подписаться на события внутренних потоков. Просто потому что мы понятия не имеем что там за потоки были созданы. Зато мы гарантированно имеем AppDomain, который организует песочницу и ссылка на который у нас есть.

Итак, по факту нам предоставляется два краевых события: что-то произошло, чего не предполагалось (FirstChanceExecption) и "все плохо", никто не обработал исключительную ситуацию: она оказалась не предусмотренной. А потому поток исполнения команд не имеет смысла и он (Thread) будет отгружен.

Что можно получить, имея данные события и почему плохо что разработчики обходят эти события стороной?

### AppDomain.FirstChanceException

Это событие по своей сути носит чисто информационный характер и не может быть "обработано". Его задача - уведомить вас, что в рамках данного домена произошло исключение, и оно после обработки события начнёт обрабатываться кодом приложения. Его исполнение несёт за собой пару особенностей, о которых необходимо помнить во время проектирования обработчика.

Но давайте для начала посмотрим на простой синтетический пример его обработки:

void Main()

{

var counter = 0;

AppDomain.CurrentDomain.FirstChanceException += (\_, args) => {

Console.WriteLine(args.Exception.Message);

if(++counter == 1) {

throw new ArgumentOutOfRangeException();

}

};

throw new Exception("Hello!");

}

Чем примечателен данный код? Где бы некий код ни сгенерировал бы исключение первое что произойдёт - это его логирование в консоль. Т.е. даже если вы забудете или не сможете предусмотреть обработку некоторого типа исключения оно все равно появится в журнале событий, которое вы организуете. Второе - несколько странное условие выброса внутреннего исключения. Все дело в том, что внутри обработчика FirstChanceException вы не можете просто взять и бросить ещё одно исключение. Скорее даже так: внутри обработчика FirstChanceException вы не имеете возможности бросить хоть какое-либо исключение. Если вы так сделаете, возможны два варианта событий. При первом, если бы не было условия if(++counter == 1), мы бы получили бесконечный выброс FirstChanceException для все новых и новых ArgumentOutOfRangeException. А что это значит? Это значит, что на определённом этапе мы бы получили StackOverflowException: throw new Exception("Hello!") вызывает CLR метод Throw, который вызывает FirstChanceException, который вызывает Throw уже для ArgumentOutOfRangeException и далее - по рекурсии. Второй вариант: мы защитились по глубине рекурсии при помощи условия по counter. Т.е. в данном случае мы бросаем исключение только один раз. Результат более чем неожиданный: мы получим исключительную ситуацию, которая фактически отрабатывает внутри инструкции Throw. А что подходит более всего для данного типа ошибки? Согласно ECMA-335 если инструкция была введена в исключительное положение, должно быть выброшено ExecutionEngineException! А эту исключительную ситуацию мы обработать никак не в состоянии. Она приводит к полному вылету из приложения. Какие же варианты безопасной обработки у нас есть?

Первое, что приходит в голову - это выставить try-catch блок на весь код обработчика FirstChanceException:

void Main()

{

var fceStarted = false;

var sync = new object();

EventHandler<FirstChanceExceptionEventArgs> handler;

handler = new EventHandler<FirstChanceExceptionEventArgs>((\_, args) =>

{

lock (sync)

{

if (fceStarted)

{

// Этот код по сути - заглушка, призванная уведомить что исключение по своей сути - родилось не в основном коде приложения,

// а в try блоке ниже.

Console.WriteLine($"FirstChanceException inside FirstChanceException ({args.Exception.GetType().FullName})");

return;

}

fceStarted = true;

try

{

// не безопасное логгирование куда угодно. Например, в БД

Console.WriteLine(args.Exception.Message);

throw new ArgumentOutOfRangeException();

}

catch (Exception exception)

{

// это логгирование должно быть максимально безопасным

Console.WriteLine("Success");

}

finally

{

fceStarted = false;

}

}

});

AppDomain.CurrentDomain.FirstChanceException += handler;

try

{

throw new Exception("Hello!");

} finally {

AppDomain.CurrentDomain.FirstChanceException -= handler;

}

}

OUTPUT:

Hello!

Specified argument was out of the range of valid values.

FirstChanceException inside FirstChanceException (System.ArgumentOutOfRangeException)

Success

!Exception: Hello!

Т.е. с одной стороны у нас есть код обработки события FirstChanceException, а с другой - дополнительный код обработки исключений в самом FirstChanceException. Однако методики логгирования обеих ситуаций должны отличаться. Если логирование обработки события может идти как угодно, то обработка ошибки логики обработки FirstChanceException должно идти без исключительных ситуаций в принципе. Второе, что вы наверняка заметили - это синхронизация между потоками. Тут может возникнуть вопрос: зачем она тут, если любое исключение рождено в каком-либо потоке, а значит FirstChanceException по идее должен быть потокобезопасным. Однако, все не так жизнерадостно. FirstChanceException у нас возникает у AppDomain. А это значит, что он возникает для любого потока, стартованного в определённом домене. Т.е. если у нас есть домен, внутри которого стартовано несколько потоков, то FirstChanceException могут идти в параллель. А это значит, что нам необходимо как-то защитить себя синхронизацией: например при помощи lock.

Второй способ - попробовать увести обработку в соседний поток, принадлежащий другому домену приложений. Однако тут стоит оговориться, что при такой реализации мы должны построить выделенный домен именно под эту задачу чтобы не получилось так, что этот домен могут положить другие потоки, которые являются рабочими:

static void Main()

{

using (ApplicationLogger.Go(AppDomain.CurrentDomain))

{

throw new Exception("Hello!");

}

}

public class ApplicationLogger : MarshalByRefObject

{

ConcurrentQueue<Exception> queue = new ConcurrentQueue<Exception>();

CancellationTokenSource cancellation;

ManualResetEvent @event;

public void LogFCE(Exception message)

{

queue.Enqueue(message);

}

private void StartThread()

{

cancellation = new CancellationTokenSource();

@event = new ManualResetEvent(false);

var thread = new Thread(() =>

{

while (!cancellation.IsCancellationRequested)

{

if (queue.TryDequeue(out var exception))

{

Console.WriteLine(exception.Message);

}

Thread.Yield();

}

@event.Set();

});

thread.Start();

}

private void StopAndWait()

{

cancellation.Cancel();

@event.WaitOne();

}

public static IDisposable Go(AppDomain observable)

{

var dom = AppDomain.CreateDomain("ApplicationLogger", null, new AppDomainSetup

{

ApplicationBase = AppDomain.CurrentDomain.BaseDirectory,

});

var proxy = (ApplicationLogger)dom.CreateInstanceAndUnwrap(typeof(ApplicationLogger).Assembly.FullName, typeof(ApplicationLogger).FullName);

proxy.StartThread();

var subscription = new EventHandler<FirstChanceExceptionEventArgs>((\_, args) =>

{

proxy.LogFCE(args.Exception);

});

observable.FirstChanceException += subscription;

return new Subscription(() => {

observable.FirstChanceException -= subscription;

proxy.StopAndWait();

});

}

private class Subscription : IDisposable

{

Action act;

public Subscription (Action act) {

this.act = act;

}

public void Dispose()

{

act();

}

}

}

В данном случае обработка FirstChanceException происходит максимально безопасно: в соседнем потоке, принадлежащем соседнему домену. Ошибки обработки сообщения при этом не могут обрушить рабочие потоки приложения. Плюс отдельно можно послушать UnhandledException домена логирования сообщений: фатальные ошибки при логировании не обрушат все приложение.

### AppDomain.UnhandledException

Второе сообщение, которое мы можем перехватить и которое касается обработки исключительных ситуаций - это AppDomain.UnhandledException. Это сообщение - очень плохая новость для нас поскольку обозначает что не нашлось никого кто смог бы найти способ обработки возникшей ошибки в некотором потоке. Также, если произошла такая ситуация, все что мы можем сделать - это "разгрести" последствия такой ошибки. Т.е. каким-либо образом зачистить ресурсы, принадлежащие только этому потоку, если таковые создавались. Однако, ещё более лучшая ситуация - обрабатывать исключения, находясь в "корне" потоков не заваливая поток. Т.е. по сути ставить try-catch. Давайте попробуем рассмотреть целесообразность такого поведения.

Пусть мы имеем библиотеку, которой необходимо создавать потоки и осуществлять какую-то логику в этих потоках. Мы, как пользователи этой библиотеки интересуемся только гарантией вызовов API а также получением сообщений об ошибках. Если библиотека будет рушить потоки не нотифицируя об этом, нам это мало чем может помочь. Мало того обрушение потока приведёт к сообщению AppDomain.UnhandledException, в котором нет информации о том, какой конкретно поток лёг на бок. Если же речь идёт о нашем коде, обрушивающийся поток нам тоже вряд-ли будет полезным. Во всяком случае необходимости в этом я не встречал. Наша задача - обработать ошибки правильно, отдать информацию об их возникновении в журнал ошибок и корректно завершить работу потока. Т.е. по сути, обернуть метод, с которого стартует поток в try-catch:

ThreadPool.QueueUserWorkitem(\_ => {

using(Disposables aggregator = ...){

try {

// do work here, plus:

aggregator.Add(subscriptions);

aggregator.Add(dependantResources);

} catch (Exception ex)

{

logger.Error(ex, "Unhandled exception");

}

}

});

В такой схеме мы получим то, что надо: с одной стороны мы не обрушим поток. С другой - корректно очистим локальные ресурсы, если они были созданы. Ну и в довесок - организуем журналирование полученной ошибки. Но постойте, скажете вы. Как-то вы лихо соскочили с вопроса события AppDomain.UnhandledException. Неужели оно совсем не нужно? Нужно. Но только для того чтобы сообщить, что мы забыли обернуть какие-то потоки в try-catch со всей необходимой логикой. Именно со всей: с логированием и очисткой ресурсов. Иначе это будет совершенно не правильно: брать и гасить все исключения, как будто их и не было вовсе.

### CLR Exceptions

[Ссылка на обсуждение](https://github.com/sidristij/dotnetbook/issues/51)

Существует ряд исключительных ситуаций, которые скажем так... Несколько более исключительны, чем другие. Причем если попытаться их классифицировать, то, как и было сказано в самом начале главы, есть исключения родом из самого .NET приложения, а есть исключения родом из unsafe мира. Их в свою очередь можно разделить на две подкатегории: иcключительные ситуации ядра CLR (которое по своей сути - unsafe) и любой unsafe код внешних библиотек.

[todo]

#### ThreadAbortException

Вообще, это может показаться не очевидным, но существует четыре типа Thread Abort.

* Грубый вариант ThreadAbort, который, отрабатывая, не может быть никак остановлен и который не запускает обработчиков исключительных ситуаций вообще включая секции finally
* Вызов метода Thread.Abort() на текущем потоке
* Асинхронное исключение ThreadAbortException, вызванное из другого потока
* Если во время выгрузки AppDomain существуют потоки, в рамках которых запущены методы, скомпилированные для этого домена, будет произведён ThreadAbort тех потоков, в которых эти методы запущены

Стоит заметить, что ThreadAbortException довольно часто используется в большом .NET Framework, однако его не существует на CoreCLR, .NET Core или же под Windows 8 "Modern app profile". Попробуем узнать, почему.

Итак, если мы имеем дело с не принципиальным типом обрыва потока, когда мы ещё можем с ним что-то сделать (т.е. второй, третий и четвёртый вариант), виртуальная машина при возникновении такого исключения начинает идти по всем обработчикам исключительных ситуаций и искать как обычно те, тип исключения которых является тем, что было выброшено либо более базовым. В нашем случае это три типа: ThreadAbortException, Exception и object (помним что Exception - это по своей сути - хранилище данных и тип исключения может быть любым. Даже int). Отрабатывая все подходящие catch блоки виртуальная машина пробрасыват ThreadAbortException дальше по цепочке обработки исключений попутно входя во все finally блоки. В целом, ситуации в двух примерах, описанных ниже абсолютно одинаковые:

var thread = new Thread(() =>

{

try {

// ...

} catch (Exception ex)

{

// ...

}

});

thread.Start();

//...

thread.Abort();

var thread = new Thread(() =>

{

try {

// ...

} catch (Exception ex)

{

// ...

if(ex is ThreadAbortException)

{

throw;

}

}

});

thread.Start();

//...

thread.Abort();

Конечно же, всегда возникнет ситуация, когда возникающий ThreadAbort может быть нами вполне ожидаем. Тогда может возникнуть понятное желание его всё-таки обработать. Как раз для таких случаев был разработан и открыт метод Thread.ResetAbort(), который делает именно то, что нам нужно: останавливает сквозной проброс исключения через всю цепочку обработчиков, делая его обработанным:

void Main()

{

var barrier = new Barrier(2);

var thread = new Thread(() =>

{

try {

barrier.SignalAndWait(); // Breakpoint #1

Thread.Sleep(TimeSpan.FromSeconds(30));

}

catch (ThreadAbortException exception)

{

"Resetting abort".Dump();

Thread.ResetAbort();

}

"Caught successfully".Dump();

barrier.SignalAndWait(); // Breakpoint #2

});

thread.Start();

barrier.SignalAndWait(); // Breakpoint #1

thread.Abort();

barrier.SignalAndWait(); // Breakpoint #2

}

Output:

Resetting abort

Catched successfully

Однако реально ли стоит этим пользоваться? И стоит ли обижаться на разработчиков CoreCLR что там этот код попросту выпилен? Представьте что вы - пользователь кода, который по вашему мнению "повис" и у вас возникло непреодолимое желание вызвать для него ThreadAbortException. Когда вы хотите оборвать жизнь потока все чего вы хотите - чтобы он действительно завершил свою работу. Мало того, редкий алгоритм просто обрывает поток и бросает его, уходя к своим делам. Обычно внешний алгоритм решает дождаться корректного завершения операций. Или же наоборот: может решить, что поток более уже ничего делать не будет, декрементирует некие внутренние счётчики и более не будет завязываться на то, что есть какая-то многопоточная обработка какого-либо кода. Тут, в общем, не скажешь, что хуже. Я даже так вам скажу: отработав много лет программистом я до сих пор не могу вам дать прекрасный способ его вызова и обработки. Сами посудите: вы бросаете ThreadAbort не прямо сейчас а в любом случае спустя некоторое время после осознания безвыходности ситуации. Т.е. вы можете как попасть по обработчику ThreadAbortException, так и промахнуться мимо него: "зависший код" мог оказаться вовсе не зависшим, а попросту долго работающим. И как раз в тот момент, когда вы хотели оборвать его жизнь, он мог вырваться из ожидания и корректно продолжить работу. Т.е. без лишней лирики выйти из блока try-catch(ThreadAbortException) { Thread.ResetAbort(); }. Что мы получим? Оборванный поток, который ни в чем не виноват. Шла уборщица, выдернула провод, сеть пропала. Метод ожидал таймаута, уборщица вернула провод, все заработало, но ваш контролирующий код не дождался и убил поток. Хорошо? Нет. Как-то можно защититься? Нет. Но вернёмся к навязчивой идее легализации Thread.Abort(): мы кинули кувалдой в поток и ожидаем что он с вероятностью 100% оборвётся, но этого может не произойти. Во-первых, становится не понятно как его оборвать в таком случае. Ведь тут все может быть намного сложнее: в повисшем потоке может быть такая логика, которая перехватывает ThreadAbortException, останавливает его при помощи ResetAbort, однако продолжает висеть из-за сломанной логики. Что тогда? Делать безусловный thread.Interrupt()? Попахивает попыткой обойти ошибку в логике программы грубыми методами. Плюс, я вам гарантирую что у вас поплывут утечки: thread.Interrupt() не будет заниматься вызовом catch и finally, а это значит что при всем опыте и сноровке очистить ресурсы вы не сможете: ваш поток просто исчезнет, а находясь в соседнем потоке вы можете не знать ссылок на все ресурсы, которые были заняты умирающим потоком. Также прошу заметить что в случае промаха ThreadAbortException мимо catch(ThreadAbortException) { Thread.ResetAbort(); } у вас точно также потекут ресурсы.

После того что вы прочитали чуть выше я надеюсь, вы остались в некотором состоянии запутанности и желания перечитать абзац. И это будет совершенно правильная мысль: это будет доказательством того, что пользоваться Thread.Abort() попросту нельзя. Как и нельзя пользоваться thread.Interrupt();. Оба метода приводят к неконтролируемому поведению вашего приложения. По своей сути они нарушают принцип целостности: основной принцип .NET Framework.

Однако, чтобы понять для каких целей этот метод введён в эксплуатацию достаточно посмотреть исходные коды .NET Framework и найти места использования Thread.ResetAbort(). Ведь именно его наличие по сути легализует thread.Abort().

**Класс ISAPIRuntime** [ISAPIRuntime.cs](https://referencesource.microsoft.com/#System.Web/Hosting/ISAPIRuntime.cs,192)

try {

// ...

}

catch(Exception e) {

try {

WebBaseEvent.RaiseRuntimeError(e, this);

} catch {}

// Have we called HSE\_REQ\_DONE\_WITH\_SESSION? If so, don't re-throw.

if (wr != null && wr.Ecb == IntPtr.Zero) {

if (pHttpCompletion != IntPtr.Zero) {

UnsafeNativeMethods.SetDoneWithSessionCalled(pHttpCompletion);

}

// if this is a thread abort exception, cancel the abort

if (e is ThreadAbortException) {

Thread.ResetAbort();

}

// IMPORTANT: if this thread is being aborted because of an AppDomain.Unload,

// the CLR will still throw an AppDomainUnloadedException. The native caller

// must special case COR\_E\_APPDOMAINUNLOADED(0x80131014) and not

// call HSE\_REQ\_DONE\_WITH\_SESSION more than once.

return 0;

}

// re-throw if we have not called HSE\_REQ\_DONE\_WITH\_SESSION

throw;

}

В данном примере происходит вызов некоторого внешнего кода и если тот был завершён не корректно: с ThreadAbortException, то при определённых условиях помечаем поток как более не прерываемый. Т.е. по сути обрабатываем ThreadAbort. Почему в данном конкретно случае мы обрываем Thread.Abort? Потому что в данном случае мы имеем дело с серверным кодом, а он в свою очередь вне зависимости от наших ошибок вернуть корректные коды ошибок вызывающей стороне. Обрыв потока привёл бы к тому что сервер не смог бы вернуть нужный код ошибки пользователю, а это совершенно не правильно. Также оставлен комментарий о Thread.Abort() во время AppDomin.Unload(), что является экстремальной ситуацией для ThreadAbort поскольку такой процесс не остановить и даже если вы сделаете Thread.ResetAbort. Это хоть и остановит сам Abortion, но не остановит выгрузку потока с доменом, в котором он находится: поток же не может исполнять инструкции кода, загруженного в домен, который отгружен.

**Класс HttpContext** [HttpContext.cs](https://referencesource.microsoft.com/#System.Web/HttpContext.cs,1864)

internal void InvokeCancellableCallback(WaitCallback callback, Object state) {

// ...

try {

BeginCancellablePeriod(); // request can be cancelled from this point

try {

callback(state);

}

finally {

EndCancellablePeriod(); // request can be cancelled until this point

}

WaitForExceptionIfCancelled(); // wait outside of finally

}

catch (ThreadAbortException e) {

if (e.ExceptionState != null &&

e.ExceptionState is HttpApplication.CancelModuleException &&

((HttpApplication.CancelModuleException)e.ExceptionState).Timeout) {

Thread.ResetAbort();

PerfCounters.IncrementCounter(AppPerfCounter.REQUESTS\_TIMED\_OUT);

throw new HttpException(SR.GetString(SR.Request\_timed\_out),

null, WebEventCodes.RuntimeErrorRequestAbort);

}

}

}

Здесь приведён прекрасный пример перехода от неуправляемого асинхронного исключения ThreadAbortException к управляемому HttpException с логгированием ситуации в журнал счётчиков производительности.

**Класс HttpApplication** [HttpApplication.cs](https://referencesource.microsoft.com/#System.Web/HttpApplication.cs,2270)

internal Exception ExecuteStep(IExecutionStep step, ref bool completedSynchronously)

{

Exception error = null;

try {

try {

// ...

}

catch (Exception e) {

error = e;

// ...

// This might force ThreadAbortException to be thrown

// automatically, because we consumed an exception that was

// hiding ThreadAbortException behind it

if (e is ThreadAbortException &&

((Thread.CurrentThread.ThreadState & ThreadState.AbortRequested) == 0)) {

// Response.End from a COM+ component that re-throws ThreadAbortException

// It is not a real ThreadAbort

// VSWhidbey 178556

error = null;

\_stepManager.CompleteRequest();

}

}

catch {

// ignore non-Exception objects that could be thrown

}

}

catch (ThreadAbortException e) {

// ThreadAbortException could be masked as another one

// the try-catch above consumes all exceptions, only

// ThreadAbortException can filter up here because it gets

// auto rethrown if no other exception is thrown on catch

if (e.ExceptionState != null && e.ExceptionState is CancelModuleException) {

// one of ours (Response.End or timeout) -- cancel abort

// ...

Thread.ResetAbort();

}

}

}

Здесь описывается очень интересный случай: когда мы ждём не настоящий ThreadAbort (мне вот в некотором смысле жалко команду CLR и .NET Framework. Сколько не стандартных ситуаций им приходится обрабатывать, подумать страшно). Обработка ситуации идёт в два этапа: внутренним обработчиком мы ловим ThreadAbortException но при этом проверяем наш поток на флаг реальной прерываемости. Если поток не помечен как прерывающийся, то на самом деле это не настоящий ThreadAbortException. Такие ситуации мы должны обработать соответствующим образом: спокойно поймать исключение и обработать его. Если же мы получаем настоящий ThreadAbort, то он уйдёт во внешний catch поскольку ThreadAbortException должен войти во все подходящие обработчики. Если он удовлетворяет необходимым условиям, он также будет обработан путём очистки флага ThreadState.AbortRequested методом Thread.ResetAbort().

Если говорить про примеры самого вызова Thread.Abort(), то все примеры кода в .NET Framework написаны так, что могут быть переписаны без его использования. Для наглядности приведу только один:

**Класс QueuePathDialog** [QueuePathDialog.cs](https://referencesource.microsoft.com/#System.Messaging/System/Messaging/Design/QueuePathDialog.cs,364)

protected override void OnHandleCreated(EventArgs e)

{

if (!populateThreadRan)

{

populateThreadRan = true;

populateThread = new Thread(new ThreadStart(this.PopulateThread));

populateThread.Start();

}

base.OnHandleCreated(e);

}

protected override void OnFormClosing(FormClosingEventArgs e)

{

this.closed = true;

if (populateThread != null)

{

populateThread.Abort();

}

base.OnFormClosing(e);

}

private void PopulateThread()

{

try

{

IEnumerator messageQueues = MessageQueue.GetMessageQueueEnumerator();

bool locate = true;

while (locate)

{

// ...

this.BeginInvoke(new FinishPopulateDelegate(this.OnPopulateTreeview), new object[] { queues });

}

}

catch

{

if (!this.closed)

this.BeginInvoke(new ShowErrorDelegate(this.OnShowError), null);

}

if (!this.closed)

this.BeginInvoke(new SelectQueueDelegate(this.OnSelectQueue), new object[] { this.selectedQueue, 0 });

}

##### TheradAbortException во время AppDomain.Unload

Попробуем отгрузить AppDomain во время исполнения кода, который в него загружен. Для этого искусственно создадим не вполне нормальную ситуацию, но достаточно интересную с точки зрения исполнения кода. В данном примере у нас два потока: один создан для того чтобы получить в нем ThreadAbortException, а другой - основной. В основном мы создаём новый домен, в котором запускаем новый поток. Задача этого потока - уйти в основной домен. Чтобы методы дочернего домена остались бы только в Stack Trace. После этого основной домен отгружает дочерний:

class Program : MarshalByRefObject

{

static void Main()

{

try

{

var domain = ApplicationLogger.Go(new Program());

Thread.Sleep(300);

AppDomain.Unload(domain);

} catch (ThreadAbortException exception)

{

Console.WriteLine("Main AppDomain aborted too, {0}", exception.Message);

}

}

public void InsideMainAppDomain()

{

try

{

Console.WriteLine($"InsideMainAppDomain() called inside {AppDomain.CurrentDomain.FriendlyName} domain");

// AppDomain.Unload will be called while this Sleep

Thread.Sleep(-1);

}

catch (ThreadAbortException exception)

{

Console.WriteLine("Subdomain aborted, {0}", exception.Message);

// This sleep to allow user to see console contents

Thread.Sleep(-1);

}

}

public class ApplicationLogger : MarshalByRefObject

{

private void StartThread(Program pro)

{

var thread = new Thread(() =>

{

pro.InsideMainAppDomain();

});

thread.Start();

}

public static AppDomain Go(Program pro)

{

var dom = AppDomain.CreateDomain("ApplicationLogger", null, new AppDomainSetup

{

ApplicationBase = AppDomain.CurrentDomain.BaseDirectory,

});

var proxy = (ApplicationLogger)dom.CreateInstanceAndUnwrap(typeof(ApplicationLogger).Assembly.FullName, typeof(ApplicationLogger).FullName);

proxy.StartThread(pro);

return dom;

}

}

}

Происходит крайне интересная вещь. Код выгрузки домена помимо самой выгрузки ищет вызванные в этом домене методы, которые ещё не завершили работу в том числе в глубине стека вызова методов и вызывает ThreadAbortException в этих потоках. Это важно, хоть и не очевидно: если домен отгружен, нельзя осуществить возврат в метод, из которого был вызван метод основного домена, но который находится в выгружаемом. Т.е. другими словами AppDomain.Unload может выбрасывать потоки, исполняющие в данный момент код из других доменов. Прервать Thread.Abort в таком случае не получится: исполнять код выгруженного домена вы не сможете, а значит Thread.Abort завершит своё дело, даже если вы вызовите Thread.ResetAbort.

##### Выводы по ThreadAbortException

* Это - асинхронное исключение, а значит, оно может возникнуть в любой точке вашего кода (но, стоит отметить, что для этого надо постараться);
* Обычно код обрабатывает только те ошибки, которые ждёт: нет доступа к файлу, ошибка парсинга строки и прочие подобные. Наличие асинхронного (в плане возникновения в любом месте кода) исключения создаёт ситуацию, когда try-catch могут быть не обработаны: вы же не можете быть готовым к ThreadAbort в любом месте приложения. И получается, что это исключение в любом случае породит утечки;
* Обрыв потока может также происходить из-за выгрузки какого-либо домена. Если в Stack Trace потока существуют вызовы методов отгружаемого домена, поток получит ThreadAbortException без возможности ResetAbort;
* В общем случае не должно возникать ситуаций, когда вам нужно вызвать Thread.Abort(), поскольку результат практически всегда - не предсказуем.
* CoreCLR более не содержит ручной вызов Thread.Abort(): он просто удалён из класса. Но это не означает, что его нет возможности получить.

#### ExecutionEngineException

В комментарии к этому исключению стоит атрибут Obsolete с комментарием:

This type previously indicated an unspecified fatal error in the runtime. The runtime no longer raises this exception so this type is obsolete

И вообще-то это - неправда. Возможно, автору комментария очень бы хотелось чтобы это когда-либо стало правдой, однако чтобы продемонстрировать что это не так, достаточно вернуться к примеру исключения в FirstChanceException:

void Main()

{

var counter = 0;

AppDomain.CurrentDomain.FirstChanceException += (\_, args) => {

Console.WriteLine(args.Exception.Message);

if(++counter == 1) {

throw new ArgumentOutOfRangeException();

}

};

throw new Exception("Hello!");

}

Результатом данного кода будет ExecutionEngineException, хотя ожидаемое мной поведение Unhandled Exception ArgumentOutOfRangeException из инструкции throw new Exception("Hello!"). Возможно это показалось страным разработчикам ядра и они посчитали что корректнее выбросить ExecutionEngineException.

Второй вполне простой путь получить ExecutionEngineException - это не корректно настроить маршаллинг в мир unsafe. Если вы напутаете с размерами типов, передадите больше чем надо, чем испортите, например, стек потока, ждите ExecutionEngineException. И это будет логичный, правильный результат: ведь в данной ситуации CLR вошла в состояние, которое она нашла не консистентным. Не понятным, как его восстанавливать. И как результат, ExecutionEngineException.

Отдельно стоит поговорить про диагностику ExecutionEngineException. Каковы могут быть причины его возникновения? Если исключение вдруг возникло в вашем коде, необходимо ответить на несколько вопросов:

* Используются ли в вашем приложении unsafe библиотеки? Вами или же может сторонними библиотеками. Попробуйте для начала выяснить, где конкретно приложение получает данную ошибку. Если код уходит в unsafe мир и получает ExecutionEngineException там, тогда необходимо тщательно проверить сходимость сигнатур методов: в нашем коде и в импортируемом. Помните, что если импортируются модули, написанные на Delphi и прочих вариациях языка Pascal, то аргументы должны идти в обратном порядке (настройка производится в DllImport: CallingConvention.StdCall);
* Подписаны ли вы на FirstChanceException? Возможно, его код вызвал исключение. В таком случае просто оберните обработчик в try-catch(Exception) и обязательно сохраните в журнал ошибок происходящее;
* Может быть ваше приложение частично собрано под одну платформу, а частично - под другую. Попробуйте очистить кэш nuget пакетов, полностью пересобрать приложение с нуля: с очищенными вручную папками obj/bin
* Проблема иногда бывает в самом фреймворке. Например, в ранних версиях .NET Framework 4.0. В этом случае стоит протестировать отдельный участок кода, который вызывает ошибку - на более новой версии фреймворка;

В целом бояться этого исключения не стоит: оно возникает достаточно редко чтобы позабыть о нем до следующей радостной с ним встречи.

#### NullReferenceException

TODO

#### SecurityException

TODO

#### OutOfMemoryException

TODO

### Corrupted State Exceptions

После становления платформы и её популяризации, после того как огромная масса программистов начала мигрировать с C/C++ и MFC (Microsoft Foundation Classes) на более приятные мозгу среды разработки: сюда помимо .NET Framework можно отнести в первую очередь Qt, Java и С++ Builder, нам был дан вектор на виртуализацию исполнения кода приложения от окружающей среды. Со временем, удачно свёрстанный архитектурно, .NET Framework начал занимать свою нишу. С годами, окрепнув и набирая массу, можно начинать рассуждать не с точки зрения приспособленца, а с точки зрения силы. И если раньше мы в большинстве случаев были вынуждены работать с феерическим пластом компонентов, написанных на COM/ATL/ActiveX (вы помните перетаскивание на формочки иконок COM/ActiveX компонент в Borland C++ Builder?), то теперь всем нам стало сильно легче жить. Ведь теперь соответствующие технологии достаточно редки чтобы волноваться и появилась возможность сделать их несколько не удобными чтобы от них начали отказываться полностью, переходя на современный и ладный .NET Framework. Старые технологии, которые не то что существовали 5-10 лет назад, а на самом деле существуют и здравствуют и ныне, кажется нам чем-то архаичным, забытым, "кривым" и допотопным. А потому можно сделать ещё один шаг к закрытию песочницы: сделать её ещё более непробиваемой, сделать её ещё более managed.

И один из этих шагов - введение понятия Corrupted State Exceptions, что по сути ставит ряд исключительных ситуаций вне закона. Давайте разберёмся, что это за исключительные ситуации, а саму историю ещё раз проследим на одной из них - AccessViolationException:

**Файл util.cpp** [util.cpp](https://github.com/dotnet/coreclr/blob/479b1e654cd5a13bb1ce47288cf78776b858bced/src/utilcode/util.cpp#L3163-L3197)

BOOL IsProcessCorruptedStateException(DWORD dwExceptionCode, BOOL fCheckForSO /\*=TRUE\*/)

{

// ...

// If we have been asked not to include SO in the CSE check

// and the code represent SO, then exit now.

if ((fCheckForSO == FALSE) && (dwExceptionCode == STATUS\_STACK\_OVERFLOW))

{

return fIsCorruptedStateException;

}

switch(dwExceptionCode)

{

case STATUS\_ACCESS\_VIOLATION:

case STATUS\_STACK\_OVERFLOW:

case EXCEPTION\_ILLEGAL\_INSTRUCTION:

case EXCEPTION\_IN\_PAGE\_ERROR:

case EXCEPTION\_INVALID\_DISPOSITION:

case EXCEPTION\_NONCONTINUABLE\_EXCEPTION:

case EXCEPTION\_PRIV\_INSTRUCTION:

case STATUS\_UNWIND\_CONSOLIDATE:

fIsCorruptedStateException = TRUE;

break;

}

return fIsCorruptedStateException;

}

Рассмотрим описания наших исключительных ситуаций:

| **Код ошибки** | **Описание** |
| --- | --- |
| STATUS\_ACCESS\_VIOLATION | Достаточно частая ошибка попытки работы с участком памяти, на который нет прав. Память с точки зрения процесса линейная, но работать можно далеко не со всем диапазоном: только с теми "островками", которые были выделены операционной системой, а также с теми, на которые хватает прав (например, есть диапазоны, которыми владеет только операционная система или же можно только исполнять код но не читать как данные) |
| STATUS\_STACK\_OVERFLOW | Эта ошибка известна всем: ошибка нехватки памяти в стеке потока под вызов очередного метода |
| EXCEPTION\_ILLEGAL\_INSTRUCTION | Очередной код, считанный процессором из тела метода не был распознан как инструкция |
| EXCEPTION\_IN\_PAGE\_ERROR | Поток предпринял попытку работы со страницей памяти, которой не существует |
| EXCEPTION\_INVALID\_DISPOSITION | Механизм обработки исключений вернул не правильный обработчик. Такое исключение никогда не должно возникать в программах, написанных на высокоуровневых языках (например, С++) |
| EXCEPTION\_NONCONTINUABLE\_EXCEPTION | Поток сделал попытку продолжить исполнение программы после возникновения исключения, продолжить исполнение кода после которого не возможно. Тут имеется ввиду не блоки catch/fault/finally, а подобие фильтров исключений, которые позволяют исправить ошибку, которая привела к исключению и предпринять ещё одну попытку выполнить код, приведший к ошибке |
| EXCEPTION\_PRIV\_INSTRUCTION | Попытка выполнить привилегированную инструкцию процессора |
| STATUS\_UNWIND\_CONSOLIDATE | Исключение, относящееся к размотке стека и не являющееся предметом наших обсуждений |

Прошу заметить, что по своей сути только два из них достойны перехвата: это STATUS\_ACCESS\_VIOLATION и STATUS\_STACK\_OVERFLOW. Остальные ошибки исключительны даже для исключительных ситуаций. Они скорее относятся к классу фатальных ошибок и нами рассматриваться не могут. А потому, давайте остановимся на этих двух более подробно:

#### AccessViolationException

Получение этого исключения - одна из тех новостей, которые не хотелось бы никому получить. А когда получаешь, становится совсем не ясно что с этим делать. AccessViolationException - это исключение "промаха" мимо выделенного для приложения участка памяти и по своей сути выбрасывается при попытке чтения или записи в защищённую область памяти. Здесь под словом "защита" лучше понимать именно попытку работы с ещё не выделенным участком памяти или же уже освобождённым. Тут, заметьте не имеется ввиду процесс выделения и освобождения памяти сборщиком мусора. Тот просто размечает уже выделенную память под свои и ваши нужды. Память - она имеет в некоторой степени слоистую структуру. Когда после слоя управления памятью сборщиком мусора идёт слой управления выделением памяти библиотеками ядра CLR, а за ними - операционной системой - из пула доступных фрагментов линейного адресного пространства. Так вот когда приложение промахивается мимо своей памяти и пытается работать с невыделенным участком либо с участком, приложению не предназначенному, тогда и возникает это исключение. Когда оно возникает, вам доступно не так много вариантов для анализа:

* Если StackTrace уходит в недра CLR, вам сильно не повезло: это скорее всего ошибка ядра. Однако этот случай почти никогда не срабатывает. Из вариантов обхода - либо действовать как-то иначе либо обновить версию ядра если возможно;
* Если же StackTrace уходит в unsafe код некоторой библиотеки, тут доступны такие варианты: либо вы напутали с настройкой маршаллинга либо же в unsafe библиотеке закралась серьёзная ошибка. Тщательно проверьте аргументы метода: возможно аргументы нативного метода имеют другую разрядность или же другой порядок или попросту размер. Проверьте что структуры передаются там где надо - по ссылке, а там, где надо - по значению

Чтобы перехватить такое исключение на данный момент необходимо показать JIT компилятору что это реально необходимо. В противном случае оно перехвачено никак не будет и вы получите упавшее приложение. Однако, конечно же, его стоит перехватывать только тогда, когда вы понимаете что вы сможете его правильно обработать: его наличие может свидетельствовать о произошедшей утечке памяти если она была выделена unsafe методом между точкой его вызова и точкой выброса AccessViolationException и тогда хоть приложение и не будет "завалено", но его работа возможно станет не корректной: ведь перехватив поломку вызова метода вы наверняка попробуете вызвать этот метод ещё раз, в будущем. А в этом случае что может пойти не так не известно никому: вы не можете знать каким образом было нарушено состояние приложения в прошлый раз. Однако, если желание перехватить такое исключение у вас сохранилось, прошу посмотреть на таблицу возможности перехвата этого исключения в различных версиях .NET Framework:

| **Версия .NET Framework** | **AccessViolationExeception** |
| --- | --- |
| 1.0 | NullReferenceException |
| 2.0, 3.5 | AccessViolation перехватить можно |
| 4.0+ | AccessViolation перехватить можно, но необходима настройка |
| .NET Core | AccessViolation перехватить нельзя |

Т.е. другими словами, если вам попалоось очень старое приложение на .NET Framework 1.0,  вы получите NRE, что будет в некоторой степени обманом: вы отдали указатель со значением больше нуля, а получили NullReferenceException. Однако, на мой взгляд, такое поведение обосновано: находясь в мире управляемого кода вам меньше всего должно хотеться изучать типы ошибок неуправляемого кода и NRE - что по сути и есть "плохой указатель на объект" в мире .NET - тут вполне подходит. Однако, мир был бы прекрасен если бы все так было просто. В реальных ситуациях пользователям решительно не хватало этого типа исключений и потому - достаточно скоро - его ввели в версии 2.0. Просуществовав несколько лет в перехватываемом варианте, исключение перестало быть перехватываемым, однако появилась специальная настройка, которая позволяет включить перехват. Такой порядок выбора в команде CLR в целом на каждом этапе выглядит достаточно обоснованным. Посудите сами:

* 1.0 Ошибка промаха мимо выделенных участков памяти должна быть именно исключительной ситуацией потому как если приложение работает с каким-либо адресом, оно его откуда-то получило. В managed мире этим местом является оператор new. В unmanaged мире - в целом любой участок кода может выступать точкой для возникновения такой ошибки. И хотя с точки зрения философии смысл обоих исключений диаметрально противоположен (NRE - работа с не проинициализированным указателем, AVE - работа с некорректно проинициализированным указателем), с точки зрения идеологии .NET некорректно проинициализированных указателей быть не может. Оба случая можно свести к одному и придать философский смысл: не корректно заданный указатель. А потому давайте так и сделаем: в обоих случаях будем выбрасывать NullReferenceException.
* 2.0 На ранних этапах существования .NET Framework оказалось что кода, который наследуется через COM библиотеки больше собственного: существует огромная кодовая база коммерческих компонент для взаимодействия с сетью, UI, БД и прочими подсистемами. А значит, вопрос получения именно AccessViolationException всё-таки стоит: неверная диагностика проблем может сделать процесс поимки проблемы более дорогим. В .NET Framework введено исключение AccessViolationException.
* 4.0 .NET Framework укоренился, потеснив традиционную разработку на низкоуровневых языках программирования. Резко сокращено количество COM компонент: практически все основные задачи уже решаются в рамках самого фреймворка, а работа в unsafe кодом начинает считаться чем-то странным, неправильным. В этих условиях можно вернуться к идеологии, введённой в фреймворк с самого начала: .NET - он только для .NET. Unsafe код - это не норма, а вынужденное состояние, а потому идеологичность наличия перехвата AccessViolationException идёт вразрез с идеологией понятия фреймворк - как платформа (т.е. имитация полной песочницы со своими законами). Однако мы все ещё находимся в реалиях платформы, на которой работаем и во многих ситуациях перехватывать это исключение все ещё необходимо: вводим специальный режим перехвата: только если введена соответствующая конфигурация;
* .NET Core Наконец, сбылась мечта команды CLR: .NET более не предполагает законности работы с unsafe кодом, а потому существование AccessViolationException теперь вне закона даже на уровне конфигурации. .NET вырос настолько, чтобы самостоятельно устанавливать правила. Теперь существование этого исключения в приложении приведёт его к гибели, а потому любой unsafe код (т.е. сам CLR) обязан быть безопасным с точки зрения этого исключения. Если оно появляется в unsafe библиотеке, с ней просто не будут работать, а значит, разработчики сторонних компонент на unsafe языках будут более аккуратными и обрабатывать его - у себя.

Вот так, на примере одного исключения можно проследить историю становления .NET Framework как платформы: от неуверенного подчинения внешним правилам до самостоятельного установления правил самой платформой.

После всего сказанного осталось раскрыть последнюю тему: как включить обработку данного исключения в 4.0+. Итак, чтобы включить обработку исключения данного типа в конкретном методе, необходимо:

* Добавить в секцию configuration/runtime следующий код:  
  <legacyCorruptedStateExceptionsPolicy enabled="true|false"/>
* Для каждого метода, где необходимо обработать AccessViolationException, надо добавить два атрибута: HandleProcessCorruptedStateExceptions и SecurityCritical. Эти атрибуты позволяют включить обработку Corrupted State Exceptions, для конкретных методов, а не для всех вообще. Эта схема очень правильная, поскольку вы должны быть точно уверены, что хотите их обрабатывать и знать, где: иногда более правильный вариант - просто завалить приложение на бок.

Для примера включения обработчика CSE и их примитивной обработки рассмотрим следующий код:

[HandleProcessCorruptedStateExceptions, SecurityCritical]

public bool TryCallNativeApi()

{

try

{

// Запуск метода, который может выбросить AccessViolationException

}

catch (Exception e)

{

// Журналирование, выход

System.Console.WriteLine(e.Message);

return false;

}

return true;

}

#### StackOverflowException

Последний тип исключений, о котором стоит поговорить - это ошибка переполнения стека. Она возникает тогда, когда, по сути, в массиве, выделенном под стек кончается память. Само строение стека мы подробно обсудили в соответствующей главе ([Стек потока](https://github.com/sidristij/dotnetbook/blob/master/book/ru/Execution/2-ExceptionalFlow/ThreadStack.md)), а здесь без сильного углубления остановимся на самой ошибке.

Итак, когда наступает нехватка памяти под стек потока (либо упёрлись в следующий занятый участок памяти и нет возможности выделить следующую страницу виртуальной памяти) или же поток упёрся в разрешённый диапазон памяти, происходит попытка доступа к адресному пространству, которое называется Guard page. По сути, этот диапазон - ловушка и не занимает никакой физической памяти. Вместо реального чтения или записи процессор вызывает специализированное прерывание, которое должно запросить у операционной системы новый участок памяти под рост стека потока. В случае достижения максимально-разрешенных значений операционная система вместо выделения нового участка генерирует исключительную ситуацию с кодом STATUS\_STACK\_OVERFLOW, которая будучи проброшенной через Structured Exception Handling механизм в .NET обрушивает текущий поток исполнения как более не корректный.

Прошу заметить что хоть данное исключение и является Corrupted State Exception, перехватить его при помощи HandleProcessCorruptedStateExceptions не представляется возможным. Т.е. следующий код не отработает:

// Main.cs

[HandleProcessCorruptedStateExceptions, SecurityCritical]

static void Main()

{

try

{

Recursive();

} catch (Exception exception)

{

Console.WriteLine("Catched Stack Overflow!");

}

}

static void Recursive()

{

Recursive();

}

// app.config:

<configuration>

<runtime>

<legacyCorruptedStateExceptionsPolicy enabled="true"/>

</runtime>

</configuration>

А не представляется возможным потому что переполнение стека может быть вызвано двумя путями: первый - это намеренный вызов рекурсивного метода, который не слишком аккуратен чтобы контролировать собственную глубину. Тут может возникнуть желание исправить ситуацию, перехватив выброс исключения. Однако, если подумать, мы тем самым легализуем данную ситуацию, позволяя ей случиться вновь, что выглядит скорее не дальновидным чем случаем проявления заботы. И вторая - случайность - получение StackOverflowException при вполне себе обычном вызове. Просто в данный момент глубина стека вызовов оказалась слишком критичной. В данном примере перехватывать исключение выглядит как что-то совсем дикое: приложение работало штатно, все шло хорошо, как вдруг легальный вызов метода при корректно работающих алгоритмах вызвал выброс исключения с дальнейшей развёрткой стека до ожидающего такого поведения участка кода. Хм... Ещё раз: мы ждём, что на следующем участке ничего не отработает потому что в стеке кончится память. Как по мне, это полный абсурд.